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Abstract— An important activity in systems development is 

ensuring that all system requirements are met. Model-Based 

Systems Engineering is a methodology that benefits the 

documentation of the requirements and decisions that are 

made during the design process. On the other hand, visualizing 

different perspectives that focus on different aspects of the 

system permits to capture all the details of the design while 

refining the level of detail of the models. SysML is a Systems 

Modeling Language, which is defined as an extension of the 

well-known Unified Modeling Language standard. It is based 

on four pillars, which give the possibility to view a system from 

four different perspectives, supporting requirements 

traceability. Requirements traceability refers to the ability to 

describe and follow the life of a requirement in both a forward 

and backward direction. This traceability has an important 

role in Model-Based Systems Engineering. The central aim of 

this paper is to present a traceability approach that supports 

decision-making requirements. To carry out this traceability 

we propose to combine SysML and Business Process Model 

and Notation and Decision Model and Notation. SysML is used 

to model some aspects of system, and processes and decision-

making activities are defined in terms of BPMN and DMN 

standards, respectively. This proposal seeks to help engineers 

to improve their design and enhance traceability starting from 

requirements, integrating and covering the different views. 

Our contribution is illustrated by means of a case study. 

Keywords-SysML; BPMN; DMN; requirements traceability. 

I.  INTRODUCTION 

Abstraction is a technique used by engineers to deal with 
complexity, permitting them to focus only on the information 
that is considered significant or relevant. To improve the 
design of requirements, to understand and cover their 
different views improving maintenance and verification 
activities, it is necessary to carry out requirements 
traceability [1]. International Council on Systems 
Engineering (INCOSE) [2] indicates that “requirements 
traceability refers to the ability to describe and follow the life 
of a requirement in both a forward and backward direction 
along the design stages”. Traceability plays an important role 
as part of any Model-Based Systems Engineering (MBSE) 
methodology. MBSE is a successful methodology for the 
design of complex systems, which emphasizes the use of 
models when performing systems engineering activities [3]. 
These models, which can be executable or not, are used to 
describe the structure and the behavior of the systems.  

With the evolution of systems engineering, the need for a 
consistent standard modeling language arose. INCOSE 

together with the Object Management Group (OMG) [4] 
defined SysML, a general-purpose modeling language based 
on UML, which can be used for specifying, analyzing, 
designing, and verifying complex systems, including 
hardware, software, information, personnel, procedures, and 
facilities [5]. SysML is based on four pillars, which give the 
possibility to view a system from four different perspectives: 
Requirements, Structure, Behavior and Parametrics, each one 
of them defined in terms of diagrams [6]. Requirements 
modeling [7] is implemented in terms of the requirement 
diagram, which allows for capturing, analyzing and 
maintaining traceability of requirements in the modeled 
system. Structure modeling has a block definition diagram as 
the main diagram, representing structural elements (blocks) 
with their properties, relationships, and composition. 
Behavior modeling has different kinds of behavior diagrams 
like activities diagram, state machine, and sequence diagram. 
Parametric modeling has a parametric diagram that can be 
used to identify the system constraints [5]. In SysML, 
requirements can be related to other requirements, as well as 
to other model elements via one or more relationships, 
making possible the traceability of requirements. 
Furthermore, SysML can be integrated into other tools 
including spreadsheets and design and simulation software, 
such as Matlab or Modelica [8], enabling requirements 
verification. 

The specification of business processes also followed the 
same path requiring standards for its definition. In particular, 
the Business Process Management Initiative (BPMI) together 
with the OMG developed the widely used BPMN notation 
for modeling business processes [9]. BPMN defines an 
abstract representation for the specification of business 
processes, which can include human intervention or not. 
BPMN couples an expressive graphical representation with a 
rigorous Extensible Markup Language (XML) encoding of 
processes and the interactions among them, supporting not 
only modeling activities but also process execution by using 
appropriate BPMN engines. Several works in the 
engineering field have shown the value of using BPMN 
instead of UML activity diagrams. Activity Diagram can be 
used for business process modeling but BPMN was designed 
exclusively for modeling business process [9] and OMG 
adopted BPMN instead of the Activity Diagram (UML AD) 
as the core standard to create a business modeling framework 
[10]. BPMN has model elements that, in some cases, do not 
have a corresponding element in UML 2.0 AD. There are 
cases when components of the business processes are 
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modeled using only one symbol in BPMN and using a group 
of symbols in UML AD [11]. Since many activities within a 
business process involve decision-making, the OMG defined 
recently the Notation and Decision Model and Notation 
(DMN) standard for the elicitation and representation of 
decision models, effectively separating decision logic and 
control flow logic in business processes [12]. DMN was 
designed to be usable alongside the standard BPMN. At 
present, many companies have adopted BPMN not only 
because of its popularity, but because it is strongly related to 
DMN. This standard is already receiving adoption in the 
industry, with many tools being developed to assist users in 
modeling, checking, and applying DMN models.  

As the main contribution, this work presents an 
innovative approach to enhance requirements traceability in 
the context of MBSE, by combining SysML, BPMN and 
DMN. This approach can help systems engineers to improve 
the design of requirements, to understand and cover their 
different views, improving maintenance and verification 
activities while contributing to refine the level of detail of the 
models. 

The rest of this paper is organized as follows: Section II 
introduces related work, while Section III summarizes the 
basic concepts used in this paper. Section IV addresses the 
proposed approach with a case study presented in Section V. 
Section VI shows the conclusion. 

II. RELATED WORK 

Several works in the field of software engineering are 
related to the concept of requirements traceability using 
SysML. For example, the authors in [13] show how 
requirements traceability for mechatronic design can be 
achieved using MBSE and SysML. SysML is used for 
linking system requirements to the system elements of the 
different domain models while guaranteeing the traceability. 
This paper presents a case study of a mechatronic system in 
order to show this traceability. 

In [14], the authors propose a Model-Based Systems 
Engineering approach based on SysML. This approach 
enables the capture and the definition of functional 
requirements, validate these functional requirements through 
functional simulation, and verify efficiently the consistency 
of these functional requirements. The approach is illustrated 
by means of a case study of an industrial avionics system.  

In [15], a solution for SysML model verification and 
validation in an industrial context is presented. The authors 
provide a method and a list of the existing challenges; 
besides that, they show experimental results. A case study is 
presented, verification rules are in Object Constraint 
Language (OCL), while the validation rules are in a formal 
text format evaluated by a script. The authors mention that 
the verification of these rules ensures a certain degree of 
traceability. 

In [16], an approach to construct true model-based 
requirements in SysML is presented. This approach proposes 
that every requirement can be modeled as an input/output 
transformation. This proposal uses SysML behavioral and 
structural models and diagrams, with specific construction 
rules derived from Wymore’s mathematical framework for 

MBSE and taxonomies of requirements and interfaces. The 
authors consider that this proposal provides several benefits, 
including traceability, and improved precision over the use 
of natural language.  

In [17], the authors propose a model-based approach to 
automotive requirements engineering for the general 
development of vehicles of passengers. The SysML 
requirement element is extended, through stereotype, to 
functional and non-functional requirements. The paper 
validates the advantages that include classified and modeled 
requirements graphically, as well as their relationships that 
are explicitly mapped. This article presents a case study that 
shows the proposed extension and the performed 
requirements traceability. 

In [18], the authors propose a model-driven requirement 
engineering approach for the embedded software domain. 
This approach is based on UML, MARTE and SysML 
standard notations, which are integrated in order to improve 
requirements specification and traceability. MARTE is used 
to allow domain-specific non-functional requirements to 
improve the software specification and SysML is combined 
with UML/MARTE models to support requirements 
management, to follow their changes. The approach is 
illustrated by means of a case study. 

In [19], the authors propose a metamodel, which 
establishes the traceability links among the requirement 
model, the solution model and the verification and validation 
model for embedded system design. This approach enables 
traceability of requirements by considering heterogeneous 
languages for modeling and verifying real-time embedded 
systems. A case study illustrates the approach with the use of 
languages such as SysML, MARTE, SIMULINK, among 
others. 

However, to the best of our knowledge, no research work 
about requirements traceability has considered the decision 
requirement, a kind of requirement that involves decision 
making. This requirement appears in the decision 
requirement diagram, which represents human decision 
making or automated decision making within a process. The 
main motivation of this work is the need to provide support 
to decision requirements, by offering adequate tools to the 
systems engineers that improve the design and handling of 
these types of requirements. Considering this, the approach 
presented in this paper is a step forward to support decision 
requirements, completing the different system engineering 
views by combining of SysML, BPMN and DMN. 

III. BASIC CONCEPTS  

This section presents the basic concepts on which the 
proposed approach is based. Section A describes the role of 
requirements in system engineering, Section B introduces 
traceability related concepts in SysML, Section C describes 
the SysML requirements diagram and its relationships with 
others diagrams like the: use case diagram, block definition 
diagram and state machine used in the approach. Section D 
shows some concepts about DMN and its relationship with 
BPMN.  
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A. Requirements 

Requirements are the base in system development. They 
determine what the system has to offer, they can specify a 
desired feature, property, or behavior of a system, i.e., 
requirements set out what the system should do and define 
constraints that it has [20]. The concept of the requirement 
may also be further classified as [21]: 

 Business Requirement. A Business Requirement is 
used to indicate the needs of a business. This impact 
on the organization and all the projects within it.  

 Functional Requirement. Functional Requirements 
produce an observable result to someone, or 
something, that is using the system, i.e., they are the 
services that the system should provide. 

 Non-functional Requirement. A Non-functional 
Requirement will constrain, or limit in some way, 
the way in which Functional Requirement may be 
realized. 

B. Traceability in SysML 

In [2], INCOSE indicates that “requirements traceability 
refers to the ability to describe and follow the life of a 
requirement in both a forward and backward direction along 
the design stages”. Traceability plays an important role as 
part of any MBSE methodology [3]. MBSE emphasizes the 
use of models to perform the systems engineering activities, 
as mentioned before. In fact, “MBSE is the formalized 
application of modeling to support system requirements, 
design, analysis, verification and validation activities 
beginning in the conceptual design phase and continuing 
throughout development and later life cycle phases” [22].  

Modeling with SysML allows good traceability because 
it defines relationships between requirements and among 
other modeling elements [23][24]. Figure 1 describes the 
approach in which SysML accomplishes traceability by 
means of the 4 pillars presented in Section I. This figure 
shows the system model as an interconnected set of model 
elements. The arrows that cross the pillars, as seen in Figure 
1, illustrate how the different elements belonging to the 
different types of diagrams that participate in the pillars are 
related, supporting requirements traceability. 

C. SysML Requirements diagram and its relationships with 

others diagrams 

In SysML, the requirements diagram shows the set of 
requirements and the relationship between them. A 
requirement specifies a function that must be satisfied or a 
condition that a system must achieve. Requirements 
modeling provides a bridge among different SysML 
diagrams because a requirement can appear on other 
diagrams to show its relationship to other modeling 
elements. The relationships that allow relating requirements 
with other requirements or with other modeling elements are 
[5]: 

 
 
 

Figure 1.  A system model example in SysML where requirements 

traceability is indicated with the connecting arrows (from [6]).  

 Containment: a relationship, which is used to 
represent how a compound requirement can be 
partitioned into a set of simpler requirements 
(denoted graphically with a circle containing a + 
symbol).  

 «deriveReqt»: a relationship, which describes that a 
requirement is derived from other requirement.  

 «satisfy»: a relationship that describes that a design 
element satisfies a requirement. Usually, a 
requirement is satisfied by a block. 

 «verify»: a relationship that connects a test case with 
the requirement that is verified by that test case. 

 «refine»: a relationship, which specifies that a model 
element describes the properties of a requirement in 
more detail. 

 «trace»: a general-purpose relationship between a 
requirement and any other model element. 

The requirements can be related to the use cases through 
the relationship «refine». On the one hand, a use case can be 
viewed as functionality and/or capacity. On the other hand, a 
requirement specifies a capability or condition that must be 
satisfied, as previously mentioned, therefore, a use case 
diagram may be used to refine one or more functional 
requirements. In addition, the requirements are related to the 
blocks through the relationship «satisfy», as mentioned 
before. The block definition diagram captures the relation 
between blocks, such as a block hierarchy. Since the 
activities can be seen as a block, they can have associations 
between each other, including composition associations. 
Activities in block definition diagrams appear as regular 
blocks, except for the «activity» keyword [5]. Depending on 
the nature of the block, this can have a behavior associated, 
in that case, states machine can be used to describe its 
internal states. The state machine diagram is used to specify 
a behavior, with a focus on the set of states of a block and 
the possible transitions between those states in response to 
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event occurrences, i.e., the state machine diagram presents 
behavior of an entity, as a block, in terms of its transitions 
between states triggered by events [25]. 

SysML enables characterization of any type of 
requirements for the system, including user, technical or 
others. A modeler can then define relationships between the 
specified requirements, providing the opportunity to create 
traceability among them. There is also an opportunity to 
create traceability from the logical and structural architecture 
design to their requirements, one of the most critical 
activities in systems engineering [26]. 

D. BPMN and DMN 

The OMG provides the DMN notation for modeling 
decisions, which is not only understandable to stakeholders 
but it is also designed to be used in conjunction with the 
BPMN standard notation [12].  

DMN provides constructs to both decision requirements 
and decision logic modeling. For decision requirements 
modeling, it defines the concept of Decision Requirements 
Graph (DRG) depicted with the Decision Requirements 
Diagram (DRD). This latter shows how a set of decisions 
depends on each other, on input data, and on business 
knowledge models. A decision element determines an output 
from the inputs, using decision logic, which may reference 
one or more business knowledge models. This denotes a 
function encapsulating business knowledge, e.g., as business 
rules, a decision table, or an analytic model. A decision table 
is a representation of decision logic, based on rules that 
determine the output depending on the inputs [12]. Decision-
making modeled in DMN may be mapped to BPMN tasks or 
activities (Business Rules) within a process modeled with 
BPMN. The combined use of both thus provides a graphical 
language for describing decision-making, i.e., the BPMN 
tasks involving a decision can invoke a DMN decision 
model. 

IV. MBSE AND REQUIREMENTS TRACEABILITY WITH 

SYSML 

In this section, our contribution of traceability of 
requirements using SysML, BPMN, and DMN is detailed. 
Section A presents an extension to SysML for BPMN tasks 
while Section B describes details on the proposed approach 
for requirements traceability. 

A. SysML extensions for BPMN tasks 

 In order to support the modeling of BPMN tasks in 
SysML, the element of SysML block diagram must be 
extended. As noted above, in block definition diagrams, the 
activities appear as regular blocks with an «activity» 
stereotype. The stereotypes are one of the extensibility 
mechanisms of UML, therefore also of SysML, that enable 
to extend its vocabulary allowing the creation of new kinds 
that are derived from existing ones but specific to a problem 
[27]. Stereotypes are shown as text strings surrounded by the 
symbols “« »” [28]. The stereotypes change or add semantics 
to a base SysML element.  

 
 

Figure 2.  Extension of the SysML «Activity» stereotype. 

Figure 2 shows the new types of activities through a 
generalization in order to support all types of BPMN tasks 
[5].  

This extension consists of the following stereotypes:  

 «serviceTask»: represents a task that uses a web 
service or an automated application. 

 «sendTask»: represents a simple task that is 
designed to send a message to an external 
participant. 

 «receiveTask»: represents a simple task that is 
designed to wait for a message to arrive from an 
external participant. 

 «userTask»: represents a task where a person 
performs the task with the assistance of a 
software application.  

 «manualTask»: represents a task that is expected 
to be performed without the aid of any business 
process execution engine or any application. 

 «scriptTask»: represents a task executed by a 
business process engine. 

 «businessRuleTask»: represents a task that 
involves decision-making. 

The business rule task was defined in BPMN as a 
placeholder for (business-rule-driven) decisions, being the 
natural placeholder for a decision task [12]. 

B. Requirements Traceability using SysML and BPMN-

DMN 

The interaction between the process and the decision 
models plays a crucial role because a decision can affect the 
process behavior or flow [9]. Therefore, it is important that 
decision-making must be considered as a requirement that 
should be performed and satisfied.  

The approach will be illustrated with an example 
intended to carry out the traceability of the requirements 
through forward engineering, mainly focusing on those 
requirements involved in the decision-making activities, in 
the blocks that have a behavior related with some of these 
activities, and in the use cases that refine some of those 
requirements, with the aim of integrating and covering their 
different views.  
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Figure 3.  An example of a requirements diagram. 

Figure 4.  Example of a «satisfy» relationship between an Block and a 

Requirement. 

Figure 5.  Example of a «satisfy» relationship between an Activity and a 

Requirement. 

Figure 6.  Example of a «refine» relationship between a Use Case and a 

Requirement 

 

Figure 7.  Block definition diagram with activities as blocks. 

As it was mentioned before, the SysML requirement 
diagram has several relationships used to connect 
requirements. For example, Figure 3 presents a SysML 
requirements diagram labeled "Example Requirements 
Diagram", which shows the relationship between 
requirements. In particular, it can be observed that the 
requirement with id=“2” has a relationship with the 
requirement with id=“1.2” through the «deriveReqt» 
relation. This relation specifies that the requirement with 
id=“2” is derived from the requirement with id=“1.2”. 

Requirements can be related to other requirements and to 
other modeling elements through a specific set of 
relationships as mentioned before. Relationships between 
requirements and other modeling elements can appear on 
various types of diagrams. Figure 4 shows an example of a 
«satisfy» relationship between a Block1 block and a Req1.1 
requirement, Figure 5 presents an example of a «satisfy» 
relationship between a SimAct activity and the Req2 
requirement, while Figure 6 shows an example of a «refine» 
relationship between a Use Case and a Req2 requirement. 
Both requirements appear in the requirement diagram 
presented in Figure 3. 

The interpretation of the «satisfy» relationship is that the 

design of the activity depends on the requirement, meaning 

that if the requirement changes, the design of the activity 

must be changed. The interpretation of the «refine» 

relationship is that the Use Case is more concrete than the 

requirement, i.e., less abstract. 
Once the main requirements have been captured, the 

elements responsible to satisfy those requirements are 
modeled through a block definition diagram. As previously 
mentioned, activities can be seen as a block, except for the 
«activity» keyword [5]. This later provides a means for 
representing activity decomposition and allows a 
requirement to be satisfied with an activity. This activity can 
then be implemented in terms of the decision requirements 
diagrams and decision tables DMN. Figure 7 shows an 
example of decomposition of the SimAct activity, which was 
presented in Figure 5 by using the stereotypes proposed in 
Section IV-A. The block definition diagram shown in this  
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Figure 8.  BPMN diagram of SimAct. 

 

figure indicates that the SimAct is an activity composed of 
other activities, including Task 1, DecisionMaking Task and 
Task 2, all these activities being of BPMN activity types. 

Finally, in order to cover the different views of the 
requirements, a BPMN model is constructed and associated 
to SimAct activity in order to show its behavior, as can be 
seen in Figure 8. In this figure, the activities that compose 
SimAct, which were modeled in Figure 7, are explicitated in 
BPMN format.  

To conclude, the decision model related to the business 
rule task is built, since when BPMN and DMN are used, the 
BPMN tasks (business rule) have a link associated to the 
decision model, as mentioned in Section III-D. The 
DecisionMaking Task can then be implemented in terms of 
the associated decision requirements diagrams and decision 
tables. 

V. CASE STUDY 

To demonstrate our approach, we conducted a case study 
that includes the partial modeling of a Biodiesel Distiller and 
its requirements management. This case study illustrates how 
to carry out the traceability of the requirements through 
forward engineering. 

Biodiesel is a type of biofuel that is similar to petroleum-
based diesel, which can replace fossil fuel diesel. It is a 
sustainable fuel that is produced from fatty acids derived 
from animals such as beef fat, pork fat, chicken fat; and 
vegetable oils such as corn oil and cooking oil like those 
from restaurants that have already been used and disposed of. 
These oils are converted to diesel fuel through a chemical 
process. 

Distilled biodiesel is a clean fuel that has been purified 
through the process of distillation. Biofuel distillation is a 
method that consists of taking a biofuel and removing 
particles and impurities within the liquid through an 
evaporation and condensation process. 

The requirements diagram in Figure 9 shows the 
breakdown of the Biodiesel Distiller's requirements into a 
hierarchy of more refined requirements. This diagram named 
"Biodiesel Distiller Requirements Diagram" shows the 
relationship between its elements. In particular, it can be 
observed that the requirement Initial Statement is partitioned 
into a set of simpler requirements: Generate Biodiesel, Heat 
Exchanger, Boiler, Biodiesel Properties and Distill Water. In 

addition, two use cases can be seen in the figure: Distill and 
Change temperature, one of them refines Generate Biodiesel 
requirement, and the other refines Heat Exchanger 
requirement. In other words, both use cases are more 
concrete than the requirements, as was indicated in Section 
IV-B. 

As previously mentioned, requirements can be related to 
other modeling elements through a specific set of 
relationships as «satisfy» relationship between a block and a 
requirement. Furthermore, activities can be seen as blocks. 
As mentioned in Section III-C, depending on its nature, a 
block can have a behavior associated and this behavior can 
be modeled using state machines.  

Once the main requirements of Biodiesel Distiller have 
been captured, the elements responsible to satisfy them are 
modeled through a block definition diagram.  

Figure 10 illustrates how Machine activity is composed 
of Boiler block, Water block, Generator activity, which 
satisfies Generate Biodiesel requirement, and Heat 
Exchanger block, which satisfies Heat Exchanger 
requirement, both requirements appear in the requirements 
diagram presented in Figure 9.  

 

Figure 9.  Requirements diagram: Biodiesel Distiller Requirements 

Diagram 
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Figure 10.  Generator activity satisfies the Generate Biodiesel requirement, 

and Heat Exchanger block satisfies the Heat Exchanger requirement 

 

Figure 11.  States machine diagram: States Water 

Continuing with the approach, the state machine diagram 
in Figure 11 shows possible states of Water block presented 
in Figure 10, which correspond to the states of water during 
the distillation process shown in Figure 14. Figure 12 
illustrates the decomposition of the Generator activity by 
using the stereotypes proposed in Section IV-A. The block 
definition diagram shown in this figure indicates that the 
Generator is an activity composed of other activities such as: 
Choose method business rule, which involves decision-
making, Prepare reactors activity, Notify user task, Heat 
Water service task, Separate materials service task, Decant 
activity and Washing by decanting service task, all these 
activities being of BPMN activity types. 

Following the approach presented in this work, a BPMN 
model is constructed in order to cover the different views of 
the requirements. This model shows the process, which is 
carried out to generate biodiesel associated with the 
Generator activity. Its behavior can be observed in Figure 
14. Note that the states of water presented in Figure 11 
participate in several of the activities of the BPMN model 
such as: Decant, Separate materials, Heat Water and 
Washing by decanting.  

The decision model related to the business rule task is 
built once the BPMN model is generated. To prepare the 
reactors, the type of method to be used must be known and 
this depends on the type of material that will be used for the 
generation of biodiesel. The materials can be beef fat, pork  

Figure 12.  Decomposition of the Generator activity. 

 
 
 
 
 

Figure 13.  Decision table to Choose method. 

fat, chicken fat, and vegetable fat. In the case of study, this 
decision making is shown in terms of the decision table as 
shown in Figure 13. 

As it was mentioned before, traceability refers to the 
capability to describe and follow the life of a requirement in 
both a forward and backward direction along the design 
stages. Traceability plays an important role in the MBSE 
methodology. To conclude the study case, and in order to 
show the requirements traceability presented in this article, 
Figure 15 shows our approach using three of the four pillars 
of SysML presented in Section I. This figure shows, through 
direct engineering, how traceability is carried out, showing 
how all the models and their elements presented in this 
section are connected to each other. 

As it was mentioned before, the multiple cross-cutting 
relationships between the model’s elements enable systems 
engineers to view several different perspectives that focus on 
different aspects of the system. 

The arrows that cross the pillars structure, behavior, and 
requirements, as seen in Figure 15, illustrate how the 
different elements belonging to the different types of models 
that participate in these pillars are interconnected, supporting 
in this way requirements traceability. 

Figure 15 shows the different diagrams presented in this 
study case: requirement diagram, block definition diagram, 
state machine diagram, BPMN diagram, and decision table, 
respectively.  

The Requirements pillar contains the requirements model 
that was initially built for the development of the case study. 
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Figure 14.  BPMN model of Generator. 

 

 

Figure 15.  Traceability study case. 
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The Structure pillar contains two block definition 
diagrams: the Machine Activity block definition diagram and 
the Generator Activity block definition diagram. The 
Machine Activity block definition diagram has four relations. 
One of them shows the relationship between Heat Exchanger 
block and Heat Exchanger requirement through a satisfy 
relationship, as mentioned before. The other relation 
illustrates the relationship between Generator Activity and 
Generate Biodiesel requirement through a satisfy 
relationship, also this diagram has another relation toward 
Generator Activity block definition diagram, which shows 
how this activity is decomposed by using the extension 
proposed in this article. The fourth relation shows how 
Water block is related with states machine diagram in 
Behavior pillar. The Generator Activity block definition 
diagram has a relationship with BPMN model because of 
model illustrates the process, which is carried out to generate 
biodiesel associated with the Generator activity. 

The Behavior pillar contains three diagrams. A use cases 
diagram shows the use cases that refine some requirements 
in the requirement diagram presented, in other words, Distill 
use case refines Generate Biodiesel requirement, and 
Change temperature use case refines Heat Exchanger 
requirement. The other diagram is States Water state 
machine diagram, which is used to describe the possible 
states of Water block in Machine Activity block definition 
diagram being these possible states used in some activities in 
BPMN model, as mentioned before. These activities are 
grouped in the model (rounded corner rectangle with a solid 
dashed line). Finally, this pillar has a BPMN model, which 
shows the process to generate biodiesel as can be observed in 
Figure 15 and mentioned before. In addition, the same figure 
shows the decision model related to the Choose method 
business rule task. 

VI. CONCLUSION 

Traceability plays an important role in any Model-Based 
Systems Engineering methodology. This methodology 
emphasizes the use of models to perform the systems 
engineering activities. The objective of this work has been to 
carry out requirements traceability understanding that 
requirements traceability is the capability to follow the life-
cycle of the requirement. SysML is a general-purpose 
modeling language, based on UML, which enables 
traceability because it defines relationships between 
requirements and other modeling elements. The combination 
of SysML and BPMN-DMN is attractive and is a step 
forward that enhances the modeling of the different views of 
the system to be built including decision requirements. The 
proposed approach uses the definition of new stereotypes in 
SysML to support all types of BPMN tasks.  

 This proposal seeks to integrate and cover the different 
views of all requirements, helping systems engineers to 
improve the design of them.  

The approach was illustrated through a case study to 
show how traceability of requirements can be performed.  

In future work, we consider analyzing the link among the 
DMN decision requirements diagram, SysML requirements 
diagram, and use cases diagram. In addition, we consider 

working with parametric diagrams in order to complete the 
pillars of SysML. 
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