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Abstract—Model Driven Engineering promotes models as primary artifacts in the software engineering development process. Such models must conform to a metamodelf and hold associated constraints which restrict their validity. The verification of models against such requirements becomes a fundamental activity to ensure the quality of a system. In this context, the Unified Modeling Language (UML) constitutes one of the most commonly used modeling languages to represent both static and dynamic aspects of software systems. Nevertheless, while the formalization and analysis of static models has motivated a significant number of proposals, it far exceeds the research done on dynamic models, specially on UML state machines, considered to be the mainstay to represent the dynamics of a system. We have defined a proposal to reason about UML state machines based on Constraint Logic programming (CLP), using Formula as model finding and design space exploration tool. We show how to translate a UML state machine model into a CLP program following a Meta–Object Facility (MOF) like framework. Furthermore, we enhance our proposal by giving support for the automatic translation of state machines to Formula specifications, based on a Model Driven Engineering (MDE) approach. The proposed framework can be used to reason and validate UML state machine designs by generating valid sets of execution state configurations and checking correctness properties, using Formula as model exploration tool.
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I. INTRODUCTION

Model-Driven Engineering (MDE) has been promoted for some time as a solution to handle the increased complexity of software development. In the MDE paradigm, models constitute the cornerstone components during the software development process. Such models must conform to a metamodelf and hold associated constraints which restrict their validity. Effective verification of models against such requirements becomes a fundamental activity to ensure the quality of a system. In the context of MDE, the Unified Modeling Language (UML) [1] has been widely accepted as the de-facto standard object-oriented software modeling language. In particular, UML is widely used in software design to specify both the static and dynamic aspects of object oriented systems, where UML Class Diagrams and UML State Machines are considered to be the mainstay to represent the statics and dynamics of a system, respectively.

As any other software artifact, software models may contain design flaws. Unfortunately, in some occasions such possible design defects are not detected until the later implementation stages, thus increasing the cost of development [2], [3]. This situation requires a wide adoption of formal methods as well as of verification and validation approaches. In this line, there have been remarkable efforts to formalize UML semantics, in order to address and solve the ambiguity, uncertainty and underspecification issues detected in UML semantics. Nevertheless, while the formalization and analysis of static models has motivated a significant number of proposals [2], [4], [5], [6], [7], [8], [9], [10], it far exceeds the research done on dynamic models, specially on UML state machines or on any other variant of Harel statecharts [11], [12]. In many of such proposals, the formalization and analysis of static models is accomplished carrying out a translation to another language that preserves the semantics. The resulted translation can be used to reason about the original model by checking predefined correctness properties about the original model [3].

In this paper, we extend the work we presented with I. Porres in [10], [13], which proposes an overall framework to reason about UML Class diagrams annotated with OCL, to give also support to UML State Machines. In particular, in this paper we propose a framework to reason about UML State Machine models based on the Constraint Logic programming (CLP) paradigm. As in [10], [13], we use Formula [14] as model finding and design space exploration tool, which is based on algebraic data types and CLP. More specifically, we show how to translate a UML state machine model into a CLP program following a Meta–Object Facility (MOF) like framework. Once a UML state machine model is translated into the Formula language, the Formula tool can be used, for example, to prove the reachability of specific states of the state machine or to check for consistency requirements of the state machine definition. Furthermore, in order to provide full support for the automatic translation of state machines into Formula, we have included an additional menu option in the Eclipse plugin we presented in [10], to easily and automatically carry out such translation. Our framework can be used to reason and validate UML state machine designs by generating valid sets of execution state configurations and checking correctness properties, using the model exploration tool Formula. We illustrate the usefulness and effectiveness of our approach by applying it to a particular case study.

The paper is structured as follows. Section II provides a brief introduction to UML State Machines and presents a simple case study we use throughout the paper. Section III gives an overview of our proposal for the translation of UML.
state machines to Formula. Section IV explains the application of our proposal, and illustrates the usefulness of our approach by applying it to our case study. Related work is discussed in Section V. Finally, Section VI contains our main conclusions.

II. BACKGROUNDING AND CASE STUDY

In this section, we present general background information of UML State Machines, together with the case study we use throughout the paper. In particular, we illustrate UML State Machines with the help of Fig. 1 in which we represent three of the MOF model levels concerning UML State Machines, applied to our case study: the Metamodel level, the Model level, and the Instance level. In particular, we show an excerpt of the UML State Machine metamodel (see the top side of Fig. 1), and the specific state machine model of our case study (see the center side of Fig. 1). This state machine model has been extracted from [15], which we have slightly modified to cover basic aspects of UML state machines for explanation purposes. In particular, this state machine represents the basic states that an object airplane can be in during the course of its life.

As we show in the excerpt of the UML State Machine metamodel depicted on the top side of Fig. 1, a state machine consists essentially of states, transitions and various other types of vertexes named pseudostates [1]. Firstly, states denote a situation of objects during which some condition holds. There are three kinds of states: simple, composite or submachine. Simple states are characterized by not having substates, while composite states are divided into orthogonal composite states, to model concurrent behaviors where several states are active simultaneously, and simple composite states, to specify that only one of their substates must be active. Submachine states are used basically as a way to encapsulate states and transitions so that they can be reused. In our case study, we represent that, over the course of the life of an object plane, it can take up three simple states: Ordered, In Maintenance, and Ready for Use. The valid set of states that the object can be active in, at a specific moment in time during the execution of the state machine, is known as state configuration.

On the other hand, a transition is the mechanism by which an object leaves a state configuration and changes to a new state configuration. A transition can be triggered by some event. In our case study, if the event deliver occurs, and the plane is the state Ordered, it changes to the state In Maintenance, nothing happens if the plane is in any other state than Ordered. Particularly, a transition is a directed relationship between a source vertex and a target vertex, where these vertexes can be either pseudostates or states. A pseudostate is an abstraction used to connect multiple transitions into more complex state transitions paths. There are several kinds of pseudostates (such as initial, join and fork pseudostates). An example of an initial pseudostate is shown in our case study of Fig. 1 depicted by a filled circle, representing the creation of the object plane. Additionally, composite states can have one or more regions which are considered as simple containers of a connected set of substates, pseudostates and transitions.

Finally, the sequence of state configurations an object can go through during its lifetime is known as execution trace. For example, on the bottom side of Fig. 1 we show three of the execution traces a plane can be during its lifetime. For a more complete explanation of state machines, we refer to [1].

III. UML STATE MACHINES TO FORMULA TRANSLATION

Our proposal for reasoning about UML State Machines has some similarities with the approach we presented in [10], [13] for reasoning about UML Class Diagrams, but there is a subtle and essential difference between them. In both proposals we represent the corresponding UML metamodel and model (related to Class Diagrams and State Machines, respectively) in the Formula language, resulting a translation that can be used for several purposes. For example, the resulted Formula specification can be used to rigorously reason about the model’s design, by checking predefined correctness properties about the original model such as the lack of redundant constrains. Additionally, the Formula specification can be used to inspect the model, in order to search for conforming object models and to choose those which better fit the domain needs. Nevertheless, while in [10], [13] we aimed at finding sets of classes’ instances conforming the class diagram, in the case
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Figure 1: MOF model levels concerning UML State Machines applied to our case study.
of UML State Machines we are interested in reasoning and validating UML State Machine designs by generating possible sets of state configurations, simulating valid execution traces.

As we propose in [10], [13], our approach for reasoning about UML State Machines follows a MOF-like metamodeling approach. More specifically, our proposal defines five different Formula units which are distributed along the MOF Metamodel, Model and Instance levels [1]. In order to have a better understanding of our proposal, in Fig. 2 we illustrate the defined Formula units, which are represented by means of rectangles. Furthermore, associated to each Formula unit, we have included, depicted by means of rhomboids, part of the specific Formula expressions that would be defined for representing the state machine of our case study. Next, we briefly explain our proposal for the representation in Formula of a specific UML state machine leaning on this figure.

A. Formula Data Types and Queries

Formula allows to represent a system by using three different units: domains, models and partial models. Firstly, a problem domain FD can be specified to formalize an abstraction of the problem that can be used by Formula to reason about the design. This type of units allows to specify abstract data types and a logic program describing properties of the abstraction [14]. For this reason, we have decided to represent the UML State Machine’s constructs by means of domains (see MetaLevel and InstanceLevel domains in Fig. 2).

In particular, a Formula domain consists of abstract data types, rules and queries. Firstly, abstract data types constitute the key syntactic elements of Formula. They are defined by using the operator ::=, indicating on the right hand side their properties by means of fields. Data types can be labeled in their definition with the primitive keyword, defining primitive constructors. As an example, in line 7 of Fig. 2 we define the Transition data type, which represents the Transition element of the UML State Machine metamodel.

Based on the defined data types, rules and queries are specified as logic program expressions, ensuring the remaining constraints [14]. In particular, a rule behaves like a universally quantified implication, that is, whenever the relations on the right hand side of a rule hold for some substitution of the variables, then the left hand side holds for that same substitution [12]. The main aim of rules is production; they create new entries in the fact-base of Formula, populating previous defined types with facts representing the members in the collection presented in the rule. Rules are specified by means of the operator :-., indicating on the left-hand of the expression a simple term and, on the right-hand, the list of predicates specifying the rule (an example of a rule is shown later in this section). On the other hand, a query, which is constructed by means of the operator :-., corresponds to a rule where left-hand side is a nullary construction [12]. A query behaves like a propositional variable that is true if and only if the right-hand side of the definition is true for some substitution [12]. In particular, Formula defines in every domain the conforms standard query, where all constraints come
together and define how a valid instance of the domain have to look like. Based on the existential quantification semantics of queries, we can use them to prove the existence of specific facts in the model. Additionally, the universal quantification can be achieved by verifying the negation of a query representing the opposite of the original predicate. For example, to ensure that Transitions are not created as connections of undeclared States, we firstly need to define a query representing the existence of transitions verifying the opposite (see line 8 of Fig. 2). With this query we are considering such incoherent situation as a valid state. Thus, to verify that such situation is not valid, we need to include the negation ('!') of the query in the conforms query of the specific domain.

Taking this into account, the defined domains contain (1) specific data types, which allow us to represent facts and generate reasoning instances of such types, and (2) queries, which restrict the valid system states by specifying forbidden states. Due to space reasons in this paper we mainly focus on explaining the defined data types. In particular, firstly we have created the MetaLevel domain, which mainly defines a primitive Formula data type for each meta model element State, Pseudostate, and Transition, together with specific Formula queries representing UML State Machine metamodel constraints (see lines 1 to 7 in Fig. 2). The definition of these types allows the tool to create Formula instances representing specific UML States, Transitions and Pseudostates at the Model level (such as the specific state Ordered). We note that, since the representation of the Metamodel level is the same whatever state machine is considered, this Formula domain is defined once and used for each state machine. On the other hand, to be able to represent the information generated during the execution of a state machine (that is, the state configurations which constitute the execution traces, together with the representation of the triggered transitions), we have defined specific types included in a Formula domain InstanceLevel (see Fig. 2), which defines types such as StateInstance or TransitionInstance (see lines 16-17 and 20-21).

B. Formula Data Types’ Instances

Having defined the Formula domains with the abstractions of the problem, Formula gives the possibility of creating a model FM as a finite set of data type instances built from constructors defined in the associated domain FD, and which satisfies all the FD constraints [12]. In our particular case, we have defined two different Formula models. Firstly, we have created theStateMachine model, which contains the instances of the data types created in the MetaLevel domain, and which represent the specific elements of a particular state machine (see Fig. 2). For example, in line 10 of Fig. 2 we show the definition of the element ordered, which corresponds to a Formula instance of the constructor State defined at the Metamodel level. Secondly, we define the StateMachineInstances model, which contains the instances of the data types defined in the InstanceLevel domain. In particular, such instances refer to the state and transition instances that Formula would use as constructors of the execution traces of the specific state machine. For example, in this Formula model we define instances such as O (see line 24), which would represent the fact that a specific airplane object has been in the state “Ordered”. On the left hand of Fig. 3 we also show graphically the overall instances we would define for the case study. Taking this into account, theStateMachine model conforms with the MetaLevel domain, while theStateMachineInstances model conforms with the InstanceLevel domain.

C. Logic Instructions to Simulate State Machines’ Execution

Up to now, we have established the bases to be able to represent in Formula the UML State Machine metamodel, specific state machines conforming with such metamodel, as well as the concrete instances produced during the execution of a state machine and which would constitute the state machine execution traces. Nevertheless, the defined Formula data types, instances and queries are not enough to allow Formula to reason about the state machine execution, that is, to take such concrete elements and organize them into valid execution state configurations. More specifically, in addition to such instances (see the left hand of Fig. 3) and queries, we provide Formula with specific data types and rules to instruct the tool in the way to reason about such data, so that it is able to generate valid execution traces (such as the one shown on the right hand of Fig. 3). For this reason, we have completed our proposal by defining other two Formula specification blocks.

Firstly, we need to indicate Formula the way in which it has to generate a valid chain of active state configurations’ instances which will constitute the valid execution traces. For this task, we have included in the InstanceLevel domain the definition of a new data type called Trigger (see lines from 3 to 5 in Fig. 4), in order to simulate the triggered of a transition. For this reason, its definition includes a field t, referring the moment in which the triggered takes place, and the associated TransitionInstance instance (see line 4). We have included the Formula constraint [Closed(tr)] to instruct Formula to apply a closed check to instances of the TransitionInstance data type, that is, using only the instances of such a type already created in the StateMachineInstances model. Based on the Trigger type, we define the type stateConfiguration to represent a state configuration (see line 7), and which has three fields: (1) t, which keeps track in time of the sequence of state configurations, (2) v, which refers to the specific active vertex, and (3) traT, which refers to the specific transition (TransitionInstance instance) which has been triggered to change to that state.

Additionally, in order to construct the chain of state configurations as the transitions are triggered, we have defined a Formula rule (see line 9 in Fig. 4), in order to create new entries of type stateConfiguration in the fact-base of Formula. As we have described previously, whenever the relations on the right hand side of a rule hold for some substitution of the variables, then the left hand side holds for that same substitution, and Formula generates the new entry corresponding to the left hand side. Taking this into account, given the current state configuration stateConfiguration(t,src,traT) and
1 domain InstanceLevel extends MetaLevel {
2   ... 
3   [Unique t->t] Closed (t) 
4   primitive Trigger := \{ t: Natural, tr: TransitionInstance \}. 
5   triggerNumber := t1 is Trigger(1, t1), t2 is Trigger(2, t2), t1=t2 \rightarrow t1=\epsilon, t2=\epsilon. 
6   primitive Bound := \{ t: Natural \}. 
7   stateConfiguration := \{ t: Natural, v: VertexInstance, traT: String \}. 
8   stateConfiguration (0, ini, traT): ini is PseudostateInstance ("initial", 
9      Pseudostate(["initial", ini]), traT="\_"). 
10   stateConfiguration (tnext, dst, traTnext) := stateConfiguration (t, src, traT), 
11      Trigger(t, TransitionInstance (tn, _, source, target)), 
12      source.name=src.name, 
13      target=dst, tnext=t+1, 
14      Bound(end), t<end. 
15   ... 

Figure 4: Generation of new state configurations.

}
properties to be checked have to be manually included in this file, which Formula will use for reasoning about the model.

V. DISCUSSION AND RELATED WORK

In the past decade, there are several works which have used Constraint Logic Programming to formalize UML semantics, being limited those which tackle UML State Machines or on any other variant of Harel statecharts [11], [12], [18], [19]. In particular, there have been some proposals which aim at formalizing UML State machines which have followed a MOF–like approach to a greater or lesser extent. More specifically, authors in [11] focus on Hierarchical Finite State Machines (HFSM), which are a simplified version of UML State Machines, which consider more structural elements (such as concurrent states and pseudostates). The difference between both proposals, besides the different types of modeling languages, lies in the main goal. In particular, authors in [11] give an approach to complete partially specified dynamic models. More specifically, starting from a partial model constituted by unlinked states and transitions, they are able to find a complete state model defined from that partial model and which conforms with the HFSM metamodel. In contrast, our proposal aims at reasoning about specific state machines, not arbitrary ones, that is the reason because it starts from a complete specific state machine model instead of a partial one. In [12], authors present a metamodeling framework based on Formula and reason about typed graphs. In particular, they give a metamodel-based approach for representing only the MetaNode and the MetaEdge elements, at the Metamodel level, and graph nodes and edges, at the Model level, and finally reason about models. In particular, they apply their proposal to the particular case of state diagrams (where states are nodes and transitions are edges) in order to construct, similarly to the proposal in [11], well–formed state diagrams. In [19] where the author uses Alloy, a textual modelling language based on first-order relational logic, used in other works for analyzing UML class diagrams [18], gives a proposal to simulate states by specifying the notion of state on the model level, in an Alloy model, while the transition between states is given by the invocation to a UML operation.

VI. CONCLUSION AND FUTURE WORK

In this paper, we present a framework to reason about UML state machine models based on the CLP paradigm. The main contribution of our work is the translation of a UML state machine into a Constraint Satisfaction Problem following a MOF–like framework. We enhance our approach by providing an MDE-based implementation of our translation proposal, based on our UML2Formula plug–in. Particularly, starting from a UML state machine representing the dynamic structure of a software system, our plug–in carries out the automatic generation of the Formula specification corresponding to such UML model, by simply choosing a menu option the plug–in provides. The proposed framework can be used to reason and validate UML state machine designs by generating valid sets of execution state configurations and checking correctness properties, using the model exploration tool Formula.

Our proposal considers basic UML State Machine elements, but the support for other commonly used elements (such as guards or composite states) constitutes a remaining work.
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