Abstract— Nowadays the products are increasingly developed globally in collaboration between subcontractors, third party suppliers and in-house developers. However, management of a distributed product development project is proven to be more challenging and complicated than traditional one-site development. From the viewpoint of project management, the measurements and metrics are important activities for successful product development. This paper is focused on describing a set of metrics that is successfully used in industrial practice in distributed product development. Based on the experiences, the reasoning for selecting these metrics was similar: they are easy to capture and can be quickly calculated and analysed on a regular interval. One of the most important reasons for choosing these metrics was that they were aimed especially to provide early warning signals, i.e., means to proactively react to potential issues in the project. This is especially important in distributed projects, where specific means to track project status are needed.
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I. INTRODUCTION

Globally distributed software development enables product development to take place independently of the geographical location of the individuals or organizations. In fact, nowadays the products are increasingly developed globally in collaboration between subcontractors, third party suppliers and in-house developers [1]. In practice distributed projects struggle with the same problems than single-site projects including problems related to managing quality, schedule and cost. Distribution only makes it even harder to handle and control these problems [2][3][4][5]. These challenges are caused by various issues, for example, less communication – especially informal communication – caused by distance between partners, and differences in background knowledge of the partners. That’s why, in distributed projects the systematic monitoring and reporting of the project work is especially important, and measurement and metrics are an important means to do that effectively.

Management of a distributed product development project is more challenging than traditional development [6].

Based on an industrial survey [7], one of the most important topics in the project management in distributed software development is detailed project planning and control during the project. In global software development (GSD), this includes, e.g., dividing work by sites into sub-projects, clearly defined responsibilities, dependencies and timetables, along with regular meetings and status monitoring.

The main purpose of measurements and metrics in software production is to create means for monitoring and controlling and this way to provide support for decision making [8]. Traditionally, the software metrics are divided into process, product and resource metrics [9]. In the comprehensive measurement program, all these dimensions should be taken into consideration while interpreting measurement results, otherwise, the interpretation may lead to wrong decisions or incorrect actions. Successful measurement program can prove to be an effective tool for keeping on top of development effort, especially, for large distributed projects [10]. However, many problems and challenges have been identified that reduce and may even eliminate all interests to the measurements. For example, not enough time is allocated for measuring and metrics during a project, or not enough benefit is visibly gained by the project doing the measurement work (e.g., data is useful only at the end of project, not during the project). In addition, the “metric enthusiasts” may define too many metrics making it too time consuming. Thus, it’s beneficial [10] to define core metrics to collect across all projects to provide benchmarking data for projects, and to build on measures that come naturally out of existing processes and tools.

This paper is focused on describing a metrics set that are successfully used in distributed product development. The main purpose of the paper is to offer a set of essential metrics with experiences of their use. The amount of the metrics is knowingly kept as limited as possible. Also, the metrics should be such, that they provide online information during the projects, in order to enable fast reaction to potential problems during the project. The metrics and experiences presented in the paper are based on metrics programs of two companies, Philips and Symbio. Royal Philips Electronics is a global company providing healthcare, consumer life-style...
and lighting products and services. Digital Systems & Technology is a unit within Philips Research that develops first of a kind products in the area of healthcare, well-being and lifestyle. The projects follow a defined process and are usually distributed over sites and/or use subcontractors as part of product development. Symbio Services Oy provides tailored services to organizations seeking to build tomorrow’s technologies. Well-versed in a variety of software development methodologies and testing best practices, Symbio’s specialized approaches and proprietary processes begin with product design and stem through globalization, maintenance and support. Symbio has built a team of worldwide specialists that focus on critical areas of the product development lifecycle. Currently, Symbio employs around 1400 people and their project execution is distributed between sites in the US, Sweden, Finland and China.

The paper is structured as follows. Firstly, an overview of related work – literature studies and their limitations related to measurements and metrics of distributed product development – is introduced in Section II. Then, proposed metrics are presented using Rational Unified Process (RUP) [11] approach as a framework. After that, industrial experiences of using the metrics are discussed. Finally, the conclusions are drawn in Section V.

II. MEASUREMENTS IN GSD

There are several papers that discuss globally distributed software engineering and its challenges, for example, [10], [12] and [13]. Also, metrics in general and for specific aspects have been discussed in numerous papers and books for decades. However, little global software development (GSD) literature has focused on metrics and measurements or even discusses the topic. Da Silva et al. [6] report similar conclusion based on analysis of DSD literature published during 1999 – 2009: they state as one of their key finding that the “vast majority of the reported studies show only qualitative data about the effect of best practices, models, and tools on solving the challenges of distributed software development (DSD) project management. In other words, our findings indicate that strong (quantitative) evidence about the effect of using best practices, models, and tools in DSD projects is still scarce in the literature.”

The papers that have discussed some metrics for GSD usually focus on some specific aspect, for example, Korhonen and Salo [13], discuss quality metrics to support defect management process in a multi-site organization. Simmons and Ma [14] discuss a software engineering expert system (SEES) tool where the software professional can gather metrics from CASE tool databases to reconstruct all activities in a software project from project initiation to project termination. Misra [15] presents a cognitive weight complexity metric (CWCM) for unit testing in a global software development environment. Lollikar et al. [16] propose a framework for global project management and governance including some metrics with main aim to support work allocation to various sites. Peixoto et al. [12] discuss effort estimation in global software development, and one of their conclusions is that “GSD projects are using all kinds of estimation techniques and none of them is being consider as proper to be used in all cases that it has been used”, meaning, that there is no established technique for GSD projects.

Some effort has also been invested in defining how to measure success of GSD projects [17], and these metrics mainly focus on cost related metrics and are done after project completion. The focus of this paper is to discuss metrics for monitoring ongoing GSD projects and that way identify needs for corrective actions early.

A. Traditional metrics and project characteristics

Software measurements and metrics have been discussed since 1960’s. The metrics have been classified many different ways, for example, they can be divided into basic and additional metrics [18] where basic metrics are size, effort, schedule and defects, and the additional metrics are typically metrics that are calculated or annexed from basic metrics (e.g., productivity = software size per used effort). The metrics can be divided also into objective or subjective metrics [18]. The objective metrics are easily quantified and measured, examples including size and effort, while the subjective metrics include less quantifiable data such as quality attitudes (e.g., excellent, good, fair, poor). An example of the subjective metrics is customer satisfaction. Furthermore, software metrics can be classified according to the entities of product, processes and resources [9]. Example metrics of product entities are size, complexity, reusability and maintainability. Example metrics of process entities are effort, time, number of requirements changes, number of specification/coding faults found and cost. Furthermore, examples of resource entities are age, price, size, maturity, standardization certification, memory size or reliability. These classifications, various viewpoints and the amount of examples merely prove how difficult the selection of metrics really can be during the project.

In addition to different ways of metrics classification, development projects can also be classified. Typically, the project classification is used as a baseline for further interpretation of the metrics and measurements. For example, all kind of predictions or comparison should be done within the same kind of development projects, or the differences should be taken into account. Traditional project characteristics are, e.g., size and duration of a project, type of a project (development, maintenance, operational lifetime etc.), project position (contractor, subcontractor, internal development etc.), type of software (hardware-related software development, application software, etc.) or used software development approaches (agile, open source, scrum, spiral-model, test driven development, model-driven development, V-model, waterfall model etc.). Furthermore, different phases of development projects have to be taken consideration while analyzing gathered measurement data.

B. Metrics and measurements during product development

A phase of lifecycle of development project affects to the interpretation of the metrics. Thus, in this paper, proposed metrics are introduced by using commonly known approach of software development Rational Unified Process (RUP). RUP is a process that provides a disciplined approach to
assigning tasks and responsibilities within a development organization. Its goal is to ensure the production of high-quality software that meets the needs of its end-users, within a predictable schedule and budget [11].

The software lifecycle is divided into cycles, each cycle working on a new generation of the product. RUP divides one development cycle into four consecutive phases [11]: 1) inception phase, 2) elaboration phase, 3) construction phase and 4) transition phase. Furthermore, there can be one or more iterations within each phase during the software generation. The phases and iterations of RUP approach are illustrated in following Figure 1.
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Figure 1. Phases and Iterations of RUP approach [11].

From a technical perspective the software development is seen as a succession of iterations, through which the software under development evolves incrementally [11]. From measurement perspective this means that some metrics can be focused on one or two phases of the development cycle, and some can be continuous metrics that can be measured in all phases, and can be analysed, e.g., in iterations.

C. Measurements and metrics in GSD

Software measurement is defined by [19] as follows: “The software measurements is the continuous process of defining, collecting and analysing data on the software development process and its products in order to understand and control the process and its products and to supply meaningful information to improve that process and its products”. In the daily software development work, the measurements are still seen as unfamiliar or even an extra burden for projects. For example, project managers feel it as time consuming to collect metrics for the organization (e.g., business-goal-related metrics) while they need to have metrics that are relevant to the project. Furthermore, they have impressed that there has not been budgeted enough time for measurements, and that’s why it’s really difficult to get approval from stakeholders for this kind of work [10].

Globally distributed development generates new challenges and difficulties for the measurements. For example, the gathering of the measurements data can be problematic because of different development tools or their versions, work practices with related concepts can vary by project stakeholders or reliability of the gathered data can vary due to cultural differences, especially, in subjective evaluations. In addition, distributed projects are often so unique (e.g., product domain and hardware-software balance vary, or different subcontractors are used in different phases of the project) that their comparison is impossible. Thus, the interpretation of measurements data is more complicated in GSD than one site projects. That’s why it’s recommended to select moderate amount of metrics. In this paper we will present a set of metrics to use during GSD. Also industrial experiences about the metrics will be discussed.

The common metrics (effort, size, schedule etc.) are also applicable for GSD projects. However, special attention may be needed in training the metrics collection, to ensure common understanding of them (e.g., used classifications). Also, as measurements also tend to guide people’s behavior, it’s important to ensure that all are aware of the purpose of the metrics (i.e., not to measure individual performance), specifically in projects distributed over different cultures.

III. EXAMPLES OF INDUSTRIAL PRACTICES

In this Section the metric set used in the companies is introduced. The metrics are introduced according to the RUP phases where the metric is seen most relevant to measure. For each metric, a name, a notation and a detailed definition is introduced. The main goal is to offer a useful, yet a reasonable amount of metrics, for supporting the on-time monitoring of the GSD projects. Thus, the indicators are supposed to be leading indicators rather than lagging indicators, for example, planned / actual schedule measurements should be implemented as milestone trend analysis: measure the slip in the first milestone and predict the consequences for the other milestones and project end.

A. Metrics for Inception Phase

During the inception phase, the project scope has to be defined and the business case has to be established. The business case includes success criteria, risk assessment, and estimate of the resources needed, and a phase plan showing dates of major milestones. Inception is the smallest phase in the project, and ideally it should be quite short. Example outcomes of the inception phase are a general vision document of the core project’s requirements, main constraints, an initial use-case model (10% -20% complete), and a project plan, showing phases and iterations [20]. Proposed metrics to be taken consideration in this phase are introduced in Table I.

**TABLE I. METRICS FOR THE INCEPTION PHASE**

<table>
<thead>
<tr>
<th>Metric</th>
<th>Notation</th>
<th>Definition</th>
</tr>
</thead>
<tbody>
<tr>
<td>Planned Schedule</td>
<td>D\textsubscript{PLANNED}</td>
<td>The planned Date of delivery (usually the completion of an iteration, a release or a phase)</td>
</tr>
<tr>
<td>Planned Personnel</td>
<td># FT\textsubscript{PLANNED}</td>
<td>The planned number of Full Time persons in the project at any given time</td>
</tr>
<tr>
<td>Proposed Requirements</td>
<td># Reqs</td>
<td>The number of proposed requirements.</td>
</tr>
</tbody>
</table>

The metrics Planned Schedule and Planned Personnel are mostly needed for comparison with actual schedule and
personnel, in order to identify lack of available resources as well as delays in schedule quickly. The amount of Proposed Requirements tells about the progress of the product definition.

B. Metrics for Elaboration Phase

During the elaboration phase a majority of the system requirements is expected to capture. The purpose of the phase is to analyze the problem domain, establish a sound architectural foundation, develop the project plan, and eliminate the highest risk elements of the project. The final Elaboration phase deliverable is a plan (including cost and schedule estimates) for the construction phase. Example outcomes of the elaboration phase are a use-case model (at least 80% complete), a software architecture description, supplementary requirements capturing the non-functional requirements and any requirements that are not associated with a specific use case, a revised risk list and a revised business case, and a development plan for the overall project. Proposed metrics to be taken consideration in this phase are introduced in Table II.

<table>
<thead>
<tr>
<th>Metric</th>
<th>Notation</th>
<th>Definition</th>
</tr>
</thead>
<tbody>
<tr>
<td>Schedule: Planned/Actual Schedule</td>
<td>DPLANDED/DACTUAL</td>
<td>The planned/actual Date of delivery (usually the completion of an iteration, a release or a phase)</td>
</tr>
<tr>
<td>Staff: Planned/Actual Personnel</td>
<td>#FTPLANED/#FTAUAL</td>
<td>The planned/actual number of Full Time persons in the project at any given time</td>
</tr>
<tr>
<td>Requirements</td>
<td>#REqPROP/#REqNOTIMPL</td>
<td>The number (#) of proposed requirements/ not implemented requirements</td>
</tr>
<tr>
<td>Tests</td>
<td>#TestsP LANDED/#TestsNOTTESTED</td>
<td>The number (#) of planned/untested tests</td>
</tr>
<tr>
<td>Documents</td>
<td>#DocsPLANED/#DocsACCEPTED</td>
<td>The number (#) of planned/proposed/accepted documents to be reviewed during the project.</td>
</tr>
</tbody>
</table>

The metrics related to requirements, tests and documents indicate the technical progress of the project from different viewpoints. Staffing metric may explain deviations in the expected progress vs. the actual progress, both from technical as well as from schedule viewpoint. Note that those metrics that are more relevant to measure by iterations (e.g., effort and size) are introduced later (in Section E).

C. Metrics for Construction Phase

Construction is the largest phase in the project. During the phase, all remaining components and application features are developed and integrated into the product, and all features are thoroughly tested. System features are implemented in a series of short, time boxed iterations. Each iteration results in an executable release of the software. Example outcomes of the phase consist of a software product integrated on the adequate platforms, user manuals, and a description of the current release. Proposed metrics to be taken consideration in this phase are introduced in Table III.

Note that those metrics that are continuously measured are introduced later (in Section E).

TABLE III. METRICS FOR THE CONSTRUCTION PHASE

<table>
<thead>
<tr>
<th>Metric</th>
<th>Notation</th>
<th>Definition</th>
</tr>
</thead>
<tbody>
<tr>
<td>Requirements</td>
<td>#ReqPROP/#ReqNOTIMPLEMENTED</td>
<td>The number (#) of proposed requirements/not implemented requirements</td>
</tr>
<tr>
<td>Change Requests</td>
<td>#CRSNEW/#CRSACCEPTED/#CRSDELETED</td>
<td>The number (#) of new CRs/CRs accepted for implementation/CRs implemented</td>
</tr>
<tr>
<td>Tests</td>
<td>#TestsPLANNED/#TestsNOTTESTED</td>
<td>The number (#) of planned/untested tests</td>
</tr>
<tr>
<td>Defects</td>
<td>#DFTSNOTTESTED</td>
<td>The number (#) of defects by Priority during the time period</td>
</tr>
<tr>
<td>Documents</td>
<td>#DocsPLANNED/#DocsPROPOSED/#DocsACCEPTED</td>
<td>Defined in the elaboration phase.</td>
</tr>
</tbody>
</table>

The metrics related to requirements, tests and documents indicate the technical progress of the project from different viewpoints. Metrics related to changes indicate both on the stability of the project technical content, and can explain schedule delays, and unexpected technical progress. Defect metrics tell both of the progress of testing, as well as maturity of the product.

D. Metrics for Transition Phase

The final project phase of the RUP approach is transition. The purpose of the phase is to transfer a software product to a user community. Feedback received from initial release(s) may result in further refinements to be incorporated over the course of several transition phase iterations. The phase also includes system conversions, installation, technical support, user training and maintenance. From measurements viewpoint the metrics identified in the phases relating to schedule, effort, tests, defects, change requests and costs are still relevant in the transition phase. In addition, customer satisfaction is generally gathered in the transition phase.

E. Metrics for Iterations

Each iteration results in an increment, which is a release of the system that contains added or improved functionality compared with the previous release. Each release is accompanied by supporting artifacts: release description, user’s documentation, plans, etc. Although most iterations will include work in most of the process disciplines (e.g.,
requirements, design, implementation, testing) the relative effort and emphasis will change over the course of the project. Proposed metrics to be taken consideration in this phase are introduced in Table IV.

TABLE IV. METRICS FOR ITERATIONS

<table>
<thead>
<tr>
<th>Metric</th>
<th>Notation</th>
<th>Definition</th>
</tr>
</thead>
<tbody>
<tr>
<td>Effort</td>
<td>$E_{PLANNED}$</td>
<td>The planned/actual effort required of any given iteration of the project.</td>
</tr>
<tr>
<td>-Planned Effort</td>
<td></td>
<td></td>
</tr>
<tr>
<td>-Actual Effort</td>
<td>$E_{ACTUAL}$</td>
<td></td>
</tr>
<tr>
<td>Size</td>
<td>$SIZE_{PLANNED}$</td>
<td>The planned/actual size of each iteration can be measured as SLOC</td>
</tr>
<tr>
<td>-Planned size</td>
<td></td>
<td>(Source Lines of Code), Points or any other commonly accepted way.</td>
</tr>
<tr>
<td>-Actual size</td>
<td>$SIZE_{ACTUAL}$</td>
<td></td>
</tr>
<tr>
<td>Cost</td>
<td>$COST_{BUDGET}$</td>
<td>The budgeted cost/actual expenditure for any given iteration.</td>
</tr>
<tr>
<td>-Budgeted</td>
<td></td>
<td></td>
</tr>
<tr>
<td>-Expenditure</td>
<td>$COST_{ACTUAL}$</td>
<td></td>
</tr>
<tr>
<td>Velocity</td>
<td>$PTS_{PLAN}$</td>
<td>How many story points are planned to be/actually implemented of any given</td>
</tr>
<tr>
<td>-planned/actual</td>
<td>$PTS_{ACT}$</td>
<td>iteration of the project.</td>
</tr>
<tr>
<td>story points</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Productivity</td>
<td>$E_{ACTUAL}$</td>
<td>Use effort per actually implemented story points for each sprint/iteration</td>
</tr>
<tr>
<td></td>
<td>$#PTS_{ACTUAL}$</td>
<td></td>
</tr>
</tbody>
</table>

All of these metrics provide indication of the project progress and reasons for deviations should be analysed. These metrics should be analysed together with other metrics results (presented in Tables I-III) in order to gain comprehensive picture of the status.

IV. EXPERIENCES AND DISCUSSION

The metrics presented in previous section were common for both of the companies. Although the metrics were chosen independently by both companies, the reasoning behind choosing these metrics was similar. An important reason was to come from a reactive into a proactive mode, i.e., to introduce ‘early warning’ signals for the project and management. Specifically these metrics have been chosen as they indicate a well-rounded view of status in the various engineering disciplines and highlight potential issues in the project. This creates real possibilities to act proactively based on signals gathered from various engineering viewpoints. This is especially important in GSD, where information of project status is not readily available but needs special effort, distributed over sites and companies. Accordingly, the metrics set can be seen as a ‘balanced scorecard’, on which management can take the right measures, balancing insights from time, effort (e.g., staffing), cost, functionality (requirements) and quality (tests) perspective.

An important aspect was also that the metrics are easy of capture and that they can be captured from the used tools “for free”, or can be quickly calculated at regular intervals. Costs and budgets are good examples of metrics that can be easily captured from the tools. This is also important from GSD viewpoint, as automated capturing reduces the chance of variations caused by differences in recording the metrics data in different sites. Neither of the companies use metrics based on lines-of-code as they did not find it to be a reliable indicator of progress, size or quality of design.

As can be seen, the metrics are quite similar as in single site development. However, the metrics may be analysed separately for each site, and comparisons between sites can thus be made in order to identify potential problems early. Also, while interpreting or making decisions based on the measurement results the distributed development implications need to be taken into account. Distributed development requires ‘super-balancing’: how to come to the right corrective action if for instance, in one side the % of not accepted requirements is high, and in the other side the # of passed tests is lagging behind. Distributed development may also affect the actual results of the measurements. For example, relating to subjective metrics, such as effort estimation, differences between backgrounds of the people (e.g., cultural or work experience) in different sites may affect the result.

The companies also use the measurement results to gain insight into why a measure varies between similar single site and multiple-site projects in order to try to reduce potential variances. This also partially explains the use of the same metrics as single-site development. Furthermore, the challenges in communication and dynamics of distributed teams mean that working practices need to be addressed continuously. However, in addition to metrics results, paying close attention and acting on feedback from retrospectives is as important, if not more important than drawing strong conclusions from metrics alone.

Currently, both companies are in process of revamping their metric usage, but feel confident that these metrics are the right ones. Easy implementation and by that easy acceptance is the most crucial thing to get these metrics as established practice within the company.

Both companies are careful in introducing new metrics, as it’s well known that too many metrics leads to overkill and rejection by the organization, and does not provide the right insights and indication for control measures. However, a potential measurement to be added to the set specifically from distributed development viewpoint, could be measurements related to time spent idling, i.e., waiting for something, and the time blocked because of the impediments elsewhere in the team as these affect productivity and highlight when a team is not performing. These additional metrics should be focused on measuring the project performance, especially task and team performance in GSD.

V. CONCLUSION

The management of the increasingly common distributed product development project is proven to be more challenging and complicated than traditional one-site development. Metrics are seen as important activities for successful product development as they provide means to effectively monitor the project progress. However, defining useful, yet reasonable amount of metrics is challenging, and
there is little guidance available for a company to define metrics for its distributed projects.

Globally distributed development generates new challenges and difficulties for the measurements. For example, the gathering of the measurements data can be problematic because of different development tools or their versions, work practices with related concepts can vary by project stakeholders or reliability of the gathered data can vary due to cultural differences, especially, in subjective evaluations. Furthermore, especially interpretation and decision-making based on the measurement results require that the distributed development implications are taken carefully into consideration.

This paper focused on describing a set of metrics that is successfully used in industrial practice in distributed product development. These metrics, are aimed especially to provide means to proactively react to potential issues in the project, and are meant to be used as a whole, not interpreted as single information of project status.

The metrics presented in the paper were common for both of the companies. Based on experiences, the reasoning for selecting these metrics was similar: they are easy to capture and can be quickly calculated and analysed at regular interval. Also, one of the most important reasons was that these metrics were aimed especially to provide means to proactively react to potential issues in the project. The balancing insights from time, effort, cost, functionality and quality was also seen as very important aspect.
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