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Abstract-Information visualization helps in facilitating 

comprehension of conceptual information. Information 

visualization plays a powerful role in software product line 

architecture. Much work has been done for variability 

representation, but little consideration has been given to 

scalability, visualization of traceability links, evolution of 

variance, etc. There is a greater need for a suitable visual 

structure that can illustrate “industrial sized” software 

product line architecture in managing these highlighted 

factors. There is also a need to perform an evaluation of the 

visual structures used for visualization of product line 

architecture, finding out their suitability for visualization of a 

large and complex software product lines. Our results show 

that hyperbolic trees are best suited for visualization of 

product line architecture due to their multiple attributes such 

as: Exponential growth, scalability, interaction without 

hindering the structure and clearer (un-complex) perception. 

Keywords-software product line architecture; information 

visualization; visual structure 

I. INTRODUCTION 

A software product line is a cluster of software intensive 
systems, ―sharing a common‖, administered set of features, 
resulting from the ―core assets‖, in an agreed upon way [2]. 
Software product line is hierarchal in nature, with intense 
complexity immersed in it, with increase in size, to 
industrial level; the intense complexity has increased 
exponentially. 

The focus, on information visualization has increased, 
during the last decade; due to advanced information 
processing technology. Its essence is to augment 
―cognition‖ with the help of interacted visual illustrations 
[4], keeping in mind that ―visual display provides the 
highest bandwidth channel from the computer to the human 
mind‖ [9].  

The representation of software product line architecture 
in visualized form promotes understanding variation and 
reduces complexity of the data [1]. 

The incentive behind representation of software product 
line data in visual form is to provide an increased perception 
of data with highest interaction capability. 

The benefit of mapping of software product line data to 
visual structure is best consummated if the visual structure 
preserves the specified data. There is a need for performing 
an evaluation of visual structure to identify their strengths 
and weaknesses. Information visualization has not been able 
to make much progress in software product line area. 

The focus of this paper is to evaluate the existing visual 
structures for software product line architecture. The scope 
of the evaluation includes general visual structure along 
with ones specifically made for software product line 

visualization. The evaluation criterion are Scope [5], 
Abstraction [32], Hierarchy [18], Traceability [14][15], 
Scalability [16], Evolution [17], General visual content 
[4][8] and Perception [4]. These criterion are carefully 
chosen from literature, keeping in mind the attributes of 
software product line architecture and the attributes 
necessary for good visual structure 
[4][5][8][14][15][16][17][18][32]. 

This paper is organized in seven sections: Section I gives 
a brief introduction to the concerned problem. Section II is 
concerned with the related work. Section III defines the 
significance of conducting this evaluation. Section IV 
defines the visual structures chosen for evaluation. Section 
V presents and defines the metrics used for evaluation 
purpose. Section VI presents the evaluation of the visual 
structure. Section VII presents the conclusion and direction 
for future work. 

II. RELATED WORK 

Current visualization techniques in the literature are 
presented with a different focus: software visualization 
techniques in general, code visualization techniques, tools 
and techniques for software architecture visualizations, and 
visualization of static characteristic of software. 

Price et al. [5] proposed a principled systematic 
approach for categorization of characteristics to be 
visualized, stating six main categories (scope, context, form, 
method, interaction, effectiveness) leading to further 
subcategories, which are further extended to other 
categories. These categorizations, helped in construction, as 
well as selection, of visualization techniques, but they 
lacked in specifying the domains for visualization. In short, 
visualization techniques, specific to some specialized area, 
were not considered, but they were reflected upon as an 
individual entity.   

Bassil and Keller [10] evaluated qualitatively and 
quantitatively, software visualization tools using Price’s 
proposed framework. Maletic et al. [11] proposed a task 
oriented-approach wherein they incorporated Price’s [5] 
proposed framework, taking into consideration development 
and maintenance tasks of large scale software’s. Gallanger 
et al. [12] took Price’s [5] and Maletic’s [11] approaches 
and proposed their own, focusing on stakeholder 
perspectives for evaluation of SAVT (Software Architecture 
visualization tool). 

Roman and Cox [6] and Storey et al. [7] emphasized the 
need for evaluation, and proposed their own taxonomies. 

Caserta and Zendra [8] presented a literature review on 
the static features of  visualization techniques and then 
assessed them on the basis of three points of evolution 
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criteria ―changes over versions‖, ―relationship between 
components‖ and ―evolving of metrics with releases‖ [8].  

The focus and scope of all of the above mentioned 
papers is different from ours in the sense that, first, our 
focus is towards evaluating only visual structures. Second, 
evaluation is done exclusively for software product lines. 
The scope of this work only includes structures, which are 
common and most favorable for software product lines. 

III. SIGNIFICANCE OF EVALUATION OF VISUAL 

STRUCTURE FOR SPL ARCHITECTURE 

Evaluation of visual structure for software product line 
architecture has major implications. Its importance is gained 
from the fact that if visual structure is not aligned with the 
needs of the concerned data, all the patterns may not be 
visible; a lot of data may be obscured, and context may not 
be correctly perceived. In short, departure towards a debacle 
takes place, if the right representation mechanism for data 
presentation is not selected [3]. 

Architecture of the development software is a cause of 
major apprehension for the stakeholders, and a proper 
depiction of architecture is raised in priority, therefore, 
software product line architecture has increased the stakes 
even more. ―By its very nature, architecture is a statement 
about what we expect to remain constant and what we admit 
may vary‖ [13]. This, in short, is the motto of software 
product line. 

The visual structure has a major hold in the visualization 

of software product line architecture, in the sense, that if 

visual structure is not up to mark then as many visual 

interaction techniques are placed; it would never confer a 

complete image. As stated by Tufte [3], we considered, that 

―There are right ways and wrong ways to show data; there 

are displays that reveal the truth and displays that do not‖ 

[3]. For this complication to be overcome; there is a major 

need for evaluation of software product line architecture.  

Our contribution is on evaluation of visual structures, for the 

sole purpose of finding a formfitting structure for software 

product line architecture, which would depict the essence of 

SPL architecture, with minimum of visual manipulation or 

interaction techniques needed for stakeholder task 

completion. 

IV. VISUAL STRUCTURES 

We have chosen visual structures based on the fact that 
some of them are already being implemented in SPL and 
others are more suited for representing Software Product 
Line Data.  

A. Matrix Tables (MT) 

B. Cone Tree (CT) 

C. Tree Maps (TM) 

D. Conventional Trees (CNT) 

E. UML Notations (UMLN) 

F. Textual Form (TXF) 

G. Use Case Map notations (UCM) 

H. Hyperbolic Trees (HBT) 

Matrix Tables (MT) are a form of representation 
mechanism used for illustration of SPL architecture data 
[20][21]. Advantage of this system of demonstration is that 
it plainly depicts the number of variables linked with an 
assortment of data [4]. MT are used in the context of 
hierarchal as well as network data. Additionally, 
―visualization of data tables is used for detection of data‖ 
[4]. 

Cone Trees (CT) are another form of representation of 
SPL data. They are favorable in nature because of the fact 
that they are in essence set in 3D surface space; also, they 
are a good form of representation for hierarchal data. Their 
visual structure has a significant effect on the perceptive of 
the viewer [4]. 

Tree Maps (TM) are favorable for software product line 
data representation simply for the fact that they are a space 
filling technique with a true visual format for representation 
of hierarchal data [31]. Its essence is to optimize utilization 
of full window space with a rectangular region mapping the 
hierarchal structure resulting in a ―space filling manner‖ 
[31]. 

Conventional Trees (CNT) either being it be a vertical 
tree or horizontal tree [32][31] are another established form 
of representation of SPL data [32]. It is a popular form of 
depicting hierarchal data using link and containment, with 
the links being used to connect nodes (containment 
notation). Convention tree structures are based on the fact 
that there are no cycles in it and only one axis is used for 
division of levels in the tree, making it easy to map and 
extrapolate data [4]. 

UML notations are probably the most utilized form of 
representation of architectural data 
[27][28][26][24][29][25]. Specifically, UML class diagrams 
are among the most cited in UML representation. Some 
used natural language with UML based notations for 
representation purpose. This is a relatively common form of 
representation for showing generalization, association, 
composition, inheritance and it is also used for providing 
platform independence. 

Textual Form (TXF) is also used for representation of 
software product line data [23][22]. This form is useful as 
software product line data is extremely large in size, and 
folded axis is used to fit the data in the height of the window 
and Seesoft [30] form is used in stating file as columns and 
line of code as colored strip. These are some forms which 
focus on textual representation of SPL data. 

Use case map path notations (UCM) are also used for 
representation of SPL. It is a concept which is used for 
capturing ―requirements‖ at a reasonable level of detail. Its 
use in SPL is focused towards capturing of requirement for 
construction of architecture [19]. 

Hyperbolic Trees (HBT) are a unique way of 
representing structures. Its nature is that parallel lines 
deviate away from each other, ―making the circumference of 
the circle to grow exponentially with its radius‖ [18]; thus, 
resulting in space being accessible with mounting distance. 
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V. EVALUATION CRITERIA 

The evaluation criteria are singled out from the literature 
on the merit that a visual structure would be most suited for 
use in illustrating architecture of a software product line if it 
has these features in its essence rather than having them 
incorporated externally. Based on the fact that a visual 
structure is made on the truth that its impact would amplify 
the ―cognition‖ of the stakeholder, in short increase their 
perceiving power. 

A. Scope  

Here, scope defines the intake (visual scope) of all the 
structure in one window and does not require the viewer to 
scroll or shift windows to see the whole structure. This 
means that the whole context is depicted in one window and 
a viewer does not have to rotate between different views 
[18]. 

B. Abstraction 

This metric is chosen for the fact that at an architecture 
level of SPL, the structure is at an abstract level it is not 
concerned with the minuscule details such as LOC. Its mean 
concern is that it can see what ―decisions‖ present are 
leading to which ―features‖, which further lead to 
―component‖, whose code is used for implementation, is not 
its concern at that level. This is a major metric, in a sense 
that fine grain detail (are needed in implementation phase 
are not its concern) are not need of the time at this level. 

C. Hierarchy 

This is one of the major metrics chosen based on the fact 
that hierarchy is embedded in the nature of software product 
line. If some structure does not pander towards the hierarchy 
then its use as part of software product line architecture is 
not required, also keeping in mind that those structures that 
do not show hierarchy of the SPL architecture data are of no 
importance, those structures can be good illustrations for 
some task, but are not good representation of the whole SPL 
architecture structure.  Hierarchy is subdivided into complex 
hierarchy and clear hierarchy. Clear hierarchy is a structure 
that shows hierarchy of data clearly, whereas complex 
hierarchy makes, perception of data complex. 

D. Traceability 

This is another major metric taken into consideration. 
Basically the concept behind it is the fact that the 
comprehension of ―what‖ is affected by some ―particular 
change‖ is known if ―traces‖ are present [14, 15]. Not just 
the fact that they are present, but they should be visible as 
well. This fact is favorable in a sense that it gives viewer the 
power to not just mentally perceive but visually; see, e.g., 
forward and backward traceability [32]. This metrics is 
further subdivided into complex viewer traceability and easy 
viewer traceability. These sub factors state the fact that if a 
structure is supporting traceability but that it’s not shown 
clearly results in ―complex factor‖ and a structure which 
shows trace links clearly falls in ―easy factor‖.  

E. Scalability 

This metrics is drawn because of the simple fact that we 
are evaluating ―industrial size‖ SPL architecture, which 
clearly stats the fact that the structure is not going to be 
small or medium by any standard. This is a major issue and 
is highlighted by [16], but the literature suggests, that the 
present techniques might resolve other issues in SPL, but 
they are not scalable for ―industrial size‖ SPL architecture 
[16]. 

F. Evolution    

This metric is a simple and well cited one in SPL 
architecture in a sense that evolution happens in ―space‖ and 
―time‖ and the structure should be such that it can support 
evolution and the changes which occur because of it should 
be traceable back to its source. If not then even if you add 
changes to its architecture it would bear no consequence 
because SPL architecture evolution has ―dependencies, 
mismatching of variance, high cognitive complexity etc‖ 
incarcerated in it [17]. 

G. Perception 

This metrics is extracted from the fact that visual 
structure is always considered to be ―good‖ if what the data 
wants to convey is clearly presented, helping in perceiving 
patterns, association, and relationship and so on. In short, a 
structure is more effective if the data mapped to it is faster 
to understand, can express more peculiarity and tend to be 
less error prone than other mapping techniques [4]. Also, it 
is a well-known fact [9], that a visual image clearly depends 
upon the properties of human perception; so a structure is 
said to be considered good, if it conveys, only the mapped 
data and not something which is not required. 

H. General visual content 

This general metric contains three sub headings known 
as overlapping components, overlapping links and data 
obscuring. These, being chosen on the basis that the 
obscuring of data is a critical flaw which can lead to 
disasters results, overlapping links, tend to be misleading in 
evolution handling matter, overlapping of components can 
lead to wrong assumption and complexity and shorten the 
power of perception considerably. These points combined 
together result in disaster if not taken into view when 
considering a visual structure for software product line.  

VI. EVALUATION OF VISUAL STRUCTURES 

The evaluation of visual structures on the basis of 
criteria mentioned above is depicted in the below mentioned 
table. The () mark states that the structure supports it, the 
() mark states that the structure does not support it, and the 
() mark states that the concerned feature is not in 
contention.  Evaluation criteria are a combination of SPL 
and visual structure attributes. As indicated before, this 
evaluation does not cover general visual structure (physical 
data); it only covers, those visual structures which are 
accounted for, by abstract data, plus they are already in use, 
in SPL architecture. 
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TABLE I.  TABULAR EVALUATION OF VISUAL STRUCTURES

Evaluation criteria Visual structure 

MT CNT TM CT UMLN TXF UCM HBT 

CNT-V CNT-H   UMLN-CD UMLN-NL    

Scope           

Abstraction           

Hierarchal Clear hierarchy           
Complex 

hierarchy 
          

Traceability Complex viewing 

traceability 
          

Easy viewing 

traceability 
          

Scalability           

Evolution           

Perception           

General 

visual content 

Overlapping 

components 
          

Overlapping links           
Data obscuring           

 

The evaluation suggests that the current techniques 
(UMLN, TXF UCM) which have been used, for 
representation of software product line architecture are 
not favorable. They, as a whole, are falling short in all 
areas, except in evolution handling; the point to be 
highlighted here is that even evolution handling is not 
feasible, because they do not support traceability. The 
only technique in use for SPL, which to some extent, is 
feasible, is MT. But, that too totally lacks in Scope, 
Scalability and Perception features. MT partially 
satisfies hierarchal and traceability features. 

Conventional Trees (CNT) are then quite favorable 
as compared to other visual structures, but, they too 
also lack in area of scope and scalability. 

Cone Tree (CT) falls short in the area of scope, 
scalability, and perception (affected because of falling 
short in general visual context). 

Tree Maps (TM) are quite good visual structures but 
the area in which they fall short is hierarchal and 
traceability feature because, though they support it, they 
fall in the complex area of the above mentioned 
features. TM also falls short in the area of perception 
because of the fact that there structure is so crowded 
that overlapping of component, overlapping of links, 
and data obscuring due to component overlapping 
makes it hard to perceive. 

Hyperbolic Trees (HBT) are the ideal structure, 
which falls, in all the right categories.  It is a good 
structure, for scalability, perceiving, evolution, scope, 
abstraction, traceability, hierarchy. In short, they are 
―good‖ for representation of Software product line 
architectures. 

VII. CONCLUSION AND FUTURE WORK 

This paper identified the best suited visual structure 
and its need, through evaluation of visual structures for 
software product line architecture. Initially, visual 
structures were extracted, and then evaluated on the 
basis of a defined criterion. The result showed that 
those techniques used by SPL architectures lack a lot of 
features, only one technique was identified HBT, which 
was found to be good for use, by software product line 
architecture. 

There is a need for interactive techniques, to be 
incorporated with HBT for the construction of full 
information visualization technique for SPL 
architecture, which is seen as part of our future work. 
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