Efficient Algorithms for Accuracy Improvement in Mobile Crowdsensing Vehicular Applications
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Abstract—Mobile crowdsensing is emerging as a cost-effective solution to conduct extensive monitoring campaigns by exploiting the potential of mobile terminals with unprecedented communication, processing, and sensing capabilities. On the other hand, data provided by a large number of end-users equipped with heterogeneous devices pose trust and accuracy issues that might impair the overall reliability and usability of the system. Trust management techniques developed in the field of online social networks can be effectively used to detect and isolate cheating users, but they cannot avoid the risk of inaccurate data provided by trustworthy agents because of the inherent limitations of their devices or of the adverse conditions in which they operate. This work presents efficient algorithms for compensating the inaccuracy of crowdsensing geospatial data to be reported on a road map. The paper illustrates on a representative case study the main issues of map matching and the effectiveness of the proposed solutions, which belong to the category of incremental online methods targeting dense sampling points to be mapped on road lines without topological annotations.
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I. INTRODUCTION

The widespread diffusion of smart mobile devices equipped with sensors and GPS receivers has enabled the development of crowdsensing applications engaging end-users in environmental/urban monitoring tasks. If, on one hand, crowdsensing has the potential of providing huge amount of data at negligible cost, it has some inherent limitations that need to be carefully addressed. First of all, end-users need to be motivated to take part in monitoring campaigns in order to make sure that a sufficient amount of data is provided. Second, misbehaviours (due either to unskillfulness or to cheating) need to be recognized and isolated in order not to affect the reliability. Third, data accuracy is not guaranteed because of the lack of control on the inherent accuracy of the devices and on their operating conditions.

The fast growing interest in crowdsensing has prompted for the development of a large number of approaches to address each one of the above mentioned issues, as documented in recent works surveying cooperation incentives [1], trust management [2], and crowdsensing data accuracy [3].

When dealing with geo-spatial data, accuracy is a two-fold issue, in that it concerns both the value of the sensed quantity and the GPS coordinates of the point in which it was measured. When the point needs to be associated with an object on a map, GPS accuracy impacts map matching [4], [5].

This paper focuses on efficient map matching algorithms for crowdsensing road applications. In particular, it provides a classification of map matching issues and proposes incremental real-time algorithms to tackle them and improve the overall mapping accuracy.

A mobile crowd-sensing application for road surface monitoring, called Smart Road Sense (SRS), is taken as a case study [6]. Among the wide range of vehicular applications that pose map matching issues, SRS has several peculiarities that give rise to new challenges: i) it requires fine-grained sampling, ii) it targets not only recognized main roads, but also not-yet-tagged road segments, and iii) it collects data from heterogeneous devices installed both on public and on private vehicles. Hence, map matching is addressed without relying on a pre-established trajectory (as in the case of public transportation), nor on the knowledge of roads and links among them. Rather, incoming data are sequences of points that need to be matched on road segments based only on geometrical considerations and on first-order reachability analysis performed on the fly. Moreover, we assume map matching to be applied in real time, so that computational complexity has to be kept under tight control, looking for a solution belonging to the category of incremental online methods.

Experimental results, validated against ground truth datasets collected for one month on known bus lines, show that map matching accuracy can be significantly improved by means of incremental linear algorithms applied on the fly without leveraging any topological information.

The rest of the paper is organized as follows: Section II provides a summary of related work on vehicular crowdsensing systems and map-matching algorithms; Section III introduces concepts and definitions related to the map-matching problem; Section IV describes the proposed approach; Section V describes the experimental setup and presents the results; Section VI concludes the work.

II. PREVIOUS WORK

In this section we report some recent scientific literature related to techniques, methods and systems used in the paper, namely: crowdsensing, system architectures for mobile sensing (with a particular focus on vehicular applications) and algorithmic approaches for map matching problems.

Crowdsensing denotes a whole class of applications executed by many individuals equipped with mobile devices featuring sensing, computational and communication capabilities. Modern smartphones are today commonly equipped with a wide range of sensors (e.g., GPS, accelerometers, microphones, cameras, etc.). This fact, combined to the growing diffusion of these devices and to the possibility of geo-
referencing collected data, makes them particularly suitable as an enabling technology for supporting mobile crowdsensing systems [7], [8].

A. Vehicular crowdsensing systems

One of the first applications of vehicle-based crowdsensing is represented by CarTel, a system developed with the aim of detecting road potholes by means of GPS and accelerometers mounted in cars equipped with embedded microprocessors [9]. Mobile sensing for the detection of traffic conditions, bumps and acoustic events has been investigated through the integration of data from accelerometers and microphones into a system called Nericell [10]. Thiagarajan et al. proposed in 2009 a system (named VTrack) targeting the goal of road traffic delays estimation by means of mobile phones [4]. A particular focus of this work is represented by the reduction of smartphone energy consumption during sensing activities and by the compensation of noise associated to sensors sampling. CTrack is a system developed by some of the authors of VTrack to achieve accurate trajectory mapping from GSM fingerprints instead of using WiFi signals or GPS traces [11].

Large-scale mobile sensing has been proposed for air pollution monitoring in OpenSense [12]. Data gathering in OpenSense is achieved by means of participative sensing of citizens equipped with enhanced modified smartphones or ad hoc pocket sensors, and by means of special sensor stations placed on public transport vehicles. Recently, a system architecture for road surface collaborative monitoring (termed SmartRoadSense, SRS) has been proposed [6], [13]. SRS is designed to integrate mobile sensing and cloud systems to support continuous monitoring of road surface quality. A roughness index is computed on board of end-users’ smartphones and then transmitted to be stored, processed, aggregated and visualized in cloud.

B. Map matching

Map matching is an inference process that reports a sequence of location data onto a map. In mobile sensing applications, data is typically a GPS trace (i.e., a sequence of time-stamped (latitude, longitude) values) and the map refers to annotated road networks in a digital georeferenced database. Sequence localization data can derive from different sources of information (e.g., GPS devices, GSM fingerprints, WiFi access points position) while target maps could differ in the information content and available details (e.g., topological information, one-way roads annotations, etc.).

Map-matching algorithms are classified into global algorithms and incremental algorithms. Global approaches [5], [11] process whole input traces in order to achieve a solution, while incremental algorithms [14], [15] work on small segments to be processed in sequential order. On one hand, global algorithms usually result into more accurate solutions but must be inherently run only offline; on the other hand, incremental algorithms make local choices that could possibly impact the accuracy of mapping but are suitable for online execution.

In this framework, many different techniques have been proposed to tackle the map-matching problem. Some authors investigated the use of computational geometry techniques posing the problem as a pattern matching between curves under Frechet distance [16], [17]. Others proposed the use of signal processing methods (e.g., Extended Kalman Filters) [18] or Bayesian estimators [15]. According to recent scientific literature [19], the best performances in terms of accuracy are obtained by algorithms based on Hidden Markov Models (HMMs). This statistical approach grants robustness to the matching algorithm, resulting into enhanced accuracy when faced with noisy inputs [5], [11]. A local, incremental variant amenable for an online implementation has been recently presented by Goh et al. [19].

Despite significant advancements obtained, the above mentioned algorithmic approaches present some issues with respect to the mobile crowdsensing scenario targeted by this paper. In fact, global solutions incur high computational overhead that make them unsuitable for vehicle-based applications where timeliness is often required. Furthermore, most state-of-the-art methods make some assumptions on input data (e.g., the availability of topological information) which are not always guaranteed. Overcoming these issues is one of the main purposes of this work.

III. PROBLEM STATEMENT AND SCOPE

This section formulates the map-matching problem addressed in this paper referring to known definitions [19] and to the terms adopted in OpenStreetMap [20].

Definition 1: A trace, \( T = \{t_n| n = 1, ..., N\} \), is a sequence of \( N \) samples collected by a vehicle. Each trace point \( t_n \) is characterized at least by: time stamp \( (t_n.t) \), GPS coordinates \( (t_n.lat, t_n.lon) \), and sample \( (t_n.val) \). Additional fields can be available, like the GPS accuracy \( (t_n.acc) \) or the vehicle speed \( (t_n.v) \).

Definition 2: A line, \( L = \{p_m| m = 1, ..., M\} \), is a \( M \)-point polyl ine representing a road segment as a series of segments connecting vertices \( p_1, ..., p_M \) in order. Each vertex \( p_m \) is represented by its coordinates \( (p_m.lat, p_m.lon) \).

Definition 3: A map \( S \) is a set of lines representing all the road segments of interest.

According to OpenStreetMap, we consider a road as a relation among lines, possibly annotated with viability information (speed limit, directions, permissions, etc.). A road network is a set of roads complemented by a connection matrix which adds topological information to the map. A road network is defined on a map and, in general, it covers just a subset of the lines of the map. The percentage of lines covered by the road network in a given region depends on the maintenance and updating of the underlying data base. Working on a map (rather than on a road network) maximizes the coverage at the cost of giving up topological information, which are usually exploited in map-matching algorithms.

Definition 4: Given a trace \( T \) and a map \( S \), the goal of map matching is to find the correspondence between each point of \( T \) and a line of \( S \).

In general, reducing the sampling rate (i.e., reducing the number and density of the points in the trace) makes it more difficult to determine the actual trajectory of the vehicle on the map. Hence, large research efforts have been devoted to the development of robust map matching solutions able to cope with sparse traces [4], [5]. In the limiting case in which there is less than 1 sample per line, the key problem is to figure out which path the vehicle took between two points. The topology of the road network is essential in this case.
On the other hand, challenging issues can be raised also by the abundance of points provided by high sampling rates. When the rate reaches the order of one sample per second, there are two new problems to face. The first one is accuracy, in that the distance between subsequent points in the trace might fall below the resolution of the GPS, causing many possible artifacts. The second one is performance, in that the sampling rate poses tight constraints on the time taken to process each sample in online real-time applications.

A. Map-matching issues
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Figure 1. Schematic representation of the 4 main artifacts of map matching applied to dense traces. For each case the artifact is represented to the left and contrasted with the ground-truth trajectory, to the right.

Figure 1 provides a schematic representation of the basic artifacts possibly produced by map matching algorithms fed by a dense trace. Lines (i.e., road segments) are denoted by labels a, b and c, while dots represent trace points. Bold lines on the left represent the false trajectory inferred by matching points on the closest lines, while those on the right represent the actual (ground-truth) trajectory. All the traces are assumed to go from left to right (meaning that points to the left have time stamps preceding those to the right) along a ground-truth trajectory that goes from a to c. Label b is used to denote a line which is not in the trajectory but passes so close to some of the trace points to induce mapping artifacts.

In Case1 line b is a crossing road orthogonal to a and c. The wrong trajectory looks as if the vehicle had taken the cross and then was immediately turned back on the main road.

In Case2 line b is one of the two roads of a fork which runs parallel to c for a non-negligible stretch. If, after the fork, most of the trace points are closer to b than to c, it looks as the fork was taken. But when b and c diverge, the remaining points are mapped back to c without a viable link.

In Case3 a fork similar to that of Case 2 is encountered in the opposite direction, so that the fake trajectory jumps from a to b as the two roads get close to each other, and then it rejoin the main road at the fork.

In Case4 some of the samples are mapped on line b even if it never encounters lines a and b.

All the artifacts possibly encountered when map-matching a dense trace can be expressed as a combination of the four listed above. Without loss of generality, in cases 1, 2, and 3 we assume the road to switch from line a to line b exactly when it crosses b. All other situations can be easily obtained by considering alternate. For the sake of explanation, the points in Figure 1 are represented as equidistant from each other and laying on an ideal trajectory, even if misplaced with respect to the map. Real traces look much worse, in that the points usually jump on both sides of the ground-truth lines and sometimes they overlap and locally reverse the order. However, persistent errors like the ones schematically represented in Figure 1 are the most difficult to detect and correct. It is also worth mentioning that, in the absence of viability or topological annotations, the artifacts of Figure 1 occur whenever there are lines that cross or get close to each other on the map, even if there are no paths between them in the road network.

The purpose of this work is to find an incremental map-matching algorithm able to detect and correct matching artifacts when dealing with dense traces in the absence of topological information.

IV. PROPOSED APPROACH

The output of map matching is the association of each trace point to a line. We use \( t_n \).line to denote the property of point \( t_n \) that represents its association to a given line. Hence, map matching reduces to setting all the \( t_n \).line properties to the appropriate line id’s.

Restricting the range of candidate solutions to the ones that can be executed incrementally in linear time, we start by matching each point to the closest line, as determined by issuing a query to the underlying geospatial data base. To speed up the refinement of this first-cut matching we make use of run length encoding (RLE) to represent contiguous subsets of trace points mapped on the same line [21].

Definition 5: A run \( R = (r_k | k = 1, ..., K) \), is a sequence of \( K \) contiguous points taken from a given trace, such that all the points in \( R \) are mapped on the same line (denoted by \( R \).line) and the points that precede and follow \( R \) in the trace (if any) are mapped on a different line.

Runs are computed on the fly based only on proximity matching, and then incrementally processed to correct artifacts. A sliding window of three runs, denoted by previous \((R_p)\), current \((R_c)\) and next \((R_n)\), is used to this purpose. At each step a decision is taken on the correctness of the matching of \( R_c \), based on the consolidated matching of \( R_p \) and on the first-cut matching of \( R_n \).

The decision process is based on the following conditions, which minimize the number of additional queries:

A) Reachability from previous run. \( R_c \).line and \( R_p \).line cross in a point close to the first point of \( R_c \) and to the last of \( R_p \) (only two points and two lines involved in the query).
B) Reachability of next run. \( R_d \) line and \( R_c \) line cross in a point close to the first point of \( R_n \) and to the last of \( R_c \) (only two points and two lines involved in the query);
C) Fork. \( R_p \) line, \( R_c \) line and \( R_n \) line cross in the same point, close to the first and last points of \( R_c \) (only two points and three lines involved in the query);
D) Short run. The number of points in \( R_c \) is lower than a given significance length \( L \) (no geospatial queries required).

Table I shows the decision criteria used to detect the 4 cases of Figure 1 and the actions taken to correct each of them. Rows are associated with possible artifacts, while columns are associated with conditions. Empty entries represent don’t care conditions.

In Cases 1 and 4, the current run (\( R_c \)) is split between the previous and the last ones. This is done by assigning \( R_p \) line to the line property of the first points of \( R_c \) and \( R_n \) line to the remaining points of \( R_c \). In Cases 2 or 3, the current run is merged either in the previous one or in the next one.

Looking only at the truth table, conditions C and D seem to be redundant. In fact, the two binary conditions A and B provide the 4 combinations required to encode the 4 cases of interest. However, C and D are needed to distinguish Case 1 from false positives, like the one in Figure 2, which represents a short link road. Whenever none of the four artifacts is detected, the current run is assumed to be correct and its line labels are left unchanged.

V. IMPLEMENTATION AND EXPERIMENTAL RESULTS

This section presents the experimental results obtained by applying the proposed map matching algorithm to enhance the quality of the SRS road surface monitoring system.

A. Implementation and experimental setup

The architecture of SRS is composed of three components: a mobile application running on Android devices to compute every second a geo tagged estimate of a roughness index, a server that gathers roughness traces from all the end-user devices and map them on OpenStreetMap, and a cloud-based front-end for graphical visualization of geospatial data, based on CartoDB.

The server-side map matcher of SRS, called Cartesian matcher, associates each trace point to the closest line, according to the 2-dimensional Cartesian distance. The proposed algorithm is implemented as an additional component, called match enhancer, which operates on the runs of trace points annotated by the Cartesian matcher.

Data points are collected by a standard web service endpoint and stored in a PostGIS database system. Both the Cartesian matcher and match enhancer are implemented as PHP scripts, which operate on collected data by means of PostGIS stored procedures written in PL/pgSQL. Maps are taken from the OpenStreetMap project, while CartoDB is used to display data and double-check the correctness of the matches.

Although SRS was conceived as a crowdsensing application engaging end-users in road surface monitoring, the approach was validated on data collected for one month from Android devices installed on public buses operating on a known line in the Province of Pesaro-Urbino, in Italy. All the map elements along the actual bus line were manually sorted to build the ground truth baseline.

B. Results

Figures from 3 to 7 show the results of map matching in the four misleading cases targeted by the proposed approach. Each figure refers to a specific case and reports the trace points projected on the line segments in which they are mapped by the traditional Cartesian matching and by the proposed match enhancer. The effectiveness of the enhancer is apparent, in that the artifacts are completely cancelled. In particular, Figure 3 shows several examples of Case-1 artifacts, Figure 4 shows an example of Case 2, Figure 5 shows an example of Case 3, while both Figure 6 and Figure 7 provide examples of Case 4.

Two metrics can be used to estimate the accuracy of map matching relative to ground truth: the percentage of trace points mapped on lines that belong to the bus line (i.e., the correct segment identification rate [22]), and the ratio between the number of wrong lines and the number of ground-truth lines involved in matching (fake line ratio). Cartesian matching provided a correct segment identification rate of 97.15%, but in spite of the small percentage of wrong matches, the fake lines involved in matching exceeded the number of ground-truth lines (108 against 102), leading to a ratio of 1.06. The difference between the two metrics is explained by the nature of the trace and of the map: the trace includes extra urban roads with a limited occurrence of artifacts, while the map is highly fragmented, containing many unclassified very short segments, which are the most error prone ones.

The application of match enhancement provided sizeable advantages, increasing the correct segment identification rate to 99.10%, and the fake line ratio to 0.47.

VI. CONCLUSIONS

This paper has presented an incremental real-time algorithm to enhance the accuracy of map matching in crowdsensing applications dealing with dense traces to be mapped on maps with unknown topology. The issues raised by the abundance of trace points have been discussed and classified and efficient solutions have been proposed to handle them on the fly. The effectiveness of the match enhancing techniques...
presented in this paper has been demonstrated on a real-world case study: a collaborative system for road surface monitoring.

Experimental validation performed on known trajectories shows that all types of artifacts are properly handled by the proposed algorithm with significant improvements of the overall matching accuracy. In particular, the percentage of correct matches increases from 97.15\% to 99.10\%, while the ratio between fake lines and correct ones reduces from 1.06 to 0.47.
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Figure 6. Projected trace points plotted on top of the satellite map showing examples of Case-4: (a) before and (b) after match enhancement.

Figure 7. Projected trace points plotted on top of the satellite map showing examples of Case-4: (a) before and (b) after match enhancement.


