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Abstract—Physical Unclonable Functions (PUF) realize the functionality of a “fingerprint” of a digital circuit. They can be used to authenticate devices without requiring a cryptographic authentication algorithm, or to determine a unique cryptographic key based on hardware-intrinsic, device-specific properties. It is also known to design PUF-based cryptographic protocols. This paper presents several new applications of PUFs. They can be used to check the integrity, or authenticity of presented data. A PUF can be used to build a digital tamper sensor. An identifying information in a communication protocol can be determined using a PUF, or a licensing mechanism can be realized.
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I. INTRODUCTION

The need for technical information technology (IT) security measures increases rapidly to protect products and solutions from manipulation and reverse engineering. Cryptographic IT security mechanisms have been known for many years, and are applied in smart devices (internet of things, industrial and energy automation). Such mechanisms target authentication, system and communication integrity and confidentiality of data in transit or at rest. One base for the operation of security mechanisms is typically a cryptographic key that has to be stored securely on devices. Upcoming industrial security standards (ISO/IEC 62443 [1]) require explicitly a hardware-bound storage for cryptographic keys.

A significant effort is often required in practical realizations to protect key storage, e.g., by external hardware integrated circuits (IC). In current research, IT security methods are investigated that directly use a unique physical property of an object as a physical fingerprint. Small random differences of physical properties are used to identify an object directly, or to derive a cryptographic key for conventional cryptographic IT security mechanisms [2]. A digital circuit, i.e., a semiconductor integrated circuit, can contain a digital circuit element called a physical unclonable function (PUF) to determine the physical device fingerprint. Minimal differences in the semiconductor structure, like for instance the doping of a semiconductor, the layer thickness, or the width of lines arise at the production randomly. This is similar to the random surface structure of paper sheets. These chip individual properties are “simply there” without being designed-in explicitly, or being programmed by a manufacturer during production. Such a device fingerprint is unique, and cannot practically be reproduced easily (unclonability). In addition, the fingerprint can be modified, or even destroyed when the IC is manipulated.

After giving an overview of some major realization possibilities for a digital PUF in Section II, basic usages of a PUF are summarized in section III. The main contribution of the paper is in section IV, describing several new applications of PUF technology. Section V concludes with a summary, and an outlook.

II. PHYSICAL UNCLONABLE FUNCTIONS AS DIGITAL DEVICE FINGERPRINT

A PUF can be realized on a semiconductor circuit to determine a device-specific piece of information depending on variations in the target physics due to the manufacturing process. The information provided by the PUF can be used directly for low-cost authentication, to determine a serial number as an identifier, or as cryptographic key. The semiconductor circuit can be an application-specific integrated circuit (ASIC), or a field-programmable gate array (FPGA). This section gives a short overview about PUFs. More detailed information is available in tutorials on PUFs [3][4][5][6].

PUFs have been a major topic of academic research. However, PUF technology is already applied commercially. Examples are Intrinsic ID [7], Verayo [8][9], Microsemi Smartfusion2 FPGAs [10], and NXP SmartMX2 [11].

Common digital circuits are designed to provide identical behavior on different ICs. However, a PUF circuit is designed to provide different results on different ICs, but identical or at least similar results on the same IC when the function is executed repeatedly.

Figure 1 shows a challenge-response PUF, in which the PUF circuit determines a response value depending on a provided challenge value. Weak PUFs and strong PUFs are distinguished: while a strong PUF has a wide range of challenge input values, a weak PUF has no, or only a very
limited set of challenge values. A strong digital PUF can be realized by reconfiguring a digital PUF circuit depending on the challenge value.

The objective of a PUF circuit is that on the same IC, the response value for a given challenge value is stable (reproducibility), while on different ICs, the response values are different (uniqueness). As binary values are used for challenge and response values, the similarity can be measured by the Hamming weight, i.e., the number of different bits. The measure for reproducibility is the intra-device Hamming distance, i.e., the mean value of the number of different bits when the PUF is executed multiple times for a given challenge value. The measure for the uniqueness is the inter-device Hamming distance, i.e., the mean value of the number of different bits when executed in different ICs.

**B. Ring Oscillator PUF (RO-PUF)**

A digital circuit can realize an oscillator using a delay circuit with a feedback loop (ring oscillator). The oscillation frequency depends on manufacturing variations. The frequency of two identically designed oscillators can be compared using a counter, and comparator. Depending on the IC, one or the other will oscillate with a higher frequency. Realizing multiple oscillators, a “fingerprint” of the digital circuit can be obtained.

A mechanical analogon is an oscillating mass, and spring. Two identical physical realizations will in practice have a slightly different oscillation frequency, depending on small physical variations.

**C. Arbiter PUF**

A further effect that can be used to build a PUF is time delay. Two identically designed signal paths will show minimal differences in the respective delay. After giving in input signal to both signal paths at the same time, an arbiter circuit determines the faster signal path, i.e., the signal path on which the signal appears first.

A mechanical analogon is a drop test for two identically manufactured masses. Depending on variations in the height, or the surface of the masses, one will tend to impact first on the floor.

**III. BASIC PUF APPLICATIONS**

A PUF can be used for security purposes in different ways. It can be used as low-cost object authentication, or to determine a cryptographic key. This section describes these two basic applications, and gives examples for some specific usages of PUFs.

**A. Object Authentication**

Authentication is an elementary security service proving that an entity in fact possesses a claimed identity. Often natural persons are authenticated. The basic approaches a person can use to prove a claimed identity are by something the person knows (e.g., a password), by showing something the person has (e.g., passport, authentication token, smart card), or by exposing a physical property the person has (biometric property, e.g., a fingerprint, voice, iris, or behavior). Considering the threat of counterfeited products (e.g., consumables, replacement parts) and the increasing importance of ubiquitous machine-based communication, also physical objects need to be authenticated in a secure way. Various different technologies are used to verify the authenticity of products, e.g., applying visible and hidden markers, using security labels (using, e.g., security ink or holograms), and by integrating cryptographic authentication functionality in wired product authentication tokens, or Radio Frequency Identification (RFID) authentication tags.

An object or digital circuit can be identified by a serial number. For authentication, a cryptographic authentication protocol can be used, requiring a secret/private key to be available on the object to be authenticated.
Figure 3. Challenge-Response-Authentiﬁzierung

For authentication, a challenge value is sent to the object to be authenticated. A corresponding response value is sent back and veriﬁed. The response is determined by the PUF. As only an original product can determine the correct response value corresponding to a challenge, the product entity or a dedicated part of the product is thereby authenticated.

Figure 3 shows how an object becomes authenticated by a veriﬁer. The veriﬁer maintains a database of reference challenge response pairs. For example, the database was ﬁlled during production of the object by recording arbitrary challenge-response-pairs. During the authentication the veriﬁer selects a challenge value of the database and sends it to the object to be authenticated. The response value R is determined by means of the PUF, and transferred back to the veriﬁer. The veriﬁer compares the received response value with the reference value stored in the database. If these are similar, i.e., the number of different bits does not exceed a threshold, the object as authenticated successfully.

B. Cryptographic Key Extraction

A cryptographic key can be determined based on inexact, noisy data. A “fuzzy key extractor” is a functionality that determines a stable cryptographic key using a PUF, and helper data [13][14]. The helper data allows to correct bit errors of responses (noisy data), and to map the PUF output to a given cryptographic key. A main advantage is that no secure non-volatile memory is needed on the device to store a cryptographic key.

The PUF is used internally within a digital circuit to determine response values, see Figure 4. The helper data does not have to be stored securely. It can be used only by a single IC to determine the cryptographic key on the device.

Figure 4. PUF Key Extraction

C. Further PUF Applications

Several further applications, besides the two basic PUF usages stated above, have been proposed and designed. The following list section gives an overview on related work.

- A PUF can be used to prevent utilizing speciﬁc features of semiconductor ICs. Without chip-speciﬁc aiding information, the performance of an IC is reduced or access to certain memory partitions is prevented. Also, a PUF can be used to bind software intellectual property to a FPGA device by encrypting the software code using a PUF-generated device key [15], which is typically done during manufacturing. This solution can be used to protect for instance remote software updates [16].

- A PUF can be used to protect the execution of software code: the Control Flow Graph of an executed program depends on the output of a PUF [17].

- It is known to include a measurement value determined by a sensor as part of the challenge of a PUF to authenticate the sensor measurement [18][19]. This allows authenticating sensor measurements.

- A PUF can be used also in data communication to determine a message integrity checksum (message integrity code, message authentication code) [20]. While a real, physical PUF is used to determine the message authentication code by the sender, a simulated, algorithmic model of the PUF is used to verify the checksum by the receiver.

- Furthermore, the cryptographic key derived by a PUF of a semiconductor can be used to decrypt conﬁguration data [21].

- A PUF can, as security primitive, be integrated in a cryptographic protocol directly [22][23].

D. Limitations of PUF

Building security solutions using PUFs, it is important to understand their limitations. Important issues to be considered are:

- Attacks on PUFs, and support functions as a fuzzy key extractor need to be taken into account. This relates for instance to the PUF model building, potential side channel attacks, and also fault injection attacks

- Robustness of a PUF implementations with respect to tamper resistance, e.g., how vulnerable is a solution with opened chip housing

- Reliability of the PUF with respect to the long term application in devices related to ageing, environmental conditions as temperature and others.

- Required processes for enrollment of data, which relates on one hand to the helper data on device, and within backend systems. On the other hand, depending on the PUF application the handling of the recorded challenge response pairs needs to be deﬁned, as this information is sensitive and can be system critical. The latter may be compared to the handling of symmetric device keys, which have a similar level of sensitivity.

Based on these points it becomes even more obvious, that a security solution exposing the PUF functionality to other elements needs to designed PUF aware, especially
considering reliability and resilience requirements for long lasting deployments.

IV. NEW APPLICATIONS OF PHYSICAL UNCLONABLE FUNCTIONS

Applications of PUFs fall basically in two categories: challenge response authentication, e.g., for low cost RFID Tags, and extraction of a symmetric cryptographic key. When used for protecting embedded systems, the cryptographic key can be used independent of PUF properties.

In this section, we describe potential new applications of PUFs in the context of security services.

A. Authentication Verification

It is known to use a PUF to authenticate an integrated circuit or a device respectively. However, the reverse is possible as well: the PUF can be used to verify the authentication of an external party. This approach has the clear advantage that no cryptographic algorithm has to be implemented to perform authentication checks. It rather requires the storage of a certain number of challenge-response pairs.

One application for this authentication verification can be, e.g., in the context access verification to a diagnosis or debug interface of an integrated circuit, or to protect the wake-up functionality offered by these chips.

```
START
Read config data (CD) and PUF integrity checksum (PCS)
Determine challenge value(s) depending on configuration data (CD)
Determine response value(s)
Determine Hamming distance between PCS and response value(s)
< threshold?
Reject configuration data (CD)
Accept configuration data (CD)
END
```

Figure 6. PUF-based Integrity Check of Configuration Data

Figure 5 shows how a PUF can be used to check authenticated access to a device or device functionality: a user presents a C/R pair of challenge C and response R. The PUF determines the response R’ for the given challenge C. If the presented response R, and the determined response R’ are identical or differ only in a limited number of bits, access is granted (accept). The C/R pair can be determined in different ways:

- In an initialization phase, C/R pairs can be read out from the device, and stored in a secure data base. Before the IC is put in operation, the interface to read out C/R pairs is blocked, e.g., by burning a security fuse.
- Should the PUF be a PUF for which an algorithmic model can be determined (as described in [20], the algorithmic model of the PUF can be used to compute C/R pairs.

B. Configuration Integrity Check

In a similar way, the integrity of configuration data can be verified by a PUF, directly.

Figure 6 shows a realization option: configuration data is read from an external, unprotected configuration memory, e.g., a serial electrically erasable programmable read only memory (EEPROM). Besides the configuration data (CD), a PUF checksum (PCS) is also read. A PUF challenge value is determined depending on the configuration data, e.g., a cryptographic hash value of the configuration data. The corresponding response value R’ is determined, and the Hamming distance between R’ and the PCS value is determined. The configuration data are accepted if the number of different bits is below a given threshold value.

A PUF may be used in a similar way as a key derivation function for a cryptographic key K. Depending on the cryptographic key K, challenge values are determined. The PUF response value(s) are used to determine a (derived) key.
C. PUF Tamper Sensor and PUF Built-In Self Test

Challenge response pairs of the PUF are typically stored as reference data. The integrated circuit uses the reference data to check whether the PUF is working correctly. This can be used for different purposes:

- A PUF-based tamper-sensor can be realized: when a tampering of the device occurred, the PUF provides a different response value with high probability.
- A built-in self test functionality can be realized for a PUF, e.g., for authentication, or key extraction. Only if the PUF works as expected, the self-test succeeds.

Figure 7 shows a realization option where reference data (RD) are used to check the PUF. Only if the PUF provides responses sufficiently similar to the reference data, access to the PUF is enabled by the PUF self-test unit PST.

D. Identifying Communication Sender

A PUF can be used to derive a serial number of a device. This PUF derived serial number or a derivation of thereof can be used to determine an identifier for data communication.

For example, an IPv6 stateless address auto configuration can be performed using a PUF. T. Aura defines how an IPv6 address can be created cryptographically [24]. Similarly, a PUF can be used to determine an IPv6 address. The challenge can be determined based on network part of the IPv6 address assigned by an IPv6 router. The host part is created depending on the PUF response output.

Figure 8 shows a different variant where the PUF-based identifying information is not included in the sender address. Instead, if a wireless spread spectrum transmission system is used, a spreading code is build or modified respectively depending on the PUF response. Hence, the PUF is used to realize a kind of “stream cipher” as spreading code.

E. PUF-helper Data as License File (license key)

A fuzzy key extractor allows determining a given cryptographic key using helper data. The helper data has two purposes: it allows correcting random errors of the PUF response, and it transforms the device-specific PUF response to a given cryptographic key. These properties can be used as a licensing mechanism.

In a licensing scheme, a license code, or license key, is required to use a certain, software-based feature. The license code/key can be checked, resp. a key to decrypt code can be determined based on the license key.

With PUF helper data, the license code/key can be provided in the form of helper data: as long as the required helper data is not available, the license key cannot be built by a device. However, if helper data to reconstruct a certain license code/key is provided, the device can determine the license code/key. As a PUF is used, the helper data can be processed only on the single intended target device.

V. Conclusion

Physical uncloneable functions have been investigated extensively by both research and industry. The work focuses much on design constructions to realize a PUF, analyzing their statistical, and security properties, and on key extraction. Although being known for at least 10 years, one limited number of examples for commercial applications exists. Besides the classical usages, object authentication, and key extraction, a PUF can specific new usages can be realized based on a PUF. This paper described several new applications for PUFs in different systems, either self-contained, like the tamper sensor or in conjunction with other parts of target solutions like in the case of licensing. These new applications are discussed as abstract concepts and need to be investigated and realized to gain more experience about the actual feasibility in products or solutions. This work is envisioned for the future.

Issues for the practical application are the stability over time (ageing), and under changing environmental conditions. As PUFs are still a relatively new security feature that is not yet broadly applied in practice, careful analysis of the actual security level as to be performed (e.g., modeling attacks, physical attacks, side channel attacks). The security management of PUF-based security solution has to be designed (e.g., enrollment of key material, building and maintaining databases comprising challenge/response pairs).

However, PUFs show unique properties that make them interesting for practical usage: they allow “storing” a cryptographic key in a protected way without requiring physical non-volatile memory. Low-cost authentication solutions can be built that do not require implementations of cryptographic algorithms.
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