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Abstract—In this paper, we present carefully selected critical malicious patterns, which are in common among malware variants in the same malware family, but not other malware families, using statistical information processing. The analysed critical malicious patterns can be an effective training dataset, towards classification of known and unknown malware variants. We present malware variants as a set of hashes, which represent the constituent basic blocks of the malware Control Flow Graph, and classify them into their corresponding malware family. By computing the Distribution Frequency for each basic block residing in all the malware families, the importance of being a possible representative to become a critical malicious pattern for a specific malware family is measured. This value is carefully computed by considering the population of each malware family.
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I. INTRODUCTION

Malware is considered a major computer security problem as it can attach to other computer programs and infect them. Infection is defined as unwanted modification to other program to include a possibly evolved, version of itself [1]. Based on McAfee threats report [2], more than 30 million new malware variants, and over 250 million in total, are recorded in the first quarter of year 2014. Malware spread itself by most common digital methods such as e-mail and instant message applications, and through social engineering techniques. Other means of malware spread methods are World Wide Web (WWW), network-shared file systems, peer to peer file sharing networks, removable media, Internet Relay Chat (IRC), Bluetooth or wireless local area networks [3].

In malware research, data collection is not an issue any more. It is easily achievable by setting up configured honeypot servers in the laboratory environment. But, the flow of malicious software variants reaching our networks and computers is so enormous that makes it impossible to process them exclusively. Therefore, it is essential, to identify malicious patterns which appear in malware variants, and to obtain structural understanding of malicious patterns, in order to analyse, classify, and detect malware. However, collection of huge amount of malware variants, which have embodied different obfuscation techniques, and have mutated in various polymorphic and metamorphic forms, demands automated techniques to identify, and present the malicious patterns. While malware variants belonging to the same malware family share a certain amount of malicious code, identification of critical shared code provides knowledge towards classification and detection of unknown malware variants.

1Defined in Section III.

In this paper, we present an effective statistical approach to identify, and to render critical malicious patterns in malware families, which are essential elements towards automated classification of known and unknown malware in large amount. We rely on the shared code among different malware variants, which potentially occur in one specific malware family, with considering its possibility of occurring in other malware families, to identify the most critical malicious patterns in every malware family. In this paper, the shared code is studied at basic block level of the control flow related code, and we are able to present the most critical malicious patterns for every malware family. By critical malicious pattern, we mean the most frequent basic blocks, which are present at most in one specific malware family, and comparatively less in other malware families. Also, the shared code among different malware families are not interesting for classification purpose, as certain functions are in-common among all the malicious software variants, and even can be in-common with non-malicious software.

We introduce a novel formalisation methodology which automates the identification of critical malicious patterns for each malware family. It is defined as a statistical approach, which computes the Frequency Distribution Ratio, for each constituent basic block of a malware variant within each malware family. This value is penalised statistically for occurring in other malware families. To our knowledge, our approach in compare to related works, is more consistent as we encounter the distribution frequency of certain basic blocks in each malware family, as well as in between different malware families, to identify critical malicious patterns. Not considering the ratio of the frequency of each basic block in its associated malware family, results in inaccurate identification of critical malicious patterns, which is discussed in details, in Section VIII.

In Section II, the background and related work on different malicious pattern matching techniques are reviewed. In Section III, the notations and definition are given. In Section IV, details of the dataset used in experiments, are presented. In Section V, the formalisation of our approach is defined. In Section VI, an overview on the shared code concept in malware, and how we bypass the obfuscations applied to shared code, is explained. In Section VII, the methodology and implementation process is described. In Section VIII, experimental results of our approach is discussed and compared to related works. Finally in Section IX, our methodology, its results, and the future work are concluded.

II. BACKGROUND AND RELATED WORK

Different features of malicious software, and pattern matching techniques are studied to classify enormous amount of...
malware variants getting submitted to honeypots. The n-gram, defined in section III., computation as a pattern matching techniques, and its application in malware analysis, was first introduced by G. J. Tesic et al [4], to identify boot sector viruses automatically by applying artificial neural networks. J. Z. Kolter et al [5], computed Information Gain (IG) for each n-gram to select the most relevant n-grams, to heuristically identify and classify malware. They selected top 500 n-grams, and applied different machine learning algorithms to detect and classify malware variants and identified boosted J48 algorithm produces the best detector. Although they showed good detection with areas under the ROC curve around 0.9, they did not consider metamorphic obfuscations and polymorphism.

S. Cesare et al [6], presented a static approach to detect polymorphic malware based on control flow graph classification. They unpacked the polymorphic malware using application level emulation, disassembled the unpacked samples, translated the disassembly into intermediate language, reconstructed and normalised the control flow graph for each procedure based on the intermediate language. Subgraphs of size K, and n-grams extracted from the strings representing the graphs, are the two features used to pre-filter potential malware, and used to construct a feature vector. Distance metrics are used to measure similarity between two feature vectors. The presented results shows considerable collisions, and false positives using subgraphs of size K compare to using n-grams vector features.

BinDiff 2, which is an add-on plug-in for IDAPro 3, relies on heuristics to generate matches between two malware variants. It generates a signature for every function of the malware executable based on its abstract structure, ignoring the assembly code generated by IDAPro. The signature generated depends on the structure of the normalised flow graph of the function, and consists of number of basic blocks, number of edges, and number of calls to sub-functions. Two functions match, if a signature occurs in both only once. If a match identified, all the calls-to relations between the matched functions is checked for possible matches of all the subset functions, until no further matches found. BinDiff is a pairwise matching tool and generates lots of false matches as it relies on further matches on big portion of the code, rather than the most critical code.

C. Miles et al [7], presented a recent artefact, VirusBattle, which is a malware analysis web-service. VirusBattle reason about malware variants in different levels of abstraction including the code, the statically analysed shared semantics, referred as juice [8], among different variants, and sequence of events a malware takes during execution time to map the similarities and interrelationships. Juice, transforms code semantics computed over an x86 disassembly, by generalising the register names, literal constants, and computing the algebraic constrains between the numerical variables. Therefore, semantically similar code fragments can be identified by comparing their hash values. VirusBattle provides automated PE unpacking web-service as well, which is a generic unpacker 4, and publicly available web-service. In this paper, we use the unpacker provided by the VirusBattle SDK to unpack the malicious samples, as well as the juice which is the generalised presentation of the semantics to avoid code obfuscations.

III. DEFINITIONS AND NOTATIONS

a) Malware Taxonomy: Malware is a general term for malicious software, which refers to virus, worm, root-kit, trojan-horse, dialer, spyware, and key-logger. It is defined based on its mean of distribution, and its dependency on the host to infect.

b) Malware Family: Malware variants which are the result of the mutation of each other, and share considerable amount of critical code with one another, are considered to belong to the same malware family. The already known malware variants belonging to the same malware family, can be classified by signature based anti-virus scanners. Variants in the same malware family are meant to show similar behaviour, to target similar files, and to spread the same way. Therefore, each malware family, denoted f, is a set of malware variants.

c) Packed Malware: Malware which contains encryption routine, compression, or both, is referred to as packed malware. Unpacked malware is the malicious code, without encryption or compression.

d) Control Flow Graph: Control Flow Graph (CFG), is a directed graph, is denoted G = (V, E), if u, v ∈ V be the nodes of the graph, a possible flow of control, from u to v is represented by e ∈ E : u → v. In a CFG, every node is a representation of a basic block, denoted v, and the edge is a path between these nodes. A basic block is defined as a sequence of instructions without any jumps or jump targets in between the instructions [9].

A basic block always runs before any other instructions in later positions of the CFG, which means no other instruction runs between two instructions in the same sequence. The directed edge between two basic blocks expresses the jump command in the control flow, which is caused by Control Transfer Instructions (CTI) such as call, conditional jump, and unconditional jump instructions [10].

e) N-gram Frequency Distribution: N-gram is a contiguous sequence of n items from a given sequence such as assembly statement raw bytes, opcodes and etc. N-gram frequency distribution, is a well-known approach for extracting features from malicious software to develop training dataset for classification purpose [5]. In this article, the hash value computed for every basic block is treated as n-gram sequence.

IV. DATASET

Our dataset consists of 777 distinguished malware variants, which are spread over 23 different malware families, as shown in Table I., and it contains total of 1,116,798 basic blocks. Malware families are structured disjoint, to avoid inaccurate computation of critical malicious patterns. If the same malware be a member of different malware families, its constituent basic blocks will be counted towards all the involved malware families and cause false matches. Also, in the classification process of malware variants, a new sample is to be placed in one malware family based on the similarity measurement of its shared code with that malware family as oppose to other malware families. However, each malware family is treated as a multiset of basic blocks. In other words, each basic block
can occur multiple times in the same malware family, and in
other malware families as well. Each basic block is indexed
to its associated malware variant to produce more informative
outcome.

Malware samples are collected from the VirusSign\textsuperscript{5} free
on-line service, and the dataset presented in a recent study \[11\].
All the malware samples existing in the database, are unpacked
by the VirusBattle SDK unpacking service\textsuperscript{6}.

\begin{table}[h]
\centering
\begin{tabular}{|c|c|c|}
\hline
Malware Family & No of Variants & No of Basic Blocks \\ \hline
\end{tabular}
\caption{Malware Families existing in dataset}
\end{table}

\textbf{V. Formalisation}

Considering each malware family as a set of malware
variants, and each malware variant be a set of multiple basic
blocks. The malware families are disjoint, in other words each
malware variant can only be a member of one malware family.
However, \(v_i\), is the \(i\)th distinct member of \(\{v\}\), which can occur
in any malware family and multiple times.

Let \(f_k\) be the \(k\)th distinct member of \(f\), and \(\tau_{i,k}\) be the
number of occurrences of \(v_i\) in \(f_k\), and \(\tau_k = \sum \tau_{i,k}\).
Therefore, Term Frequency Ratio (\(TFR\)) for \(v_i\) occurring in \(f_k\) is defined
as shown in Equation 1.

\[
TFR_{i,k} = \frac{\tau_{i,k}}{\tau_k}
\]

\(TFR\) is computed for all the \(v_i\), which exist in every
malware family, individually. \(TFR_{i,k}\) indicates the ratio of
how frequently \(v_i\) has occurred in \(f_k\). Every \(v\) is indexed to its
associated malware variant. The frequency ratio of each
\(v_i\) is considered, rather than the frequency of each \(v_i\), as the
number of malware variants in each malware family is varying
and consequently the \(\tau_k\). Therefore, it is essential to encounter
the the population of malware families in compare to each
other, to obtain the correct frequency for each \(v_i\).

Here, we compute the importance of each \(v_i\) as a possible
representative for the critical malicious pattern of each
malware family. In order to do so, its \(TFR\) value is penalised by
subtracting a quantity \(\alpha_{i,k}\). \(\alpha_{i,k}\) is the sum of \(TFR_{i,j}\) of all
the occurrences of \(v_i\) in all the malware families, \(f_j\), where
\(j \neq k\); except \(f_k\). It is computed for every malware family in
relation to its population. Therefore \(\alpha_{i,k}\) is defined as shown
in Equation 2.

\[
\alpha_{i,k} = \sum_{j \neq k} TFR_{i,j}
\]

Therefore, Term Frequency Distribution (\(TFD\)) for \(v_i\), com-
putes the frequency ratio of \(v_i\) in malware family \(f_k\), in relation
to its distribution in the other malware families, which is \(\alpha_{i,k}\),
and it is defined as shown in Equation 3.

\[
TFD_{i,k} = TFR_{i,k} - \alpha_{i,k}
\]

\(TFD_{i,k}\) indicates how critical \(v_i\) is as a malicious pattern
for \(f_k\), as \(v_i\) is penalised for every time it occurs in \(f_j\). The
critical malicious pattern is prioritised as described, is computed by subtracting the sum of all the corresponding \(TFR_{i,k}\) of \(v_i\) occurrences in \(f_j\).
This sum, \(\alpha_{i,k}\), indicates how common \(v_i\) is in other malware
families, \(f_j\), rather than \(f_k\). Accordingly, \(TFD_{i,k}\) shows how
specific \(v_i\) is to malware family \(f_k\), rather than other malware
families, \(f_j\).

\textbf{VI. Shared Basic Blocks}

Malware variants belonging to the same malware family,
share certain amount of code which relates them. The syntax
of the shared code in every variant varies every time malware
mutates, which is due to applied obfuscation techniques to
avoid detection by anti-virus scanners. Different syntax pre-
sentation for the same semantics, causes many mismatches.
To overcome incorrect matches that result from these syntax
changes, we use the VirusBattle SDK on-line platform to
generate the same syntax for blocks of code, which carry the
same semantics. Therefore, malware samples are unpacked
using VirusBattle SDK unpacker, and the juice, which is the
generalised presentation of the semantics, is generated for
every sample using the on-line service provided by the
same platform. Here, semantics refers to the semantics of
instructions in the basic block, and is developed based on
the original disassembled code after unpacking. We use this
service as it has shown good results and serves our needs well.

\textbf{VII. Methodology and Implementation}

According to previous studies by C. Miles et al. [7], and
Zynamics\textsuperscript{7}, the CFG has shown the best results for malware
similarity measurement purposes. Therefore, we chose to iden-
tify shared code among different malware variants by looking
into their CFG, and at the basic block level. Basic blocks are
preferred to instructions, as instructions become meaningless
without contextually relating to other instructions, semantic-
wise, and functions can contain many basic blocks and produce
incorrect matches, such as the work presented in Zynamics. For
every malware sample, the juice corresponding to each

\textsuperscript{5}VirusSign. Available: https://www.virustotal.com
of its basic blocks is hashed and stored in a text file. Thus, each malware is presented as a multiset of hash values, which resembles its constituent basic blocks. Hashing is applied to accelerate the matching process.

Malware samples are initially scanned, and labeled by Avira\textsuperscript{7} anti-virus scanner, and through the Open Malware\textsuperscript{8} on-line service, to be pre-classified into their related malware families, and stored accordingly. Each malware sample can be a member of one malware family only, and a warning message is flagged if duplications found. Duplication of malware variants is avoided by computing their hash value. Therefore, each malware family consists of set of malware variants in which, each malware variant is a multiset of \(v_i\). Duplicate malware variants are restricted, as the aim of this paper is to identify critical malicious patterns, which can be used as the training dataset for malware classification purpose, and allowing multiple copies of the same malware variant, results in wrong frequency ratio of the shared basic blocks.

The critical malicious patterns for each malware family is described as a list of basic blocks, which occur in malware family \(f_k\) the most, and are least likely to occur in other malware families, and computed by TFD for each \(v_i \in f_k\). In other words, the importance of basic block \(v_i\) is lowered by its occurrence in different malware families, as it is not implicit to a specific malware family, therefore not the best candidate for being categorised as the critical malicious pattern. However, due to the fact that the amount of shared code between different malware families is considerably high, not many distinct basic blocks to one malware family, are ranked as its critical malicious pattern. Nonetheless, our formalisation is defined by considering these fundamentals, by studying the distribution frequency of each basic block in each malware family, as well as in between all the malware families. Hence, the inclusion of basic blocks, which carry less specific functionality to a malware family, as its critical malicious pattern, is avoided. Therefore, the main fundamentals in defining the formalisation encountered are expressed as, each malware family consists of different number of malware variants, as well as each malware variant consists of different number of basic blocks depending on the amount of code involved in its CFG. Also, basic block \(v_i\) may occur in different malware families. Thus, without considering the ratio of the frequency of each basic block, rather than its frequency in each malware family, and its distribution frequency in between other malware families, it is impossible to identify the correct critical malicious patterns for each malware family. According to our testing and experiments, these criteria are necessary to be encountered to define an effective formalisation in order to identify Critical malicious patterns for each malware family.

VIII. EXPERIMENTAL RESULTS AND DISCUSSION

The developed command line interface provides the ability to add or delete a malware family, to list already existing malware families, and to compute and update the TFD value for every basic block stored in the database. Also, by making different queries, it is possible to obtain the TFD for each basic block in its associated malware, in its malware family, and in compare to other malware families. It is possible to query a single basic block, and observe in which of the malware families it has occurred, and obtain its TFD value corresponding to each of the malware families. As shown in Listing 1., query for one basic block is made, which shows it is occurred in three malware families, Fareit family, Dropper Family, and the Klez Family. It also displays the number of times it has occurred in each of the malware families, and the total number of malware variants, which is 22. However, in Listing 1. we only show the first two malware variants, due to limited space.

The same way, we can query for one specific malware, and list all of its basic blocks. For each basic block, it shows list of the malware families in which the basic block occurs, the count of times it occurs in each malware family, and the count of malware variants which contain that basic block in one malware family. These queries are developed to understand the distribution of each basic block in its associated malware family, as well as the whole database. Observing these information provides an effective understanding on the shared code among different malware families, which is essential for the classification purpose.

The most critical malicious pattern for each malware family, is supposed to be the constituent basic blocks of that malware family with the highest TFD values. As shown in Listing 2., the top 10 patterns for the Sality family is queried. Sality family is chosen randomly as a sample, and all of the malware families, as shown in Table I., are included in the database, and can be queried. The result displays, the basic blocks based on their TFD value in descending order. Therefore, the result of this query presents a sorted list, in which for each basic block, total number of its occurrences, its TFR value, and its TFD value are retrieved. Furthermore, another query lists the occurrences of \(v_i\), in the asked malware family, as well as all the other malware families, \(f_j\). This query provides a good understanding on the shared basic blocks between \(f_k\), and the other malware families, \(f_j\). These shared basic blocks are considered to be strong candidates for the critical malicious pattern of the malware family, as they carry high TFD value. Both of the queries can be made to display any number of the basic blocks, in descending order based on the TFD value, as long as the value is equal or less than \(\sum v_i\).

The details of the occurrences of \(v_i\) in other malware families, \(f_j\), as shown in Listing 3. for the first 5 basic blocks of the Sality family, with the highest TFD value, is given. As listed, the 3rd basic block has occurred in other malware families as well, which reveal the importance of the same basic block in other malware families. This basic block has occurred 344 times in Sality family, and 186 times in 11 other malware families, \(f_j\). However, as explained before the frequency distribution ratio of a basic block, has the main impact on how critical it can be for a malware family, in terms of critical pattern identification. Further more, the hash value of the basic blocks, can be traced back into its juice, and the actual code for further analysis, as shown in Table II. In this paper, retrieving the actual code associated to each of the hash values, is traced manually as our aim is to identify the malicious patterns. However, it is a straightforward task to automate this process, as the name of the malware families, malware names, and the basic blocks identifier are the computed hash value, for each.

As mentioned in Section VII., different fundamentals regarding the shared code impacts the formalisation of malicious

\textsuperscript{8}G.T.I.S. Center, Open Malware, Offensive Computing.
Listing 1. QUERY FOR ONE SPECIFIC BASIC BLOCK IN ALL THE DATABASE

```sql

Listing query to get basic block:
1. SELECT distinct
2. BasicBlock(basic block)
3. WHERE Hash = 'ca781ee6676340c7ff0dd2b8513.txd' (Klez)
4. ORDER BY Count DESC
5. LIMIT 1
```

Listing 2. SALITY FAMILY. 10 BASIC BLOCKS WITH THE HIGHEST TFD VALUE

<table>
<thead>
<tr>
<th>BasicBlock</th>
<th>Count</th>
<th>TFD Value</th>
</tr>
</thead>
<tbody>
<tr>
<td>3b48fe121b3cd7d3e3e568778ace35a55df5a87e</td>
<td>250</td>
<td>0.34</td>
</tr>
<tr>
<td>3b48fe121b3cd7d3e3e568778ace35a55df5a87e</td>
<td>250</td>
<td>0.34</td>
</tr>
<tr>
<td>3b48fe121b3cd7d3e3e568778ace35a55df5a87e</td>
<td>250</td>
<td>0.34</td>
</tr>
<tr>
<td>3b48fe121b3cd7d3e3e568778ace35a55df5a87e</td>
<td>250</td>
<td>0.34</td>
</tr>
<tr>
<td>3b48fe121b3cd7d3e3e568778ace35a55df5a87e</td>
<td>250</td>
<td>0.34</td>
</tr>
<tr>
<td>3b48fe121b3cd7d3e3e568778ace35a55df5a87e</td>
<td>250</td>
<td>0.34</td>
</tr>
<tr>
<td>3b48fe121b3cd7d3e3e568778ace35a55df5a87e</td>
<td>250</td>
<td>0.34</td>
</tr>
<tr>
<td>3b48fe121b3cd7d3e3e568778ace35a55df5a87e</td>
<td>250</td>
<td>0.34</td>
</tr>
<tr>
<td>3b48fe121b3cd7d3e3e568778ace35a55df5a87e</td>
<td>250</td>
<td>0.34</td>
</tr>
<tr>
<td>3b48fe121b3cd7d3e3e568778ace35a55df5a87e</td>
<td>250</td>
<td>0.34</td>
</tr>
</tbody>
</table>

Listing 3. SALITY FAMILY. DETAILS ON THE OCCURRENCES IN THE OTHER MALWARE FAMILIES. OF THE HIGHEST 5 TFD VALUES

<table>
<thead>
<tr>
<th>Code</th>
<th>mov(eax, none, (eax - 4))</th>
<th>none</th>
</tr>
</thead>
<tbody>
<tr>
<td>Semantics</td>
<td>eax = none (eax - 4)</td>
<td>Juice = none (A = B)</td>
</tr>
<tr>
<td>Hash value of Juice</td>
<td>3b48fe121b3cd7d3e3e568778ace35a55df5a87e</td>
<td>3b48fe121b3cd7d3e3e568778ace35a55df5a87e</td>
</tr>
</tbody>
</table>

The main drawback of our approach is the size of the database. Obviously, more number of malware variants, and malware families, will provide more accurate information regarding the critical malicious patterns. Nonetheless, in this paper we are proving our proposed concept. However, malicious software includes more information than the shared code, such as strings, the information contained in the import-export tables of the malware, the file type, etc. We contend that our proposed approach is simple, and yet accurate, and effective. The presented approach can be applied to other features of the malicious software, by extracting the feature of interest, computing its hash value, and applying the TFD to obtain the pattern for each malware family. Thus, our presented methodology can be used to retrieve critical information about each malware family, which is essential to understand malicious software. Also, generating an effective general pattern for the numerous variants of each malware family.

The evaluation of our approach is simple, as the formalisation is based on the statistics. The counts and the implementation outcomes are checked manually, and they are accurate. The choices of the presented malware family, and the basic block are in principle arbitrary. Due to the automation the flowchart of the experimental process, is essentially trivial.
IX. CONCLUSION AND FUTURE WORK

In this paper, we presented a statistical approach to generate, and discover critical malicious patterns in malware families. We presented the critical malicious pattern for each malware family, as a list of basic blocks, which represent the most frequent shared code among each malware family by considering its occurrences in other malware families. Here, we present the impact of occurrence of a basic block in different malware families, on its potential to be a candidate of critical malicious pattern. Our developed framework to extract the most frequent shared code, can be applied to any other feature of malware for further analysis. The generated critical malicious patterns, are the initiative for our future work, towards the classification, and detection of known and unknown malware. Also, in the future work, we consider to extend the size of the database.
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