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Abstract — In this article, we address quality in the schema 
integration process. More specifically, we focus on schema 
quality improving tasks in the schema integration process. In 
doing so we describe best practices found in literature used for 
conceptual modeling as such and apply these to schema 
integration tasks. Particularly, we address five tasks within the 
integration process that if used with best quality practices 
should improve the quality of the integrated schema. Within 
each best practice, we also address the usage of knowledge 
repositories to aid in the process of creating a high quality 
integrated schema. The five tasks are as follows: choosing the 
right integration strategy, choosing the right conflict resolution 
methods for the chosen level of abstraction, introducing inter-
schema properties to improve and clarify dependencies, 
combining methods, approaches and guidelines to facilitate 
recognition of conflicts and finally restructuring. The main 
contribution is given in the terms of which best practices in 
conceptual modeling are combined with important integration 
tasks. 
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I.  INTRODUCTION 
Schema integration has a long research tradition. 

Nevertheless, it is still relevant and many tasks of the schema 
integration process are needed all the time. There are several 
reasons and application scenarios, which emphasize this 
prediction. 

Schemata are not built from scratch nowadays. There are  
many schemata available on the Web. Several of these 
schemata can be (re)used. Reusing one means that it must be 
aligned and if needed finally integrated with existing 
schemata. 

 Enterprises involve a great deal of data, which constitute 
an important economic resource and have to be maintained 
carefully. From an economic point of view, data can be 
classified into master data, inventory data and transaction 
data. Especially master data can be used in different 
information systems within an enterprise and thus shared 
across this organisation. Integration of data schemata (e.g., 
schemata of master data) becomes necessary if, for instance, 
two enterprises merge. A data schema that is used in several 
enterprises has to be at least aligned too. For another 
application scenario where integration can take place, we can 

consider an international operative enterprise with branches 
in different countries. It has to be expected that the branches 
will show a tendency to generate proprietary schema parts, 
important only for this branch. Therefore, the schema will 
evolve over time. Since the master data schema has to be 
shared by the whole enterprise, it is necessary to integrate 
new information consistently into the existing enterprise 
master data schema. 

Finally, if enterprises use provided Web Services, then it 
might be good to know the business process model and at 
least match the business process models and data models and 
check for compliance of the models to the Web Service with 
the respective models of the enterprise.   

A good quality of the result in such contexts is very 
important. Literature on quality mainly focuses on the 
quality of the product (i.e., the model). The criteria a model 
must fulfill in order to have a certain quality is explained.  In 
order to achieve this quality one must also look at the 
process and think about improving the process tasks.  

In [1], we gave a first description of what can be done in 
the integration process of static schemata in order to get a 
good integrated model (schema). In this article, we present 
and describe a continuation of this work. Since an integrated 
schema is a schema too, we analyzed the literature focusing 
on static modeling and the kind of process tasks that lead to a 
better quality of the schema.  Then we applied strategies to 
tasks that have to be done in the integration process. 
Particularly, we address five tasks within the integration 
process that if used with best quality practices should 
improve the quality of the integrated schema.  The five tasks 
are as follows: choosing the right integration strategy, 
choosing the right conflict resolution methods for the chosen 
level of abstraction, introducing inter-schema properties to 
improve and clarify dependencies, combining methods, 
approaches and guidelines to facilitate recognition of 
conflicts and finally restructuring. 

Since the paper covers the schema integration process 
and the quality of the integrated schema and the process, this 
paper is structured as follows. In Section II, we give an 
overview on integration approaches and quality of schemata. 
In Section III, we describe the integration process. Section 
IV focuses on some best practices for improving schema 
quality. In Section V, we describe the impact of the best 
practices mentioned in Section IV on the five tasks 
mentioned in Section III. The paper closes with conclusion 
and future work. 
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II. RELATED WORK 
In this section, we first address related work in relation to 

schema integration. This is followed by related work in 
relation to schema quality. Finally, the section ends with a 
short summary and a discussion on the research gap that we 
are addressing. 

A. Integration 
There is a long research history on several aspects of 

schema integration. A first substantial work, on integration 
was made by [2] in the mid-1980s. In another work by [3], 
other approaches on integration were summarized. In the 
following years other integration approaches have been 
published, which focus on several aspects of the integration 
problem. 

In [4], the authors used attribute equivalence as the most 
basic concept to explain the integration of structural 
schemata. In [5], the authors presented operators for deciding 
on the similarity or dissimilarity of schema construct. On the 
basis of defined assertions, in [6], the author proposed a 
method to detect equivalent schemata and to automatically 
integrate two schemata. In [7], the authors concentrate on the 
automatic detection of naming conflicts. Further algorithms 
for structural schema integration can be found in [8]. In [9], 
the authors integrate semantically enriched database 
schemata. In [10], the author presented an object-oriented 
framework for the integration of heterogeneous databases. In 
[11], the authors introduced linguistic knowledge for the 
integration step. For relationships, for instance, verbs can 
name relationships. The knowledge about the verbs and their 
linguistic semantic roles support the integration. In [12], the 
authors described black board architecture for schema 
integration of existing databases. With the system, 
knowledge from designers and end users, which feed the 
system is shared. The impact of similarity measures for 
schema matching and data integration is discussed in [13]. In 
[14], the authors described the integration of state charts in 
object-oriented models. The work of [15] is based on the 
formalization of state chart constructs. In [16], the authors 
proposed a meta-class framework, on which integration 
should be based. In [17], the author gave an overview of 
business process integration. In [18], the authors proposed 
OWL-S ontologies as a support for business process 
integration. In [19], the authors described the integration of 
use cases on the basis of petri net models. Finally, in [20] the 
authors used a behavior tree approach for integrating 
requirements. 

B. Schema Quality 
A great deal of work has been done on  the quality of 

conceptual schemata (models) too. Although quality is a 
feature of a product or artifact (e.g., a schema), it is also 
necessary to think about the quality of the process of 
generating the product to support the quality of the product.  

In [21], the authors have listed eight schema quality 
characteristics: completeness, correctness, expressiveness, 
readability, minimality, self-explanation, extensibility, and 
normality. In [22], a framework consisting of three 
dimensions is proposed: “syntax”, “semantic” and 

“pragmatics”. The syntax-dimension reflects the vocabulary 
and grammar (i.e., meta-model) of a schema. The semantic 
dimension relates the used terms and notions to the domain 
context. The chosen notions modeled by modeling elements 
must be legitimate and relevant in the domain, and they must 
be relevant and legitimate to the purpose for which the 
schema has been built. Finally, the pragmatic dimension is 
achieved if the audience can understand and follow the 
schema.  

In [23], the author concluded that there is still a need for 
standards, which are also accepted by the industry.  

In [24], the authors focused on process quality for the 
development of data schemata (ER diagrams). Their 
approach was evaluated in a large Australian bank. In the 
empirical study, it was also important, that the quality was 
checked throughout the schema development process. In 
particular, quality-checking was not only made at the end of 
a phase but before, during and after the schema development 
phases. Furthermore, it turned out, that an information 
architect, who checks the schema with respect to enterprise 
terms, can support the quality.  

In [25], the authors presented a framework of four quality 
characteristics for an ER modeling language: clarity, 
simplicity, expressiveness, and minimality.  

In [26], the authors described the “Guidelines of 
Modeling (GoM)”. Six principles of modeling are introduced 
in this framework: correctness, relevance, economic 
efficiency, clarity, comparability and systematic design. 
These principles can be seen as general strategic and 
objective definitions for modeling. Based on these goals, the 
concluded modeling process consisted of the following steps: 
goal definition, construction of an overall navigation and 
structural framework, modeling as such, and completion and 
consolidation.  

With the semiotic quality framework (SEQUAL), [27] 
explains quality of models with model externalization, goals 
of modeling, modeling domain, explicit knowledge of social 
actors, interpretation of the social actors and technical actors 
as well as with language extension. 

C. Summary of the Literature 
We adopted the integration process as described in [3], 

since this is a well-established process. They divided the 
integration process into four phases: pre-integration, 
comparison of the schemata, conforming the schemata and 
merging and restructuring. In Section III, we describe this 
process in more detail.  

In Section IV, we continue the description about schema 
quality according to some selected best practices out of the 
list of schema quality approaches. We have chosen these 
approaches since they have shown in practice that they 
improve schema quality. In Section V, we will then take 
specific best practices and combine them into five tasks of 
the integration process steps described in Section III.  

III. INTEGRATION PROCESS 
This section should be viewed as a reference point for the 

following sections, in which we describe and discuss best 
practices in the schema integration process. The integration 
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process starts with a set of schemata, often referred to as 
views. These views are integrated in order to evolve the 
global schema. The schema evolvement takes place in the 
four phases proposed in [3], starting with pre-integration (A), 
followed by comparison of the schemata (B), and 
conforming the schemata (C), ending with merging and 
restructuring (D). The output of one phase is used as the 
input of the next phase (see Figure 1). 

 

Pre-
Integration

Comparison 
of the 

Schemata

Conforming 
the Schemata

Merging and 
Restructuring

 
Figure 1. The Schema Integration Process (adapted and modified from [28] 

p. 20) 
 

A. Pre-Integration 
Several tasks should be carried out in the first phase of 

schema integration. In [29], the author mentions that 
translating all schemata into the chosen modeling language, 
checking for differences and similarities in each schema and 
selecting the integration strategy are all tasks to be 
performed in pre-integration. Three additional tasks to 
perform in pre-integration are proposed in [30] as follows: 
schema element name adoption, schema element 
disambiguation and introduction of missing relationships.  

The output from this phase is a set of revised schemata, 
the definitions of schema elements and the chosen 
integration strategy. 

B. Comparison of the Schemata 
The second phase of schema integration has been 

researched a great deal and it has been called an important 
[29] and difficult phase [31][32]. Several authors [3][29][33] 
have assigned the following tasks to this phase: recognition 
of name conflicts, recognition of structural conflicts and 
recognition of inter-schema properties.  

The output from this phase is a description of schema 
element similarities and a description of differences and a 
description of inter-schema properties. 

C. Conforming the Schemata 
Also conforming the schemata, phase three has received 

some attention by other researches. For instance, in [32], the 
authors called it the most critical phase and in [13] it was 
called the key issue in schema integration. 

In conforming the schemata, the recognized similarities 
and differences are resolved by adjusting the input schemata. 

The recognized inter-schema properties are also used in 
this phase. However, its full value is shown in merging and 
restructuring where they are used as a guideline while not 
only merging the schemata but also restructuring the 
integrated schema.   

The output of this phase is a set of revised schemata. 

D. Merging and Restructuring 
The last task in the schema integration is merging and 

restructuring, in which the first task is to merge the revised 

input schemata into one global intermediate schema. The 
intermediate schema is then restructured, e.g., detected inter-
schema properties are introduced to semantically enrich the 
schema. Furthermore, schema elements that are truly 
redundant are recognized and removed from the schema. 
Merging the schemata as well as restructuring the schema 
results in a new intermediate schema.  

Before the integrated schema is handed over to the 
developers implementing the information system, the schema 
is again analyzed, meaning that the schema is checked and 
verified according to several quality criteria [3][21] and/or 
quality factors [24]. 

The result of this phase should be a high quality schema 
that can be passed to the following phases, in which the 
information system is implemented. 

IV. SOME BEST PRACTICES REGARDING SCHEMA 
QUALITY 

Both the Guidelines of Modeling (GoM) [26] and the 
quality factors explained in [24] have a focus on improving 
the quality of the modeling process and quality of the 
resulting product (i.e., the conceptual schema). 

Both frameworks are a good basis for understanding the 
quality of the conceptual modeling integration process. The 
Guidelines of Modeling provide a more strategic framework 
for covering all aspects of enterprise models (e.g., data, 
organization, processes, and behavior). The work in [24] 
focuses on data schemata (models), more specifically 
schemata modelled with ER diagrams.  

Because of its operational focus, we adopted the 
following practices from [24] for the integration process in 
order to fulfill the quality factors and improve the quality of 
the modeling: 

• Introducing a specific kind of stakeholder role – the 
information architect 

• Introducing continuous quality checks and reviews.  
As well as the general practices: 

• Stakeholder participation 
• Introducing naming conventions and standards 

The information architect (in [24] called data 
administrator) is a person introduced to review a schema 
with respect to the other data schemata (models) existing in 
the enterprise. 

According to the authors of [24], who proposed 
continuous checks and reviews for schema development, 
reviews must not only be made at the end but also before and 
during a development step. Such reviews should support the 
aim of the total quality management that the quality checks 
and reviews should NOT detect errors but prevent errors. 

The participation of different kind of stakeholders is a 
successful technique used in Information Systems and 
Enterprise Engineering. Since the schemata (models) 
represent the knowledge of ideas of people with different 
backgrounds, it is necessary that different stakeholders are 
involved. 

The introduction of an information architect implies also 
the usage and management of standards (e.g., what a schema 
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should look like syntactically, what terms are used and 
preferred to other terms, etc.). 

Beside this, the author of [27] also motivates the 
language as a factor for schema quality. According to [27] an 
important means to achieve good schema quality is to choose 
an appropriate language. He puts the language into the right 
perspective. A good language is useful but not sufficient. 
Someone can still generate a poor schema with a good 
language. Furthermore, the language is chosen already when 
modeling the original task.  But a language has two aspects, 
one regarding its notions defined in the meta-model and the 
other aspect is the external representation of notions. In [49], 
the author proposed nine principles of language 
representation: Semantic clarity, Perceptual discriminability, 
Semantic Transparency, Complexity Management, Cognitive 
Integration, Visual Expressiveness, Dual Coding, Graphic 
Economy, Cognitive Fit. Semantic clarity means that there 
must be a one to one mapping between a representation and a 
notion. Perceptual discriminability is given if concepts are 
well distinguishable with their representation. A semantic 
transparency exists if the representation supports the 
meaning of the notion. With complexity management, the 
level of abstraction and filtering is supported by notion 
representations. A language has a cognitive integration if it is 
possible to navigate between subsets (i.e., different 
diagrams) of the language. Visual expressiveness describes 
to what extent the language cognitive variables (e.g., shape, 
size, color, brightness, etc.) support good interpretation and 
understanding of a schema. Does the language support 
graphical notation together with text (i.e., dual coding)? Are 
there not too many symbols for expressing notions of the 
language (graphic economy)? Finally, is it possible to adapt 
and use symbols, which were selected for the specific 
audience and the skills of the audience (i.e., cognitive fit)? 
Whereas the language itself cannot be changed, the external 
representation of the language can be changed in order to fit 
with the skills of the audience. The minimal change is the 
harmonization of external representations (semantic clarity), 
if there is no one-to-one mapping between the external 
representation and the notion and one notion has more 
representations. Another possibility would be to transform  
more abstract representations of notions to representations 
that fit with the skills of all users. Finally, representations 
can be changed in size and color to represent a certain state 
of a schema element (e.g., a concrete class). This would be a 
way to express that a certain schema element is already 
integrated. 

The use of boundary objects can be another best practice 
especially for the communication between different kinds of 
stakeholders. In [34], the authors introduced boundary 
objects to communicate between professionals and amateurs 
in the zoological research field. Boundaries are abstracts that 
support the sharing of the knowledge and communication 
between communities of practice. Boundary objects are 
interfaces between these communities. In [35], the author 
described four classes of boundary objects: repositories, 
standardized forms and methods, physical objects like 
prototypes or models. Furthermore, he distinguishes between 
three types of knowledge boundaries between communities 

of practices: syntactic, semantic and pragmatic boundaries. 
Syntactic boundaries exist if different communities have 
different vocabularies. In this case, a common lexicon can 
support the overcoming of the differences. To solve semantic 
boundaries, the parties must create and define a common 
meaning with the help of boundary objects.  Finally, 
boundary objects for pragmatic boundaries help to establish a 
negotiation process to find common interests. A pragmatic 
boundary always includes a semantic and a syntactic 
boundary. Also, a semantic boundary includes a syntactic 
boundary. In [36], enterprise architecture artifacts are 
introduced as boundary objects to support the 
communication and coordination in an enterprise 
transformation process.  

Boundary objects should also be used during integration 
since many different kind of stakeholders are involved. 
Stakeholders can have different views on the domain and 
even different vocabularies and meanings. They also use 
parts of the schemata differently. Hence, schema integration 
has to solve even pragmatic boundaries. Therefore, boundary 
objects for pragmatic boundaries are needed.  

Even the schema in the original modeling language can 
be a boundary object, because boundary objects can be 
schemata too. In the following, we will differentiate between 
a schema, the modeling language already in use for modeling 
and integration and boundary objects in a stricter sense. In 
this sense, a boundary object is any extension to the given 
schema or any additional method or schema from a different 
modeling language, if the original modeling language does 
not have sufficient power to act as an interlingua between all 
stake holders.  

However, no predefined set of boundary objects exists, 
which fulfill the criteria to support communication. 
Therefore, the challenge is to find the adequate boundary 
object for a communication purpose. If there were several 
previous integration process projects in an enterprise, then 
the stakeholders can rely on given experiences. However, if 
it is the first integration project, then the stakeholders must 
agree on what kinds of models, objects, repositories or the 
like that they will use. 

V. APPLYING BEST PRACTICES TO INTEGRATION TASKS 
In general, the best practice of “continuous 

improvement” is a driver for the whole integration process. 
Whereas quality is usually considered in or even after the last 
step of schema integration, we will follow the principle to 
introduce quality as early as possible. Therefore, we will 
focus on tasks needed during the whole integration process 
and not only in the last phases. We will relate the tasks to the 
best practices in order to improve them. These tasks are: 
choosing the right integration strategy, choosing the right 
conflict resolution methods for the chosen level of 
abstraction, introducing inter-schema properties to improve 
and clarify dependencies, combining methods, approaches 
and guidelines to facilitate recognition of conflicts and 
finally restructuring.  
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A. Choosing the Right Integration Strategy 
In [3], several strategies are proposed to integrate end-

user schemata (views). They distinguish between binary and 
n-ary integration strategies. Among the binary strategies, a 
ladder strategy or a balance strategy can be chosen. In the 
ladder strategy, the stakeholders start with two views. They 
integrate these two views. Then the first integrated schema is 
compared and matched with another view and so on. In the 
balanced strategy two views are integrated to become an 
intermediate schema. This intermediate schema is integrated 
with other intermediate schemata until the global schema is 
reached. The n-ary strategies are the one-shot strategy (a 
global schema is generated at once from all views) and the 
iterative strategy. The iterative strategy uses one shot 
strategies only to produce intermediate schemata. These 
schemata are then integrated with each other (two or more). 
Integrated schemata can also be integrated with further 
views. The iterative strategy can be seen as a mixture of the 
previous three strategies.  

Figure 2 illustrates how the binary ladder strategy aids in 
the process of providing enough points of inspection during 
the schema integration process. 

 

 
Figure 2. Binary ladder integration strategy with enough inspection points 

 
1) Continuous Checks and Reviews 

For continuous checks and reviews, the integration 
strategy must provide enough definite points of inspections.  

A one shot strategy can be excluded as a good strategy by 
applying this best practice. Otherwise, it would mean that a 
global schema exists without any intermediate results. If 
intermediate results are missing, then it is impossible to 
define definite review milestones. Following the best 
practice of continuous improvement given in literature, an 
iterative and balanced or ladder strategy should be applied. 
Doing so, this intermediate schema can be reviewed each 
time an intermediate schema is generated.   
It cannot be decided which of the other three strategies that 
should be chosen since all these strategies have intermediate 
points where schemata can be reviewed before or during 
integration. The decision between a balanced, a ladder, or an 
iterative strategy, is a pragmatic decision of available time 
for the integration and other environmental factors. 

2) Information architect, stakeholder participation and 
standards  

Since integration is part of modeling an information 
architect, standards and stakeholder involvement are also 
necessary for integration.  

The information architect has to assure that a certain 
intermediate schema as well as the additional views already 
have to be integrated in compliance with existing schemata 
in the enterprise. Stakeholders check the semantic 
correctness and completeness with respect to a certain 
examined section represented by the views (schemata) or 
intermediate schemata. For both information architect and 
stakeholder involvement, strategies that have more 
intermediate points for discussions and reviews (i.e., ladder, 
balanced, iterative strategy) are more supportive. 

Standards help to check if the schema is syntactically 
correct and if terms are used in compliance with the 
enterprise. It is therefore necessary that standards are used. 
Standards equally drive all the four strategies (one shot, 
ladder, balanced and iterative). Knowledge repositories, such 
as stemmers and lemmatizers, could be used to facilitate the 
task of checking that terms are used in a correct way. 
Drawing tools might also aid in the modelling process and be 
used to check that the schema is syntactically correct. 

B. Choosing the Right Conflict Resolution Methods for the 
Chosen Level of Abstraction 
In the second phase of schema integration, comparison of 

the schemata, two schemata are always compared to find the 
similarities and differences often referred to as conflicts. In 
the third phase that follows, conforming the schemata, the 
similarities and differences, i.e., the conflicts, are resolved. 
The problem is that the same resolution methods are often 
proposed (and used) for both implementation neutral 
schemata and implementation dependent schemata. 
However, using different conflict resolution methods for 
different levels of abstraction is very important since 
schemata are designed to be applied on different levels of 
abstraction. For instance, an implementation neutral schema 
is often used in the earlier phases of information systems 
development while an implementation dependent schema in 
the later phases is close to programming and technical issues. 

The purpose of the schema under design may also vary. 
This is also addressed in [37], in which the authors state that 
“A schema can serve at least four different purposes. First, it 
can be used for clarifying the language used in an 
organisation. Secondly, it can be used for making explicit the 
rules that prevail in an organisation, which helps to criticise 
them and possibly to draw up new rules. Thirdly, a schema 
can be useful for reviewing existing information systems. 
Fourthly, a schema can be used for developing a new 
information system.” (p. 122). 

One way to combine the two levels of abstraction, 
implementation neutral and implementation dependent, with 
the quotation given in[37] is described in Table I.  

Summing up, if the differences between an 
implementation independent schema and an implementation 
dependent schema are ignored and the same conflict 
resolution methods are used, we might end up with not only 
a schema that is hard to understand but also end up with 
semantic loss. It is therefore of great importance that 
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choosing the right conflict resolution methods for the chosen 
level of abstraction is taken into consideration in schema 
integration. 

 

TABLE I. SCHEMA PURPOSE COMBINED WITH SCHEMA LEVELS OF 
ABSTRACTION 

Purpose ([37]) Level(s) of 
abstraction 

Comment 

Clarifying the 
language used in an 
organisation. 

Implementation 
neutral level 

Often the designers 
are interested in 
concepts and 
connections between 
concepts and not in 
implementation 
dependent issues. 

Making explicit the 
rules that prevail in an 
organisation. 

Implementation 
neutral level 

Rules must be 
expressed in a way 
that makes it possible 
for stakeholders to 
understand the rules 
and thus be able to 
criticize them. 

Reviewing an already 
existing information 
system. 

Implementation 
dependent level 

In this case the schema 
should describe an 
already implemented 
information system. 

Developing a new 
information system. 

Implementation 
independent level / 
implementation 
dependent level 

The designers might 
not only use different 
schemata during the 
development of the 
information system 
but also different 
modeling languages 
dependent on phase 
and focus in the 
information systems 
development process. 

 
1) Continuous Checks and Reviews 

Having compared two source schemata and recognized 
the conflicts between these, it is important that during the 
third phase, conforming the schemata, the right conflict 
resolution methods are used. Since this is not always the 
case, applying the best practice of continuous checks and 
reviews are of importance. If the designers and/or 
stakeholders introduce a resolution method that should not 
be used for the current level of abstraction, it should be 
recognized during continuous checks and reviews and 
changed to the right one. This should in the end contribute to 
an integrated schema with high quality since an additional 
check and review has been conducted. For instance, if during 
comparison of the schemata we have recognized a synonym 
conflict, e.g., Customer in schema 1 and Client in schema 2 
(see Figure 3), it should be resolved during the conforming 
of the schemata by introducing a resolution method that is 
applicable for the current level of abstraction. 

It should be noted that if the schemata are designed on an 
implementation neutral level it is important that a resolution 
method that retains all concept names and dependencies are 
applied since they might be of importance for one or several 
stakeholders. We should therefore not rename one or both 
concept names, which is one of the most common proposed 
resolution methods for a synonym conflict but instead 

introduce a resolution method that keeps both concept 
names. One way to fulfill this could be to introduce mutual 
inheritance dependency described as: A and B are synonyms 
if and only if A inherits B and B inherits A [39]. 

 

 
Figure 3. Recognition of synonyms [38] (p. 71) 

2) Information architect, stakeholder participation and 
standards  

By involving not only the information architect but also 
the stakeholders, several of the mentioned pitfalls can be 
recognized and addressed in the current iteration cycle. This 
is motivated since it is the stakeholder and the information 
architect that possess the knowledge about their organization 
and on how the concepts should be named and connected to 
each other. The information architect also has to take into 
account already existing source schemata within the 
enterprise while a stakeholder might instead focus on 
integrating a schema of a specific department. 

Naming conventions, standards and ontologies, so-called 
knowledge repositories, might also exist in the enterprise that 
need to be taken into account in the integration. It should be 
noted that these naming conventions and standards do not 
restrict the naming of the concepts which impoverish the 
language used in the schema but instead are used as a tool to 
facilitate the integration process as such. Therefore, 
standards should not enforce the usage of one concept name 
but instead give guidelines on how concept names should be 
used such as name concepts in the singular. 

3) Modeling languages, its external representations and 
boundary objects  

Conventions are not only necessary for the naming of the 
schema elements. If a language does not have a one to one 
mapping but a symbol redundancy exits [20], then one and 
the same symbol has to be chosen in all schemata. Otherwise 
it confuses the stakeholders. 

Some authors, e.g., [40], even eschew the distinction 
between classes and attributes if possible. The modeling 
language ORM [40] focuses on the representation of facts. 
There are no classes and attributes. Instead, object types are 
related to each other via roles. KCPM [41] has adopted this 
strategy. This not only helps to be more stable if requirement 
changes occur, but also has an advantage in schema 
integration. Problems of structural conflicts can be avoided.  

In KCPM, even glossaries were added as an additional 
means for representing the schema. Such modeling 
languages and more sophisticated representations of schema 
elements can be used for both implementation independent 
and implementation dependent schemata. If the language 
itself does not provide a glossary representation, it can be 
introduced as a boundary object. Additionally, ontologies 
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and knowledge repositories can be seen as boundary objects 
too. 

C. Introducing Inter-Schema Properties to Improve and 
Clarify Dependencies 
Another task in pre-integration (phase 1) and comparison 

of the schema (phase 2) is the recognition of inter-schema 
properties. An inter-schema property is not really a conflict 
but it describes a specific dependency (link) between two 
concepts often referred to as two concepts that are similar but 
not exactly the same concept. Two of the most common 
inter-schema properties as described in literature are 
holonym-meronym dependencies “part-of” (see Figure 4a) 
and hypernym-hyponym dependencies “is-a” (see Figure 
4b).  

 

 
Figure 4. Inter-schema holonym-meronym property (a) and inter-schema 

hypernym-hyponym property (b)  

When two schema elements partly match and have been 
recognized as an inter-schema property, it is documented and 
passed to the following phase in the schema integration 
process, in which it is used as a knowledge repository and/or 
guideline on how to resolve the partly recognized match.  

Introducing and being able to use inter-schema properties 
in the schema integration process is of great importance 
since an inter-schema property should have a clearer 
meaning then, for instance, an association dependency 
between two concepts. The inter-schema property should 
therefore also be used not only to clarify and improve a 
specific meaning of two concepts but also to reduce the 
number of concepts in the integrated schema if possible. 
Nevertheless, it should be noted that reducing the number of 
concepts should be done very carefully. Deleting a concept 
might not only reduce the quality of the integrated schema 
but also at the worst violate the completeness quality factor 
addressed in [24]. 

Finally, a holonym-meronym dependency might be of 
two types: aggregation and composition, in which 
composition is the stronger one. 

1) Continuous Checks and Reviews 
In the second phase of the schema integration process, 

comparison of the schemata, either the binary strategy (see 
Figure 2) or n-ary iterative strategy should be used while 
recognizing similarities and differences, e.g., inter-schema 
properties, between two source schemata. When an inter-
schema property has been recognized, it should be 
documented and passed on to the following phases in the 
integration process. In the end, the inter-schema property 
should not only, be treated as a source to semantic 
improvement but also be used as guidance anda knowledge 
repository. 

Nevertheless, an inter-schema property should be used in 
the right way and not in a way that pollutes the source 
schemata and/or the integrated schema. In the worst case, an 
inter-schema property is used in a wrong way causing 
semantic errors. Applying the best practices of continuous 
checks and reviews is therefore of great importance to 
improve not only the quality of the integrated schema as such 
but also to verify that the inter-schema property is used in a 
correct way. 

For instance, if we in the comparison of the schemata 
have recognized not only a hypernym-hyponym dependency 
between concept Article and Product in schema 1 but also a 
hypernym-hyponym dependency between concept Product 
and Article in schema 2, problems might later on be 
introduced into the integrated schema (see Figure 5).  

 

 
Figure 5. Recognition of difference between two source schemata including 

inter-schema hypernym-hyponym properties [38] (p. 90) 

The inter-schema dependencies are documented and 
passed on to the following phase, conforming the schemata, 
in which the schemata are adjusted to solve the recognized 
conflicts and inter-schema properties. Finally, the modified 
source schemata (and some extra information resources) are 
passed to the last phase, merging and restructuring, in which 
the schemata are first merged and later on restructured. In the 
worst case, both hypernym-hyponym dependencies 
described above, Article and Product, are introduced to the 
integrated schema causing what is sometimes called reverse 
subset relationship [21] or cyclic generalization [29] (see 
Figure 6).  

 

 
Figure 6. Reverse subset relationship / cyclic generalization (adapted and 

modified from [38]) 

 
However, applying the best practice of continuous checks 

and reviews, this problem should be recognized and resolved 
in the current iteration cycle and not left till later iterations in 
the integration process. Figure 7 illustrates how the reverse 
subset relationship / cyclic generalization can be resolved by 
introducing mutual inheritance dependency [39]. 
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Figure 7. Reverse subset relationship / cyclic generalization resolved by 

introducing mutual inheritance depencency [38] (p. 90) 

2) Information architect, stakeholder participation and 
standards  

Introducing inter-schema properties should result in a 
semantically richer schema since the inter-schema properties 
should have a much clearer meaning compared with the 
association dependency with or without specified cardinality, 
for instance. Nevertheless, introducing new schema 
constituents could result in new problems and errors not only 
since it is the stakeholders that have to be trained in using the 
new constituent in a correct way, for instance, during a 
modeling sessions, but also since the new constituent needs 
to be taken into account during schema integration. 
Involving information architect as well as stakeholders is 
also of great importance, since these actors possess the 
knowledge about their specific domain. Therefore, they also 
know how to name concepts and how concepts should be 
connected. 

Finally, so-called knowledge repositories (e.g., naming 
conventions, standards and ontologies) might also exist 
within the enterprise where the integration is taking place. 
Ontology, or even domain ontology, might be useful when 
deciding how to resolve the cyclic generalization 
dependency. This is the case since a description on how 
concept Article and concept Product are dependent might be 
stated in the ontology (see Figures 5-7). 

3) Modeling language and boundary objects 
If the modeling language does not provide the possibility 

to model inter-schema properties, then these dependencies 
can be seen as a boundary object. 

D. Combining Methods, Approaches and Guidelines to 
Facilitate Recognition of Conflicts 
In the first phase, pre-integration, as well as in the second 

phase, comparison of the schemata, the source schemata are 
analyzed aiming to recognize similarities and differences 
within one source schema and between two source schemata, 
generally referred to as conflicts. In doing so, several 
matching approaches are needed. The result from each 
matching approach also needs to be combined into one 
result. This is motivated since combining the result from 
several matching approaches into one result should produce 
a better result than just using the result from one single 
approach [42]. For instance, in [43], the author has described 
and exemplified the use of matching approaches for 
recognizing similarities and differences while integrating 
structural Karlstad Enterprise Modeling schemata. In [43], 

the author uses a composite schema based matching 
approach, in which “[…] the match result of a first matcher 
is consumed and extended by a second matcher […]” [42] (p. 
343) The composite schema based matching approach 
described in [43] is divided into two parts stating with 
element level matching followed by structural level matching 
(Figure 8). Element level matching includes the usage of 
concept name comparison, linguistic rules and if a domain 
ontology exists also domain ontology-based matching. 
Structural level matching includes the usage of rule-based 
comparison and if they exist also domain ontology matching 
and/or taxonomy based matching. 

 

 
Figure 8. Matching as described and discussed in [43] 

To illustrate the importance of using several methods, 
approaches and guidelines, so-called matchers, we will 
shortly address some aspects of the matching approach 
illustrated in Figure 8. In doing so, we use the example 
schemata illustrated in Figure 9. For a more complete 
description and discussion of the example, the reader should 
refer to [43]. It should be noted that in the matching example 
described below we focus on recognizing similarities and 
differences between two source schemata. In other words, 
we emphasise the second phase, comparison of the schemata, 
mentioned as a challenge [33], also referred to as an 
important [29] and difficult [31] [32] [44] phase of schema 
integration. It should also be noted that the end result of the 
matching approach might include redundant dependencies 
and concepts since we have not yet decided on what 
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dependency to use, e.g., synonym or inter-schema 
hypernym-hyponym. 

Figure 9a illustrates the result after conducting the first 
phase, pre-integration and Figure 9b the result after applying 
the composite schema based matching approach as described 
in [43] but before deciding if it is a conflict, synonym, or an 
inter-schema hypernym-hyponym dependency between 
Order and High Priority Order. Finally, Figure 9c shows the 
legend of the used symbols in Figure 9. 

 
Figure 9. Illustrating example of matching approaches (adapted and 

modifed from [43]) 

Figure 9a should be interpreted as follows: S1.Order is 
composed of one or several S1.Order Item while S1.Order 
Item is part-of (dependent on) exactly one S1.Order. The 
same interpretation is applicable for S2 with the change of 
concept name from S1.Order to S2.High Priority Order. 

Figure 9b should be interpreted as follows: S1.Order is 
composed of one or several S1.Order Item and S2.Order 
Item while S1.Order Item and S2.Order item is part-of 
exactly one S1.Order. S2.High Priority Order is composed 
of one or several S1.Order Item and S2.Order Item while 
S1.Order Item and S2.Order item is part-of exactly one 
S2.High Priority Order. Finally, S2.High Priority Order is-a 
S1.Order and S1.Order and S2.High Priority Order are 
synonyms. 

Focusing on name comparison, linguistic rules and rule 
based comparison, we may describe the process of matching 
the two source schemata in Figure 9a as follows: 

Name comparison, the labels of schema 1 are compared 
to the labels of schema 2, on the element level results in the 
following correspondences: S1.Order Item = S2.Order Item, 
S1.Order Item ~ S2.High Priority Order, S1.Order ~ 
S2.Order Item and S1.Order ~ S2.High Priority Order.  

Applying two linguistic rules on the element level 
sharpen the meaning of the three last correspondences as 
follows: S1.Order Item belongs/related to S2.High Priority 
Order, S2.Order Item belongs/related to S1.Order and 

S2.High Priority Order is-a S1.Order. The linguistic rules 
are in [30] (p. 415) described as follows: 
 

a) If the compared schema elements have names in the 
form of A and AB […], then the relationship “AB 
belongs/related to A” can be assumed between the 
elements. 

 
b) If the compared schema elements have names in the 

form B and AB […], then the relationship “AB is a 
B” can be assumed between the elements. 

 
Applying rule based comparison, first addressed in [38] 

and later adapted and modified in [30] [43] [45] [46], on the 
structural level, the following might be suggested: S1.Order 
is synonymic with S2.High Priority Order (1), S2.High 
Priority Order is-a S1.Order (2), S2.Order Item is part-of 
(composition) S1.Order (3), S1.Order Item is part-of 
(composition) S2.High Priority Order (3) and finally 
S2.High Priority Order is-a S1.Order (4).   

The rules applied in the presented example might be 
described as follows: 

1) If the comparison of concept names, element level 
matching, yields match and the comparison of 
concepts neighborhood, structural level matching, 
yields partial match, with one concept in each 
source schemata named differently, then synonymic 
concepts are most likely recognized.  

2) If the comparison of concept names, element level 
matching, yields match and the comparison of 
concepts neighborhood, structural level matching, 
yields partial match, with one concept name named 
with prior addition to the other one, then an inter-
schema hypernym-hyponym property is most likely 
recognized. 

3) If the comparison of concept names, element level 
matching, yields partially match and the 
comparison of concepts neighborhood, structural 
level matching, yields partial match or match, with 
one concept named with a following addition to the 
other one, then an inter-schema holonym-meronym 
property is most likely recognized. 

4) If the comparison of concept names, element level 
matching, yields partially match and the 
comparison of concepts neighborhood, structural 
level matching, yields partial match or match, with 
one concept named with a prior addition to the 
other one, then an inter-schema hypernym-
hyponym property is most likely recognized. 

1) Continuous Checks and Reviews 
Having designed the source schemata, it is important that 

in both pre-integration and comparison of the schemata a 
combination of matching methods, approaches and 
guidelines are used to recognize not only conflicts within one 
source schema but also conflicts between two source 
schemata. In doing so, it is possible to check the quality of 
the schema after each matching approach has been applied 
and if necessary also to review the schema. It should, 
however, be noted that the schemata produced using each 
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matching method, approach and guideline are intermediate 
versions of the schemata that are finally going to be 
integrated. For instance, in the example described above, 
name comparison results in several matches while the 
linguistic rules that follow sharpen the meaning of these 
matches ending up with new intermediate versions of the 
schemata. Doing continuous checks and reviews after each 
matching method, approach and guideline has been applied, 
should contribute to a high quality integrated schema. This is 
motivated since recognizing problems as early as possible 
should contribute to a review that is not as cumbersome as 
identifying problems later on in the integration process 
resulting in big changes. 

2) Information Architect, Stakeholder Participation and 
Standards 

As addressed in [42], the selection of matchers, in our 
case methods, approaches and guidelines can be made both 
automatically and manually by a user. However, a generic 
automated solution process, which selects methods, 
approaches and guidelines to combine, is difficult to 
accomplish and besides, a manual selection process is easier 
to implement. A semi-automatic approach, including both 
automatic and manual tasks, should therefore be chosen. 
During such semi-automatic approach, the information 
architect as well as stakeholders should be very much 
involved. This is also emphasized in [42], in which the 
authors state that “[…] user interaction is necessary in any 
case […]” (p. 343), referring to the process of selection of 
matchers. This is also in line with [24], who state: 
“Involvement of all stakeholders in the data modelling 
process was found to be more important than any other 
single issue in achieving quality improvements.” (p. 646). In 
general, the information architect and the stakeholders 
should be involved during the whole integration process 
meaning that they should also be involved while checking 
and reviewing each source schemata after each method, 
approach and guideline has been applied.  

Finally, standards such as naming conventions are also 
important to take into consideration during schema 
matching. This is motivated since ontologies [47] as well as 
lexicons such as WordNet [48] are useful in the process of 
recognizing similarities and differences and should therefore 
be part of schema matching. 

E. Restructuring 
Restructuring is the last task within the fourth phase 

(merging and restructuring). If there is a need to semantically 
enrich the schema, then detected inter-schema properties can 
be introduced. Usually, the better the steps and tasks before 
have been executed, the less has to be done for restructuring. 
However, especially for the implementation dependent 
level, restructuring is needed to prune and optimize the 
resulting schema. It is also necessary if schema alignment 
and merging were done automatically. Once again a 
semantic and pragmatic understanding of the terms is 
required. 
 
 

1) Continuous checks and reviews 
 Continuous checks and reviews can be applied as a 
quality improving instrument to avoid that pruning leads to 
a schema that is not any longer agreed on by all involved 
parties. After each major restructuring solution the schema 
should be checked if its semantic content has not been lost. 

2) Information architect 
Once again the information architect can act as a 

mediator between the stakeholders. If necessary, it is his 
obligation to describe the pragmatics and effects of a 
schema change. He is also a supervisor for executing several 
schema checking and restructuring methods and as an 
organizational interface when working with boundary 
objects. 

3) Stakeholder participation  
The more stakeholders from different interest group are 

involved the more perspectives are considered. 
4) Modeling languages and boundary objects 

Good modeling languages or additional boundary 
objects can prevent misunderstandings and errors. 

In [49], the author has proposed the introduction of icons 
and pictures to improve the comprehensibility of conceptual 
schemata. Others [40] [50] have focused on verbalization of 
conceptual schemata. Verbalization is a technique, where 
elements of a schema are translated back to its natural 
language representation. For a class diagram this means that 
classes and attributes are mainly translated into nouns and 
noun phrases. Associations between classes are translated 
into sentences, which contain the translated classes as the 
sentence subject and objects.  They argued that a conceptual 
schema, which is transformed back to natural languages 
sentences representing facts of the domain, is more 
understandable. Especially, non-computer scientists, who 
are not familiar with the notions and notations of a modeling 
language, will be supported with this approach.   

For implementation dependent schemata additional 
techniques adopted from model checking and validation can 
be used for restructuring. Suppose the schema was 
developed for an information system, particularly for the 
database used by the information system.  Forms (i.e., user 
interfaces) can help the stakeholders to understand, which 
schema elements are necessary for which features of the 
information system.  

Visual query languages [51], which allow the navigation 
through the conceptual schema, are another way of checking 
the schema. For the OMT modeling language, [52] has 
proposed the manual checking of the schema against natural 
language queries. In [53], a proposal was made on how this 
can be automated. Advantages and technical problems were 
discussed. With visual or controlled natural language query 
languages, manual query checking and/or systems that 
check the schema automatically based on queries, a 
restructuring and validation cycle can work as illustrated in 
Figure 10.   
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Figure 10. Restructuring task with queries 

At the beginning, there is the integrated schema. Since the 
schema will be implementation dependent, meaning that 
there will a database working on base of the schema, queries 
should be generated (1). These are the queries, which most 
likely will be applied on the integrated database schema. The 
Information architect together with the stakeholders should 
generate these queries. Afterwards the queries are executed 
manually or automatically with a tool on the conceptual 
schema (2). The result of these executions should be 
reviewed (2) and the schema should be discussed (3), i.e., is 
the database schema already optimized for the queries or not. 
Depending on the result (4), the schema should be 
restructured and optimized (5) or it turns out that the schema 
already fits with the retrieval requirements of the 
stakeholders (6). In this case, the final restructured schema 
was developed. Finally, with a modeling language (e.g., 
ORM or KCPM) that does not distinguish between classes 
and attributes but nevertheless provides mappings to the 
logical database schema restructuring can be supported. 
There is no need to prune a class to an attribute if this class 
does not have further properties. The transformation rules 
given by these modeling languages will do this.   

These examples show that choosing the right modeling 
language does not only help during the modeling but also 
later supports possible schema integration. If the original 
modeling language used is not sufficient, all the stakeholders 
(i.e., the information architect and the other involved 
stakeholders) should agree on some boundary objects (e.g., 
glossaries, or methods such as querying) to get a common 
understanding and negotiate about the schema.  

VI. CONCLUSION AND FUTURE WORK 
In this article, we have focused on schema quality within 

the schema integration process. In doing so, we have 
addressed five best practices of quality improvement given in 
the literature and five specific integration tasks that should 
increase the quality of the schema being designed. The best 
practices addressed are: continuous checks and reviews, 
information architect, stakeholder participation and 
standards, a good modeling language as well as the use of 
boundary objects.  The five integration tasks addressed are: 

choosing the right integration strategy, choosing the right 
conflict resolution methods for the chosen level of 
abstraction, introducing inter-schema properties to improve 
and clarify dependencies, combining methods and 
approaches and guidelines to conflict resolution and finally 
restructuring. Wherever it is possible, we have also 
addressed, within each integration task, how the best 
practices might be used to aid in the process of producing a 
high quality schema.  

To conclude (see also Table II), the best practices used 
for conceptual modeling if addressed in connection to 
schema integration can improve the five mentioned tasks and 
hence the integration process as such. Continuous checks and 
reviews, information architect and stakeholder participation 
can be drivers for choosing the right integration strategy. 
Continuous checks and reviews, standards, information 
architect and stakeholder participation are essential in the 
conflict resolution task. The more conflicts are checked and 
resolved the better. The more the stakeholders and the 
information architect is involved the more conflicts can be 
resolved. Standards support this task as long as they do not 
restrict the specific naming of enterprise concepts. 

For the inter schema property introduction, which is used 
in at least two phases of the integration process, continuous 
checks and reviews can help to verify that the inter-schema 
property is used in the correct way. Stakeholders and the 
information architect are those who possess the domain 
knowledge and can thus support the aim to get a 
semantically richer schema with clear meanings. Standards 
and ontologies are useful to support the detection of inter-
schema properties. 

Modeling language of good quality (i.e., language with 
specific features and a good external representation that 
supports schema understanding) is important for the 
following task: choosing the right conflict resolution 
methods for the chosen level of abstraction, introducing 
inter-schema properties to improve and clarify dependencies 
and during restricting. Boundary objects can also be applied 
in choosing the right conflict resolution methods for the 
chosen level of abstraction, introducing inter-schema 
properties to improve and clarify dependencies and during 
restricting. 

In the long run, these improved tasks contribute to a high 
quality integrated schema.  

To summarize, in this work we have described a 
framework for the schema integration process and aligned 
best practices to task. In future, we will study some of the 
best practices in detail. For instance, the kinds of external 
representations that are good for the schema integration 
purpose are important to identify. This question is also 
important for boundary objects. Are there specific boundary 
objects that should be preferred? It might also be important 
to determine if the approaches to restructuring the 
implementation dependent schema can also be applied to 
implementation independent schemata. 
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TABLE II. BEST PRACTICES AND INTEGRATION TASKS 

Integration 
tasks/Best 
Practice 

Choosing the Right  
Integration Strategy 

Choosing the Right 
Conflict Resolution 

Methods for the 
Chosen Level of 

Abstraction 

Introducing Inter-
Schema Properties to 
Improve and Clarify 

Dependencies 

Combining Methods, 
Approaches and 

Guidelines to 
Facilitate 

Recognition of 
Conflicts 

Restructuring 

Continuous 
Checks and 

Reviews 

Are facilitated by the 
ladder, balanced and 
iterative integration 
strategy.  

Are the enablers to 
verify that the schemata 
illustrate the chosen 
level of abstraction 
during the whole 
integration process. 

Are the enablers to 
verify that the inter-
schema properties are 
used in a correct way 
during the whole 
integration process. 

Are the enablers to 
verify that each 
method, approach and 
guideline are used in a 
correct way and that 
each of these 
contributes to a more 
reliable matching 
result during the whole 
integration process. 

Are the enablers to 
verify that the 
schemata are correct 
after each greater 
restructuring. 

Information 
Architect 

Checks and verifies, from 
the perspective of the 
information architect, that 
an appropriate integration 
strategy is choosen. 

Checks that the choosen 
conflict resolution 
methods are in 
compliance with existing 
enterprise schemata. 

Checks that the 
introduced inter-
schema properties are 
in compliance with 
existing enterprise 
schemata. 

Checks that the result 
from each method, 
approach, and 
guideline complies  
with existing 
enterprise schemata. 

Moderates the  
restructruing process. 
The information 
architect can give 
information on which 
pragmatic effects a 
certain restructuring 
decision can have. 

Stakeholder 
Participation 

Checks and verifies, from 
the perspective of the 
stakeholders, that an 
appropriate integration 
strategy is choosen. 

Checks that choosen 
conflict resoluton 
methods are semantically 
correct and that the 
schema is complete from 
a stakeholder 
perspective. 

Checks that the 
introduced inter-
schema properties are 
semantically correct 
and that the schema is 
complete from a 
stakeholder 
perspective. 

Checks that each 
method, approach and 
guideline produces 
semantically correct 
results and that the 
schema is complete 
from a stakeholder 
perspective. 

Improves the schema 
quality since the 
stakeholders are 
informed about the 
effects of a restructing 
decision and therefore 
also can influence how 
restructuring is 
performed. 

Standards Help in the process of 
checking that the schemata 
are syntactically correct 
and that terms are used in 
compliance with the 
enterprise schemata. 

Help in the process of 
introducing the correct 
resolution method for 
not only naming 
conflicts but also 
structural conflicts. 

Help in the process of 
introducing the correct 
inter-schema propterty 
and help in the process 
of introducing the 
inter-schema property 
in a correct way. 

Help in the process of 
introducing and 
applying each method, 
approach and 
guideline.  

Not applicable 

Modeling 
language 
quality 

Not applicable A modeling language, 
which does not 
distinguish between 
classes and attributes can 
prevent structural 
conflicts 

Not applicable Not applicable The modeling 
language and its 
external representation 
can support 
restructuring (e.g., by 
providing modeling 
elements that make 
restructuring easier) 

Boundary 
objects 

Not applicable With the right boundary 
objects, the stakeholders 
can be made aware that 
conflicts exist. 

Interschema properties 
can be seen as 
boundary objects. 

Not applicable Boundary objects in 
the form of additional 
methods can help to 
identify possible errors 
and can support the 
understanding of the 
schema. 
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