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Abstract—A code smell is any symptom in the source code that possibly indicates a deeper maintainability problem. Code smell introduction is a creative task - developers unintentionally introduce code smells in their programs. In this study, we try to obtain a deeper understanding on the relationship between developers and code smell introduction on a software. We analyzed instances of code smells previously reported in the literature and our study involved over 6000 commits of 5 open source object-oriented systems. First, we analyzed the distributions of developers using specific characteristics to classify the developers into groups. Then, we investigated the relationships between types of developers and code smells. The outcome of our evaluation suggests that the way a developer participates in the project may be associated with code smell introduction.
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I. INTRODUCTION

Software development is a complex activity that does not end even when the software is delivered. Usually, a software needs to be modified to correct faults, to improve performance or other attributes, or to adapt the product to a modified environment [1]. However, continuous change can degrade the system maintainability. The degree of maintainability of a software system can be defined as the degree of ease that the software can be understood, adjusted, adapted, and evolved, and comprises aspects that influence the effort required to implement changes, perform modifications and removal of defects [2]. There are several issues that decrease the maintainability of a software system, such as problems with design principles, lack of traceability between analysis and design documentation, source code without comments and code smells.

Code smells are characteristics of the software that may indicate a code or design problem that can make software hard to evolve and maintain [3]. For instance, the more parameters a method has, the more complex it is. It would be desirable to limit the number of parameters you need in a given method, or use an object to combine the parameters. The presence of code smells indicates that there are issues with code quality, such as understandability and changeability, which can lead to maintainability problems [4].

The code quality depends on how good the developers are. However, there is little knowledge about the influence of developers on the introduction of code smells in a software system. Previous work focus on code smell detection and removal [5][6] and other studies focus on the awareness about code smells on the developer’s side [4][6]. The challenge is to further understand the relationship between developers and code smell introduction. As a result, software managers have little knowledge on how the development team affects the software maintainability.

There are still some questions regarding the interplay between developers and the existence of code smells in a source code. Can the way how a developer Works in a Project, be used to understand the frequency of some code smell introduction in a source code? What types of code smells a developer is more likely to introduce? Understanding these issues may help developers to improve their skills and to build team culture with the purpose of avoiding code smells.

This paper presents a study to assess the influence of developers in code smell introduction in software code. Our investigation focused on the study of five software maintenance projects. The projects were selected because of the following characteristics: they were open source projects; information about them were available in a Git repository [7]; they had a substantial number of commits (over a seven hundred each); and they were developed using an object oriented programming language (Java).

This paper is structured as follows: Section 2 presents the concepts related to Code Smells and the classification of the developers. Section 3 describes a proposed method to sort the developers in groups and assess the contribution on the variation of Code Smells in the source code of the software. Section 4 demonstrates a case study for the application of the method of classification of developers, evaluating the influence of each developer group in variation of Code Smells. Section 5 describes related work and finally, Section 6 presents the conclusion of this article.

II. STUDY PRELIMINARIES

This Section presents the definitions of code smells and of developer characteristics used in our study.

A. Code Smells

Webster [8] defined antipatterns in object-oriented development. An antipattern is similar to a pattern except it is an obvious but wrong solution to a problem. Nevertheless, these antipatterns will be tried again by someone simply because they appear to be the right solution [9]. Code smells refer to structural characteristics of a source code that indicate this code has problems, affecting directly on the maintainability of the software and resulting in a greater effort to carry out developments in this source code [10].
B. Developer Characteristics

Software development is a human activity [11]. Understanding the human factors of the developers allows software managers to organize them in groups, so that they can compose more efficient teams [12]. Whereas distinguishing and verifying the impacts of each developer individually is a very difficult task, developers can be categorized according to their involvement in a software project. The involvement of a developer can be measured in terms of level of participation and degree of authorship on the source code [13].

The level of participation is related to the developer’s involvement in the project and can be used, for example, to determine the degree of decision-making the developer has in the project team, allowing discover developers who exercise leadership in project [13][14]. The degree of authorship indicates the usual tasks the developer performs when acting on the software source code. It involves line code change, insertion or removal and file (e.g., class in an object-oriented system) insertion and removal.

III. Study Settings

The goal of our study is to investigate the influence of developers on the introduction of code smells in a software code. To do so, we analyzed the sequence of commits done in the repository of five different software projects. Merge (branches) were considered in the selection of the project commits.

First, we categorized the developers in different groups according to their characteristics in the project (participation and authorship). Then, for each commit, we searched for code smells in the source code. The quality focus was the analysis on the variation of the number of code smells along the time.

To categorize the developers, we used the k-means clustering algorithm [15]. The information used in the k-means algorithm was taken from the software repository and they were related to the participation level and degree of authorship of the developers in each selected project.

To find code smells in the source code, we used PMD [16], a static rule-set based Java source code analyser that seeks to evaluate aspects related to good programming practices.

A. System Characteristics

The first decision we made in our study was the selection of the target systems. We chose five medium-size systems. The first one, called Behave, is an automation tool for functional testing. It was first versioned in 2013 and we found 724 commits in its project. We selected 373 commits of Behave in our study. The second was JUnit, a unit-testing framework for the Java programming language. It was first versioned in 2000 and we found 1885 commits in its project. We selected 1203 commits of Junit in our study. The third one was Mockito, an open source-testing framework for Java, which allows the creation of test double objects (mock objects) in automated unit tests for the purpose of Test-driven Development or Behavior Driven Development. It was first versioned in 2007 and we found 1993 commits in its project. We selected 1561 commits of Mockito in our study. The fourth one, called RxJava, is a library for composing asynchronous and event-based programs using observable sequences for the Java VM. It was first versioned in 2012 and we found 2939 commits in its project. We selected 906 commits of RxJava in our study. The last system was VRaptor, a Java MVC Framework focused in delivering high productivity to web developers. It was first versioned in 2009 and we found 3385 commits in its project. We selected 2243 commits of VRaptor in our study. The projects selected for this study were taken from the Git repository on June 2014.

These systems were chosen because they met a number of relevant criteria for our study. First, these systems encompass a rich set of code smells (e.g., Dead Code, Long Method, Unhandled Exception). Second, they are non-trivial systems and their sizes are manageable for an analysis of code smells. Third, each one of them were implemented by more than 50 programmers with different levels of participation (the selected systems were all open source projects). Last, they have a significant lifetime, comprising of several commits. The availability of multiple commits allowed us to observe the introduction of code smell throughout their long-term development and evolution.

It should be noted that for this study, commits were discarded that altered documentation of source code, HTML pages and templates (css, imagens, javascript) changes because they have no relation with change of code smells.

B. Study Phases

Our study was based on the analysis of the developers’ information and the systems’ code smells. The main phases of our study are described next.

Recovering the Developers’ Information. In this phase, we focused in gathering information about the level of participation and degree of authorship of a developers. The reason was that we needed to group the developers so that we could rely on general coding behaviour instead of trying to focus in each developer separately. We selected information from the data available in the Git repository. As a result, we concentrated on the analysis of information for each developer commit. For level of participation, we collect date and time of commit initial, date and time of last commit and interval (days) between commits. For degree of authorship, we collect amount of modified files (classes) in the commit (insertion, modification and deletion) and the amount of lines of code modified during the commit (insertion and deletion).

Classifying the Developers. The recovered information was used in the k-means clustering algorithm to identify groups of developers with similar characteristics, according to their participation and degree of authorship in the project. In this study, we used the k-means algorithm varying the value of k from four up to nine in order to verify the distribution of developers in the clusters.

The overall results provided six sets of developer clusters. Analysing these sets, we decided to use the results from k=5 (five clusters) because we wanted to avoid the presence of very scarce clusters. Then we used the apriori association algorithm to find correlations between different attributes in each cluster. The results identified the general association rules for the population of each cluster, as shown in Table I.

(a) Group 01: less frequent participation and line code deletion as general authorship behaviour;

(b) Group 02: less frequent participation and line code insertion and deletion as general authorship behaviour;
(c) **Group 03**: less frequent participation and file insertion, modification and deletion as general authorship behaviour;

(d) **Group 04**: more frequent participation and no particular general authorship behaviour (i.e., it performs all behaviours almost evenly);

(e) **Group 05**: more frequent participation and file insertion as general authorship behaviour.

<table>
<thead>
<tr>
<th>TABLE I. POPULATION OF EACH CLUSTER</th>
</tr>
</thead>
<tbody>
<tr>
<td>Gr.</td>
</tr>
<tr>
<td>-----</td>
</tr>
<tr>
<td>01</td>
</tr>
<tr>
<td>02</td>
</tr>
<tr>
<td>03</td>
</tr>
<tr>
<td>04</td>
</tr>
<tr>
<td>05</td>
</tr>
</tbody>
</table>

**Selection of Code Smells.** In this phase, we focused on selecting code smells that were previously described in the literature. Moreover, we have not considered creating specific PMD rulesets to identify code smells. The reason was that we needed to rely on code smells that could be precisely identified in a systematic fashion, without any specialist assistance. As a result, we concentrated on the analysis of five existing code smells [17], which covered various anomalies related to object oriented programming. Those were: Dead Code (DC); Large Class (LC); Long Method (LM); Long Parameter List (LPL); and, Unhandled Exception (UE).

**Identifying Occurrences of Code Smells.** Code smells were identified using the PMD tool. Thus, code smells were detected using five ready-to-run PMD rulesets. We decided not to define specific rules for this study because we understand that code smells should be identified as simply as possible.

**Analysis of Code Smell Introduction.** The goal of the fifth phase was to analyse the behaviour of code smell introduction for the selected projects. The analysis aimed at triggering some insights for helping maintainers to understand the relationships between code smell introduction and the developers in the project team. To support the data analysis, the assessment phase was decomposed in three main stages. The first stage aimed at examining the occurrence frequency of each code smell in the analyzed commits. The second stage was concerned with observing the participation of the developers in the analyzed commits. The last stage focused on assessing the relationship of developers on a code smell manifestation. In this last stage, we calculated the average percentage of introduction and of removal of the selected code smell by each group of developers. The idea is to verify the general influence of each group in the project.

**IV. STUDY FINDINGS**

The first subsection below shows the total number of each investigated code smell in the target systems. The following five subsections report the findings associated with the characterization of code smells and the involvement of the developers. Finally, the last subsection presents some discussion about the results and the impact of developers in code smell introduction.

**A. Occurrence of Code Smells**

There was a significant difference on how often each investigated code smell occurred in the target systems. The results are summarized in Table II. The "I" column indicates the total number of times each code smell was inserted in each target system and the "R" column indicates the total number of times each code smell was removed. The "Tot" line presents the total number of smell instances detected (inserted and removed respectively). For "I" equal to 0 means that there was no inclusion of this code smell. For "R" equal to 0, means that no removal of said code smell. It is important to mention that not all code smells inserted in the analyzed commits were removed.

**TABLE II. CODE SMELL OCCURRENCES**

<table>
<thead>
<tr>
<th>TABLE III. RESULTS FOR DEAD CODE</th>
</tr>
</thead>
<tbody>
<tr>
<td>Gr.</td>
</tr>
<tr>
<td>-----</td>
</tr>
<tr>
<td>01</td>
</tr>
<tr>
<td>02</td>
</tr>
<tr>
<td>03</td>
</tr>
<tr>
<td>04</td>
</tr>
<tr>
<td>05</td>
</tr>
</tbody>
</table>

B. Dead Code

The Dead Code code smell refers to code that is not been used. These code smells were identified using the Empty Code, Unnecessary and Unused Code rulesets in PMD. These rulesets are composed of the following rules:

(a) **Empty Code**: this ruleset aims to check if there are empty statements of any kind (empty method, empty block statement, empty try or catch block, etc.);

(b) **Unnecessary**: this ruleset aims to determine whether there are unnecessary code (unnecessary returns, final modifiers, null checks, etc.);

(c) **Unused Code**: this ruleset aims to find unused or ineffective code (unused fields, parameters, etc.).

The results are summarized in Table III, which shows the percentage of insertion and removal of the Dead Code smell for each target system by developer group.

**TABLE III. RESULTS FOR DEAD CODE**

<table>
<thead>
<tr>
<th>TABLE III. RESULTS FOR DEAD CODE</th>
</tr>
</thead>
<tbody>
<tr>
<td>Gr.</td>
</tr>
<tr>
<td>-----</td>
</tr>
<tr>
<td>01</td>
</tr>
<tr>
<td>02</td>
</tr>
<tr>
<td>03</td>
</tr>
<tr>
<td>04</td>
</tr>
<tr>
<td>05</td>
</tr>
</tbody>
</table>

C. Large Class

The Large Class code smell refers to classes that are trying to do too much, often showing up as too many instance variables. These code smells were identified using a subset of the Code Size ruleset in PMD. The rules used to identify this code smell were:
(a) **Excessive Class File Length:** usually indicates that the class may be burdened with excessive responsibilities that could be provided by external classes or functions;

(b) **Excessive Public Count:** seeks for large numbers of public methods and attributes.

(c) **NCSS Type Count:** uses the NCSS (Non-Commenting Source Statements) algorithm to determine the number of lines of code for a given type;

(d) **Too Many Fields:** determines if a class has too many fields in its code;

(e) **Too Many Methods:** determines if a class has too many methods in its code.

The results are summarized in Table IV, which shows the percentage of insertion and removal of the Large Class smell for each target system by developer group.

### TABLE IV. RESULTS FOR LARGE CLASS

<table>
<thead>
<tr>
<th></th>
<th>Behave</th>
<th>JUnit</th>
<th>Mokito</th>
<th>RxJava</th>
<th>VRaptor</th>
</tr>
</thead>
<tbody>
<tr>
<td>Gr.</td>
<td>1% R%</td>
<td>1% R%</td>
<td>1% R%</td>
<td>1% R%</td>
<td>1% R%</td>
</tr>
<tr>
<td>01</td>
<td>0 0</td>
<td>0 0</td>
<td>70 79</td>
<td>35 37</td>
<td>0 0</td>
</tr>
<tr>
<td>02</td>
<td>69 72</td>
<td>28 29</td>
<td>15 10</td>
<td>10 8</td>
<td>19 15</td>
</tr>
<tr>
<td>03</td>
<td>31 28</td>
<td>58 53</td>
<td>2 4</td>
<td>34 30</td>
<td>39 34</td>
</tr>
<tr>
<td>04</td>
<td>0 0</td>
<td>14 18</td>
<td>0 0</td>
<td>0 0</td>
<td>42 51</td>
</tr>
<tr>
<td>05</td>
<td>0 0</td>
<td>0 0</td>
<td>12 7</td>
<td>20 25</td>
<td>0 0</td>
</tr>
</tbody>
</table>

### D. Long Method

The Long Method code smell refers to methods that are trying to do too much, often presenting too much code. These code smells were identified using a subset of the Code Size ruleset in PMD. The rules used to identify this code smell were:

(a) **Excessive Method Length:** seeks for methods that are excessively long;

(b) **NCSS Method Count:** uses the NCSS algorithm to determine the number of lines of code for a given method;

(c) **NCSS Constructor Count:** uses the NCSS algorithm to determine the number of lines of code for a given constructor;

(d) **NPath Complexity:** determines the NPath complexity of a method (the number of acyclic execution paths through that method).

The results are summarized in Table V, which shows the percentage of insertion and removal of the Long Method smell for each target system by developer group.

### TABLE V. RESULTS FOR LONG METHOD

<table>
<thead>
<tr>
<th></th>
<th>Behave</th>
<th>JUnit</th>
<th>Mokito</th>
<th>RxJava</th>
<th>VRaptor</th>
</tr>
</thead>
<tbody>
<tr>
<td>Gr.</td>
<td>1% R%</td>
<td>1% R%</td>
<td>1% R%</td>
<td>1% R%</td>
<td>1% R%</td>
</tr>
<tr>
<td>01</td>
<td>0 0</td>
<td>0 0</td>
<td>71 77</td>
<td>42 36</td>
<td>0 0</td>
</tr>
<tr>
<td>02</td>
<td>72 64</td>
<td>24 29</td>
<td>13 12</td>
<td>8 10</td>
<td>16 16</td>
</tr>
<tr>
<td>03</td>
<td>28 36</td>
<td>58 43</td>
<td>4 3</td>
<td>28 30</td>
<td>39 25</td>
</tr>
<tr>
<td>04</td>
<td>0 0</td>
<td>17 28</td>
<td>0 0</td>
<td>0 0</td>
<td>45 60</td>
</tr>
<tr>
<td>05</td>
<td>0 0</td>
<td>0 0</td>
<td>13 8</td>
<td>23 24</td>
<td>0 0</td>
</tr>
</tbody>
</table>

### G. Discussion

Tables 2 to 6 presented the percentage of participation of each group of developers in the insertion and removal of code smells for the five studied systems, represented by the %I column and the %R, respectively. In the analyzed set of commits of the Behave system, in general, groups 2 and 3 were responsible for inserting and removing such code smells. Group 2 inserted more smells but also removed in an even proportion. For JUnit and VRaptor, groups 2, 3 and 4 were responsible for inserting and removing code smells. Four groups inserted and removed code smells in the Mokito system, but the results point out to group 1 as been the one group with more impact on the insertion and removal of code smells. Finally, for the RxJava, the results indicate that groups 1, 3 and 5 were more responsible for inserting and removing code smells.
In the selected set of commits analyzed in this study, all code smells were decreased (had more removals than insertions). This is an indication that the occurrence of code smells depends on the software evolution. It seems that the code smells in the study tend to appear in preliminary releases with more frequency. We did not use the initial commits in our study to avoid the "cold start" problem as we believed these data would not have a proper indication of code smell removal.

**Code Smells with Highest Frequencies.** The code smells associated with the problem of dead code and unhandled exceptions fell in the group of highest insertion frequency for the analyzed target systems. A closer look made us to suspect that this probably occurred because groups 1 and 2 were more involved in these code smells. Such groups do not present a high level of participation and have a common authorship behavior, which is line code removal. We understand that, in some cases, lines may have been removed without the appropriate care, resulting in dead code and unhandled exceptions. The code smells associated with the problem of long method fell in the group of highest removal frequency for the analyzed target systems. This finding suggests that the development team for the target systems may have done proper refactoring as to decrease the size of the methods.

**No Influence on Code Smells.** The classification process found members for all groups in the development teams of every target system. However, there were groups that were not involved with code smells in some systems. For instance, group 4 did not insert nor remove code smells in the Mokito system. Groups 1, 4 and 5 did not insert nor remove code smells in the Behave system. We suspect that this occurred because there were few members in these groups for such systems. We used the whole dataset to classify the developers and when we took a deeper look in a system by system basis, some groups were scarce.

**Developers vs. Code Smells.** In general, groups 1 to 3 (groups whose members have fewer participation in the code development) tended to have a higher engagement in the introduction and removal of code smells. Initially, we thought that the developers in the groups with higher participation frequency would have more impact in code smell removal. This was not observed. We believe that, in the context of our study, this may have happened due to the fact that groups 4 and 5 were more more responsible for in adding functionality to the target systems whereas the other groups were more involved in fault correction.

**Recommendations.** Considering the results, it is necessary to evaluate the quality of the source code, taking into account the inclusion and removal of problematic code snippets. Thus, the developers assessment process (Group) must be reevaluated constantly, based on data related to the project’s commit history. In addition, it is recommended that there is a mixture of different groups, considering the features that contribute to remove code smells.

**H. Limitations**

Some limitations or imperfections of our study can be identified and are discussed in the following.

**Construct Validity.** Threats to construct validity are mainly related to possible errors introduced during specific data processing from the repository. The repository did not provide an unique identification data for a developer, thus, it was not possible to determine whether a developer performed commits with different identifications. In this sense, each developer (responsible) identified in the repository was treated as a different developer. However, the study was not intended to focus on the contribution of a specific developer.

**Conclusion Validity.** We have three issues that threaten the conclusion validity of our study: the number of evaluated systems; the evaluated code smells (and their relation to the PMD rules), and; discarding the data from the commits that did not increase nor decrease the number of code smells. Five open source projects from Git were analyzed. A higher number of systems is always desired. However, the analysis of a bigger sample in this kind of study could be non-practical. The number of systems with all the required information available to perform this kind of study is bare. We understand that our sample can be seen as appropriate for a first exploratory investigation [18]. Related to the second issue, our analysis used the PMD tool. Regarding the set of code smells used in the study, code smells reported in the literature were considered in our study. Finally, we discarded data from commits that maintained the amount of code smells. Although the study focused on associating developer profiles to improving or lessen the quality of the code, we understand that this limitation does not allow us to make a conclusion for a specific code smell.

**V. RELATED WORK**

There are several approaches available in the literature for detecting Code Smells. Mantyla investigated as developers identify and treat Code Smells in the source code to compare with automated detection methods [19]. There are also several approaches available in the literature for investigation of the effects of Code Smells in aspects related to software maintainability [20], such as defects [21], effort [22] and requests for changes [23]. In addition, few studies have focused on the detection of Code Smell through mining activities in software repository [24].

Regarding the classification of developers in groups, there are several existing approaches in the literature. In this context, one of the proposals is based on data extracted from the repository in relation to the time of performing the commit. Thus, the model proposes to assess in which the range of hours developers insert more bugs in your commits [25]. Another approach is to sort the developers on the basis of the records related to quantity, time, and type of actions and activities that these developers come true, working on the project, and the data extracted from the version control system and other tools, such as mailing list and bug tracker tools [26][27].

**VI. CONCLUDING REMARKS**

This work presented a study to assess the influence of developers on the introduction of code smells in a software system. We classified the developers into five categories and verified their contributions (increasing or decreasing) in the number of code smells in a set of consecutive software versions. This exploratory study revealed, within the limits of the threats to its validity, the conjecture that the team member behaviour (participation frequency, authorship and development activity - feature development or fault correction) impacts in the insertion and removal of code smells.
Finally, it is important to highlight that we have analyzed commits of five systems. Then, the relationships of code smells and developers should be tested in broader contexts in the future. It would also be desirable to use the development activity of the developers in the classification and association of developers.
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