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Abstract—Scrum and several agile development processes are becoming increasingly popular since they offer the ability to manage volatile requirements. This applies to many types of projects and teams. In case of development teams with moonlight developers working for at most ten non-overlapping hours per week, not all Scrum practices can be applied. In this paper, we introduce Moonlighting Scrum, an adaptation of Scrum aimed at optimizing effectiveness and efficiency by minimizing the amount of communication to the least necessary and maximizing the time invested in development. Our aim is to accomplish this by modifying Scrum practices to achieve a trade-off between development and communication effort to produce the best final results, given the available resources and time. An application of Moonlighting Scrum took place in a real cooperative project and provided interesting results.
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I. INTRODUCTION

The adoption of agile software development processes has increased over the years. Agile methodologies are known for being lightweight, which implies moving from heavyweight processes to methods allowing shorter development cycles and more intensive customer involvement. For this reason, many companies have been moving from plan-based development to agile development. As mentioned by Boehm and Turner [3], these two approaches to software development are considered as opponents. Software development teams often need to stick to one specific process with a defined name and tailor it to their own needs [3]. We believe that the choice of a specific process should be based on tailoring the most advantageous practices from agile and plan-based approaches that best fit the respective team’s and project’s needs. To answer the issue with which we are confronted, we need such tailoring and a combination of approaches.

We encountered this issue during a software development project we are currently involved in and where requirements evolve over time, which suggested that we use an agile approach. Moreover, our developers are mainly students or researchers doing development in addition to their main activities (study or research), with part-time contracts for at most eleven hours per week without time constraints. Because they are developers in their second job, we call them moonlighters.

In addition to the short time they have available to invest in the project, there is the problem that they are working during different time slots, which makes daily meetings very difficult and pair programming impossible. This suggested the use of a less agile process.

Nonetheless, and although they work part-time, there is still the need for coordinating their work and monitoring project progress.

All these variables in the context of our development projects led us to research the following questions:

RQ1: How much communication is needed to achieve a project’s goals? (Effectiveness)

RQ2: How much communication is needed before communication overhead becomes too large? (Efficiency)

Our goal is to find an adequate balance or combination of plan-based and agile approaches which best fits the context of our development projects: distributed moonlighters working during non-overlapping times. The proposed development approach is an adaptation of Scrum, which integrates existing development methods into an agile environment. It addresses a process “to produce best end results, given the current resources and time available” [9, pg. 25]. The approach should be helpful for teams in a similar context because such a constellation is very common in software development, e.g., for open source project or at German universities.

In Section II, we discuss different methodological approaches to software development and their advantages and disadvantages for our development context. In Section III, we introduce an adaptation of a distributed Scrum method that fits our needs, called Moonlighting Scrum. In Section IV, we show how we applied the process in a real project and the measurement plan we applied. Finally, in Section V, conclusions and future work are presented.

II. RELATED WORK

Today’s software development processes range from heavy weight plan-based development, such as the waterfall model [15], to incremental and lightweight agile methodologies, such as Extreme Programming [1]. The spiral model combines some aspects of the waterfall model and introduces risk management as a regular step during the process. Unlike the waterfall model, the spiral model iterates through several steps during the entire product development. On the opposite side, agile methodologies
include some aspects of iterative models allowing for fast reaction to changes in requirements (Figure 1).

![Figure 1. Spectrum of software development processes](image)

Nevertheless, no process fits well to every project context and therefore several other processes have appeared in the literature. In this work, we will introduce the most important approaches we took into account during the design of our model: plan-based development in general and agile development processes such as Scrum, Distributed Scrum, and Extreme Programming.

### A. Plan-based Development

Plan-driven development approaches (also known as document-centered approaches) such as the waterfall [15], V-Modell XT [7], iterative, or spiral process models [4] are mainly document-centered approaches differing in their execution of the different Software Engineering (SE) phases and have several common requirements on assuring good software quality in their performance. Normally, they are performed for larger projects with larger teams, but with smaller teams the amount of project management stays almost the same [5]. Additionally, plan-based projects try to avoid refactoring because it is very expensive [2], even in a large project, as changes can influence many parts of the product. In contrast to other approaches, plan-based development covers current and future requirements in the architecture. However, this also implies early stable requirements. The developers using such an approach need to work in a plan-oriented manner and have adequate skills or access to external knowledge. The customers of products developed with such plan-based development need to be collaborative, representative, and empowered, since they are mainly involved at the beginning when it comes to making decisions about the requirements.

Plan-based approaches have several disadvantages for the project we want to perform because we only have a small team where all team members are distributed and work during different time slots. In addition, most of the requirements are not stable – and might even not be finished at the beginning of the project. This might lead to a considerable number of refactoring steps, which are expensive in plan-based development.

### B. Scrum

The vast majority of Scrum practices are not new to SE. Scrum was developed at Easel Corporation in 1993 [1], basically with the same idea behind Barry Boehm’s Spiral Model [4].

Scrum speeds up the requirements adaptability of the spiral model with some agile practices from Extreme Programming [13], such as pair programming and daily meetings.

Scrum is a lightweight, iterative, and incremental development model based on three principles: transparency, inspection, and adaptation.

Moreover, Scrum prescribes formal practices for inspection and adaptation:

- **Sprint Planning Meeting**
- **Daily Scrum:** daily meeting where each member answers three questions:
  - What did I do yesterday that helped the team meeting the sprint goal?
  - What will I do today to help the team meet the sprint goal?
  - Do I see any impediment that prevents me or the team from meeting the sprint goal?
- **Sprint Review**
- **Sprint Retrospective**

Because of the practical requirements, we cannot apply Scrum directly in our team but need to adapt it in a distributed way.

### C. Distributed Scrum

Distributed teams always face different issues when applying development models. If we increase team distribution, we need to introduce a classification in cooperative SE using globally distributed teams [11]:

- **Collocated:** Team members are all in the same location.
- **Collocated Part-Time:** Team members are usually all in the same location but some of them occasionally work off-site. They face similar issues as distributed teams even if they have the opportunity to meet face to face.
- **Distributed with Overlapping Work Hours:** Team members have a few hours during the workday in which they interact with each other. Sprint planning meetings can be held during the overlapping time. Sprint planning meetings are more difficult and tend to be less efficient.
- **Distributed with No Overlapping Work Hours:** Teams have no interaction during their working hours.

In addition to the different levels of distributed teams, we also have to take into account different models that can be considered when using Scrum with distributed teams [17] (Figure 2):

- **Isolated Scrums:** Teams are isolated across geographies.
- **Distributed Scrum of Scrums:** Team members are isolated across geographies and integrated by a Scrum of Scrums that meets regularly across geographies.
- **Totally integrated Scrums:** Scrum teams are cross-functional with members distributed across geographies. Additionally, each team has members in several locations and has its own Scrum Master.
Several works report on the application of Scrum with one of these three categories [8][10][12][13][16].

Sutherland reports on two examples of project management with distributed Scrums of Scrums and fully distributed Scrum [17][18]. These works led to the conclusion that distributed teams can be as productive as small collocated teams if the entire set of teams works as a single team with a global development infrastructure (repository, tracking and reporting tool, and daily meetings). Unlike our work, all teams were composed of several developers working full time and focused on team interaction with daily meetings.

However, not much work has been done to date regarding how to reduce the effort for each team member in teams working during non-overlapping hours.

D. Extreme Programming

Extreme Programming [1] is another lightweight software development methodology, which also arose from the need for agility in the development process. Its main idea consists of taking best development practices to the extreme by eliminating anything that might interfere with productivity. The methodology emphasizes incremental development as a response to changing customer needs. Its creator Beck claims that it is especially suitable for small to medium-sized teams. The main practices include pair programming, refactoring, and simple design.

Extreme Programming has been criticized because of its lack of emphasis on design and documentation, which would encourage hacking [9]. It also requires pair programming, which suggests that it might require more effort. People also criticize that it requires constant customer availability and very disciplined teams, which could make its adoption more difficult.

For our context, Extreme Programming is the least suitable methodology, as the team members work only part-time and during different time slots.

### TABLE I. COMPARISON OF DEVELOPMENT PROCESSES

<table>
<thead>
<tr>
<th>Requirements and SE Practices</th>
<th>Meetings and Communication</th>
<th>Roles</th>
<th>Location and Working Hours</th>
</tr>
</thead>
<tbody>
<tr>
<td>Plan-Based</td>
<td>x x x x x x x x x x</td>
<td>x x x x x x x x x x</td>
<td>x x x x x x x x</td>
</tr>
<tr>
<td>Moonlighting Scrum</td>
<td>x x (x) x x x x x x x x</td>
<td>x</td>
<td>x x x x</td>
</tr>
<tr>
<td>Scrum</td>
<td>x x x x x x x x x x x</td>
<td></td>
<td>x x x x</td>
</tr>
<tr>
<td>XP</td>
<td>x x x x x x x x x x</td>
<td></td>
<td>x x x x</td>
</tr>
</tbody>
</table>

III. MOONLIGHTING SCRUM

Distributed teams with part-time developers working during non-overlapping hours are used in several projects. Moreover, at the University of Kaiserslautern, development is often assigned to students with part-time contracts, which requires them to work for a small number of hours per week, in their spare time.

Applying the existing development processes to these teams is always challenging. Table I compares some of the most important development methodologies with Moonlighting Scrum. As we can see from Table I, plan-based development and XP cannot be applied at all, while Scrum has some points in common.

Moonlighting Scrum is a Scrum extension that helps developers to structure the development process with the
goal of releasing the best product possible with the available resources in time.

Just like Scrum, Moonlighting Scrum requires sprint planning meetings, sprint reviews, and retrospectives (Figure 3). During the meetings, the whole team and the product owner must meet in person or via video conference.

In Scrum, sprints last from two to three weeks, whereas in Moonlighting Scrum they last from one to two weeks.

Because of the physical distribution and the non-overlapping time for the developers, pair programming cannot be applied and the daily meetings prescribed by Scrum cannot be attended in person.

The developers are working for at most ten hours per week and are requested to work for at least two hours continuously. Consequently, the time needed to write the report at the beginning and at the end of their work might take up an important percentage of their working time.

In classical Scrum, daily meetings take 15 minutes. Taking into account 40 working hours per week, daily meetings should take up approximately 3% of the working time.

In contrast, Moonlighting Scrum requires an online report, which usually takes from 5 to 8 minutes, every four to six working hours [12], with at least one report per week. If the developers work for more than six hours per week, they are requested to report twice. The estimated working time used for both cases is 3.5%.

The process is applicable whenever we are faced with distributed developers working during non-overlapping hours.

Sprint planning, review, and retrospective meetings in Scrum take four hours per sprint, with sprints lasting from two to three weeks and effort ranging from 3.3% to 5% [12][14].

In Moonlighting Scrum, meetings take suggested two hours with an approximate effort ranging from 6.6% to 12.5% (Table II).

Taking into account the communication issues in a highly distributed team with non-overlapping hours, communication time does not grow significantly, ranging from a maximum of 8% in Scrum to a maximum of 15.5% in Moonlighting Scrum (Table III).

Table: Estimated Communication

<table>
<thead>
<tr>
<th></th>
<th>Minutes/weekly sprint</th>
<th>Minutes/daily reporting</th>
<th>Overall time</th>
</tr>
</thead>
<tbody>
<tr>
<td>Scrum</td>
<td>15.5%</td>
<td>8%</td>
<td>6.3%-8%</td>
</tr>
<tr>
<td>Moonlighting Scrum</td>
<td>15%</td>
<td>7%</td>
<td>9.6%-15.5%</td>
</tr>
</tbody>
</table>

Moonlighting Scrum is applicable to a wide range of projects, from university- and research-based projects to open source projects. In general, the process requires more relative effort for communication than Scrum but allows developing code in a controlled and structured way. The process is applicable whenever we are faced with distributed developers working during non-overlapping hours.

IV. APPLICATION OF MOONLIGHTING SCRUM

Moonlighting Scrum has been applied for the initial development of the software project Technology Repository and Process Configuration Framework [6]. The development started in February 2013 and the first version of the tool was released at the end of May 2013.
A. Team Organization

The development team is composed of six people. Some of them are employees of Fraunhofer Institute for Experimental Software Engineering IESE, while the others work for the “Software Engineering Research Group - Processes and Measurement” of the University of Kaiserslautern. All developers have an intermediate level of experience in software development, while none of them has any experience with agile methodologies.

The developers work part-time, with weekly working hours ranging from four to ten, and together spent a total of 39 hours per week on this project.

In order to manage the whole project, from development to communication aspects, we adopted a development infrastructure covering several aspects. The team meets in person during the sprint meeting or, in exceptional cases, via video conference, whereas online reports are recorded in a forum by creating a post for each report.

Sprint retrospectives, planning, and retrospective discussions are led by means of an online integrated tool [19], which allows us to record sprint reports, manage product backlog, and draw burn-down charts.

In addition to this infrastructure and in order to increase collaboration between team members, we also set up a Subversion [13].

B. Process Measurement and Improvements

In order to answer the research questions (RQ1 and RQ2), we defined a Goal-Question-Metric measurement plan that allowed us to derive appropriate productivity and communication metrics that impact on effectiveness and efficiency (Table IV).

<table>
<thead>
<tr>
<th>Sprint</th>
<th># days per Sprint</th>
<th>Tot working hours</th>
<th>#Assigned User Stories</th>
<th>#Completed User Stories</th>
<th>Online report time (minutes)</th>
<th>Sprint meeting time (minutes)</th>
<th>Communication time/total time (%)</th>
</tr>
</thead>
<tbody>
<tr>
<td>Training</td>
<td>10</td>
<td>16</td>
<td>3</td>
<td>3</td>
<td>8</td>
<td>120</td>
<td>63%</td>
</tr>
<tr>
<td>Sprint 1</td>
<td>9</td>
<td>50</td>
<td>4</td>
<td>3</td>
<td>26</td>
<td>150</td>
<td>26%</td>
</tr>
<tr>
<td>Sprint 2</td>
<td>10</td>
<td>56</td>
<td>6</td>
<td>5</td>
<td>30</td>
<td>120</td>
<td>18%</td>
</tr>
<tr>
<td>Sprint 3</td>
<td>14</td>
<td>78</td>
<td>7</td>
<td>6</td>
<td>22</td>
<td>120</td>
<td>14%</td>
</tr>
<tr>
<td>Sprint 4</td>
<td>15</td>
<td>84</td>
<td>7</td>
<td>5</td>
<td>27</td>
<td>90</td>
<td>13%</td>
</tr>
<tr>
<td>Sprint 5</td>
<td>10</td>
<td>56</td>
<td>5</td>
<td>4</td>
<td>16</td>
<td>120</td>
<td>14%</td>
</tr>
<tr>
<td>Sprint 6</td>
<td>11</td>
<td>61</td>
<td>7</td>
<td>5</td>
<td>18</td>
<td>120</td>
<td>17%</td>
</tr>
<tr>
<td>Sprint 7</td>
<td>11</td>
<td>61</td>
<td>5</td>
<td>4</td>
<td>26</td>
<td>120</td>
<td>17%</td>
</tr>
<tr>
<td>Sprint 8</td>
<td>12</td>
<td>67</td>
<td>3</td>
<td>2</td>
<td>24</td>
<td>120</td>
<td>17%</td>
</tr>
</tbody>
</table>

The application of this process will continue for another three months for project maintenance.

V. CONCLUSIONS AND FUTURE WORK

In this paper, we proposed a solution aimed at finding an adequate process for distributed teams with part-time developers working during non-overlapping hours who only have a small amount of effort available per week (ten or less hours per week). Our idea consists of making a trade-off between plan-based and agile development processes. The proposed process is an adaptation of Scrum aimed at optimizing the effectiveness and efficiency of the developers. This means that our goal is to optimize productivity by minimizing the amount of communication to the minimum necessary and maximizing the time invested in development. Our aim is to achieve this with the following instruments:

- Sprint planning, sprint reviews, and retrospective meetings are done in person or via video conference;
- Developers must work for a minimum of two continuous hours;
- Daily meetings are replaced by writing a report in an online forum every six working hours;
- Developers voluntarily report the effort they invest into development and reporting;
- Scrum Master performs code reviews.

The application of Moonlighting Scrum on a real project confirmed that the process can be successfully
applied in the university context and helps to keep track of the development steps and to maintain low communication effort.

The project where we applied Moonlight Scrum will continue for another three months for the maintenance phase.

As expected, the process helped us keep track of the development progress. After some initial training and after resolving some technology issues resulting from the new activities required from our developers as well as from the complexity of the domain infrastructure (cyber-physical systems), we were able to maintain low communication overhead.

In future, we will encourage our colleagues working on similar projects to use Moonlighting Scrum process to obtain more evidence to improve it. This should also be done with some open-source development as well as industrial projects to generalize the results.

In addition to this generic aspect we will also try to improve the approach by using other collaboration tools or improving the communication with an online-chat conference system.
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