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Abstract—In the Internet of Services many companies work together in interorganizational business processes. To enable ad-hoc business interaction it is necessary to align business processes of the business partners, especially in communication processes. These business processes can be partly standardized, but need to be slightly adapted for several similar use cases by the involved companies. This fosters adaptability and reuse for the business partners. We present an approach for adaptive business process modeling in the Internet of Services (ABIS), which allows creation of adaptable process templates. These templates are then used to create variants of processes allowing companies to work together in an interorganizational setting.
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I. INTRODUCTION

The main idea of the Internet of Services (IoS) is to use the Internet as a medium for offering and selling services [1]. An infrastructure is needed to bring together service consumers and providers to trade services and enable the new business models, where organizations work together to deliver a service to consumers in a previously unknown manner [1] [2]. Business processes, which have been defined and owned by one company in the past, are now used to support a cross-company process flow [2]. In our work with insurance companies we experienced a need for standardized business processes, especially considering interorganizational communication processes, which provide a service, for example a repair service, for insurance customers. Although most companies wish for standardized reference processes to become available, there still persists a need for individualization. Additionally, the requirement to improve products, processes, and customer satisfaction, as well as changing market conditions, regulations, and laws cause a rising need for adaptation of business processes [3]. As in some business processes various partners are included [4], changes to the process affect the interorganizational communication directly. Companies are challenged to comply with different processes to communicate with their respective partners. Thus a need arises for multiple companies to adapt processes together, resulting in sound process models.

The main contribution of this paper is the introduction of concepts, which allow the creation of adaptable interorganizational business processes based on a real use case and real business requirements. The goal is to enable business users with knowledge in process design to create process variants through direct interaction with the process model. In our approach called Adaptive Business process modeling in the Internet of Services (ABIS) we define new modeling elements to allow the creation of process templates in which process fragments may be inserted to create process variants. Process templates allow to model standardized and adaptive parts of a process including cross-company dependencies. Process fragments can be modeled independently by different participating companies. We call the process of creating a variant from such a template and fragments a binding. In contrast to the definition of the process templates and process fragments, binding the process template involves all participating parties. We chose BPMN 2.0 as notation because of its various abstraction levels and its increasing business support [4].

The remainder of this paper is structured as follows: In Section II, we analyze related work dealing with the adaptation of business processes and show the shortcomings we address in this paper. Section III describes a motivational example, which made apparent the need for adaptive business processes within this context. We use this as a continuous example throughout the paper. Section IV gives a detailed description of the introduced diagrams and modeling elements and shows how they can be applied to the use case. The future work is described in Section V before a conclusion is given in Section VI.

II. RELATED WORK

In this section we present related work with the focus on variable business processes. We compare selected approaches in a table according to different criteria before we introduce the variability model we use in our approach.

Previous work has been done on variability in software, for example in [5]. Recently, these concepts have been extended to provide variability in service-oriented systems [6], which combine services in order to provide higher level functionality (see also [7]). To compose services into a service chain, executable process models can be used [2]. Variability in process models can be added at design time.
and at runtime. We do not consider runtime variability as for example described in [8] or [9]. In our use case and project experience it is important to define a process model in advance as a guideline for business partners to be followed during the automatic or manual execution of the process. However, the runtime aspect of adapting business processes should not be disregarded in future work.

In the field of event-driven process chains (EPCs) much work has already been done towards configuration and adaptation [10] [11]. However, due to the complexity of the underlying approaches, and the missing direct interaction of the user with the process model, these approaches do not address the goals of ABIS.

We consider four most relevant concepts related to ABIS. The (1) Provop approach allows modeling of variability using so-called options on a basic process model, which alter the model by deletion, insertion, or modification operations [12] and has been extended with concepts to guarantee soundness [13]. (2) PESOA uses UML-like constructs for modeling process families [14]. A different approach called (3) process configurator (ProCon) allows explicit modeling of logic in a tree-based approach enhancing a process with variability [15]. A recent effort called (4) Multi-Perspectives Variants (MultPers) defines a data structure to describe a family of process variants [16].

We compare the four approaches using the five criteria in Table I. As we plan to provide a multi-user approach, the modeling of responsibilities is needed. Next, dependencies between decisions are to be modeled and visualized within the process models for reasons of usability. Finally, we consider it important to provide a What You See Is What You Get (WYSIWYG) approach for the creation of variants, as in our experience many business users are already aware of process models [4]. However, a high usability is very important for business process management tools in general [4].

Different ways for modeling variable process models do not refer to one configurable process model, but the specification of single process fragments, which then can be glued together in order to reuse concepts and create different process models [17] and [18]. Although we will use concepts of separate process building blocks, the need of the business users is a standardized process template to start with.

In our ABIS method we use the approach of Mietzner et al. in [19] and [7] for generic variability modeling in XML files. Here, the variability is added to XML files without altering the original file. This enables a separation of the process model (BPMN 2.0 XML file) from the variability (XML file) for storage and interchange of process models without extension of the BPMN 2.0 metamodel. The approach allows the definition of variability points and alternatives [19]. The alternatives can be explicitly defined, specified by the user, or be left empty. Dependencies allow to enforce a binding order of variability points, whereas enabling conditions can limit the choices for alternatives for variability points depending on previous choices. Based on this approach we can enable a multi-user derivation process for ABIS in future work, separate the variability from the process model, allow the modeling of complex dependencies, and provide tool support for the creation of variants supporting the user with automatic choices if only one alternative is left.

III. Real World Use Case

In this section we present a simplified real world use case we came across on our work in the openXchange project (www.openxchange-project.de), dealing with creating a service network of small and medium sized enterprises to handle property damage claims. In active claims management, insurance companies often involve external partners for various tasks like creating a survey report or removing the damage. In the course of process standardization we came across individualization needs, as the companies want to:

- Work together with partners through IT-supported processes
- Use standardized predefined processes supporting their business needs
- Have individualization options for certain aspects of the business process
- Have a sound process model to communicate with their partners

We modeled a part of the active claims management process in Figure 1, where one simplified interorganizational business process is presented. The lanes in the process model were omitted to save space. At the top you see the customer’s process, which in our example is an insurance company in need of a building repair service. Below it you can see the external partner or contractor. We reduced the detailed commissioning process to the following tasks: preparing, sending, and receiving requests and confirmations, and the handling of reports.

The adaptable parts for creating other process variants are highlighted in grey color and described using the text annotations (1), (2), and (3):

- At (1) it shall be possible to choose if intermediate reports are used. If they are used, the process looks like

<table>
<thead>
<tr>
<th>Criterion</th>
<th>Provop</th>
<th>PESOA</th>
<th>ProCon</th>
<th>MultPers</th>
</tr>
</thead>
<tbody>
<tr>
<td>Integrated variability visualization</td>
<td>-</td>
<td>✓</td>
<td>-</td>
<td>-</td>
</tr>
<tr>
<td>Responsibility modeling</td>
<td>-</td>
<td>-</td>
<td>(✓)</td>
<td>✓</td>
</tr>
<tr>
<td>Dependency modeling</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
</tr>
<tr>
<td>Integrated dependency visualization</td>
<td>-</td>
<td>✓</td>
<td>-</td>
<td>-</td>
</tr>
<tr>
<td>WYSIWYG variant creation</td>
<td>(✓)</td>
<td>(✓)</td>
<td>-</td>
<td>-</td>
</tr>
</tbody>
</table>
in Figure 1. Otherwise, the highlighted parts at (1) are omitted.
- At (2) it also shall be possible to configure the usage of intermediate reports. As it does not make sense to create reports which are not sent, (2) is considered dependant on the choice made at (1).
- At (3) the attribute timeout shall be configurable with the values ‘1 day’ or ‘2 days’.

We will later show how these requirements are handled. Other possible use cases include the configuration of a B2B-online shop, the communication processes in case management (healthcare), or the configuration of air line catering processes.

IV. MODELING VARIABILITY IN BUSINESS PROCESSES WITH ABIS

In this section we show the scope of our variability modeling as a basis for the introduction of the ABIS concepts, which we then apply to the use case introduced above.

A. Variability scope

The list of BPMN 2.0 elements considered as variable so far is based on the BPMN 2.0 specification [20].

Event - There are multiple event types (error, escalation, etc.) defined in BPMN 2.0. They differ in the time dimension (interrupting vs. non-interrupting) as well as the flow dimension (starting a process, intermediate, ending a process). Changing these semantics via variability is error-prone from the business process designer view, as each of these events has to be used in a specific context. The resulting dependencies would add enormous complexity to a process model. We therefore do not consider the event types, time dimensions, and flow dimensions as variable to an event.

Activity - An activity can be a task or a sub-process (reusable and non-reusable). The choice of activities and sub-processes is one important element of variability in BPMN process models and is enabled by ABIS. Variability of activity type will not be permitted explicitly, but may be modeled by offering a choice between different activities.

Gateway - Gateways allow steering the process flow. Therefore, the condition-expression of the gateway and the options are important places to add variability. Variability of the semantics of the gateway itself (exclusive, parallel, etc.) is difficult to understand for human process designers. The reason is that especially business users without technical knowledge find it hard to model detailed execution semantics [21], which are implied by several BPMN artifacts. Therefore, gateway types are not variable in ABIS.

Sequence and Message Flow - Variable sequence and message flow is a requirement for variable activities. If an activity is added to the process, the message flow will have to be adapted to connect the activity to the process correctly. Variable sequence and message flows are enabled by ABIS.

Pools and Lanes - The creation of variable pools and lanes implies a fundamental change of the business goal. Hence, it is not considered here.

Others - Other constructs are for example groups, text annotations, etc. These will not be considered specifically in this context but might be added in the future.

Attributes are considered separately. All mentioned elements have several attributes, for example name and documentation. From the use case, typically three types of attributes can be considered variable: gateway conditions, thresholds on sequence flows, and implementation details. As some attributes are defined for all elements, others only for a subset, it is difficult to restrict the attributes which can be considered variable. We generally consider all attributes to be variable.

B. Variability modeling elements in ABIS

Considering the variability scope defined in the previous subsection, the addition of variability can be done within the constructs of the chosen modeling language or by extending the modeling language with new constructs. Using extensions,
the visibility of variability within the process is higher than using native language elements. For tool support, it is also easier to use explicit variability modeling than implicit semantics. Because of these reasons, we introduce new constructs with the following goals:

- Introduce as few and as simple constructs as possible to ensure high usability and allow easy comprehension
- Provide an additive approach, as deletion is more expensive from a user’s point of view [22]
- Give a graphical notation which is not easily confusable with existing notations (considering BPMN 2.0)
- Enable the scope, as described in the previous section.

To reach these goals, the following two diagram types are introduced:

**Process template** Within the process template, all BPMN elements are allowed. Additionally, elements for modeling variability are defined: variable region, variable link and variable attribute, which are then bound, resulting in a valid BPMN process variant.

**Process fragments** A process fragment in ABIS is a construct similar to a subprocess, which can be inserted into a process template at variable regions during binding. Process fragments in ABIS differ from subprocesses in two aspects. For one thing, they can define additional sequence and message flows to other elements of the process template. For another thing, they are inserted in the same scope as the variable region they replace. Process fragments may contain variable regions themselves. A process fragment is modeled with specialized start and end events called fragment start and end links. We do not allow deletion of process elements.

Process fragments could be either modeled within a process template or separately. We choose to model them separately, in order to fulfill the requirements of a distributed environment considering fragment repositories as has been researched in [17] and [18].

Additionally to these two diagram types, the following new modeling elements are introduced:

**Variable region** - A variable region is a new element for modeling similar to an activity. A variable region differs from an activity as follows: it has exactly one incoming and one outgoing sequence flow. A variable region is a placeholder for process fragments, which are inserted at this position in the current process template or process fragment.

**Variable link** - A variable link is a new element similar to the BPMN 2.0 throwing link event. In contrast to the throwing link event, a variable link is used to model the target of a message or sequence flow to show to which element this flow will be directly connected, that means without an additional catching link event. During the binding process, the incoming sequence or message flow of the variable link is connected to lead from its source to the specified target of the variable link. The link itself is then discarded.

**Fragment start and end link** - Fragment start and end links are used to denote where the incoming and outgoing message flow needs to be connected in the processes template. Exactly one fragment start and end link have to be included in each process fragment.

**Variable attributes** - As all attributes may be variable, a separate description of the variability is needed.

Table II shows an overview of how variability is added to the BPMN 2.0 elements considered in the scope. The variability can be either added through variable attributes, by usage of the element in process fragments (and variable regions), or by using the explicit ABIS modeling elements.

We introduce a graphical notation for the new elements in Figure 2. The cardinality restrictions are shown in UML notation. The elements in the top row may be used as often as needed in process templates and process fragments. The elements in the bottom row are only allowed in process fragments. The notation of the variable attribute of the gate is an example, as all BPMN elements may have variable attributes. The reason for using puzzle pieces and triangles is that these shapes do not have semantics in BPMN.

The resulting BPMN model for process templates and variable regions will be stored as plain BPMN 2.0 with an additional XML file describing the variability points. Therefore, we do not define a BPMN 2.0 extension.

In the following section we will use the new constructs to show how the continuous example is adapted.

**C. Application of ABIS to a real world use case**

We have introduced an example for a commissioning process between a customer (insurance company) and a
contractor (company offering repair services in buildings) in Section III in Figure 1. We take the following steps to model the variability:

- Identify the variable elements in the use case (already described in Section III)
- Create the process template for the use case (next step)
- Define the process fragments for the use case (see Figures 4 to 6)
- Model the structure of the use case (see Figure 7)

We will elaborate on a detailed methodology in future work.

Using the modeling elements and diagram types introduced before, we can replace (1) and (2) in Figure 1 by variable regions, as shown in Figure 3. Notice that the variable regions are marked with a puzzle piece. The variable timeout attribute has been placed in variable region 1. The variable regions have exactly one incoming and outgoing sequence flow.

The process fragment A in Figure 4 contains the first option for variable region 1. Here, the handling of the intermediate reports is modeled. Additionally, the timeout is variable and can be set to the different values a or b (‘1 day’ or ‘2 days’). Notice that all process fragments have exactly one fragment start and end link. Alternatively no intermediate reports are expected. Therefore, process fragment B - an empty fragment - is used (see Figure 5).

For the second variable region the first alternative is shown in Figure 6. It contains the preparation and the sending of intermediate reports. Notice the variable message flow to Receive Report. If no intermediate reports are requested, the empty fragment (see Figure 5) must also be used for variable region 2.

In order to bind the process template, the process fragments are inserted into the process template replacing the variable regions, resulting - when no variable elements are left - in a process variant. The sequence flows connecting to a variable region are connected to the respective start and end links. When the fragment has been inserted, all variable parts of the process fragment have to be bound. An example for this is the timer variable. The timeout value must be chosen after the insertion of process fragment A. For the example above, choosing process fragments A and C and setting the timeout to ‘1 day’ would result in the initial process model (Figure 1).

In Figure 7 the structure of the example use case is shown. The two variable regions are marked in dark grey. The process fragments A, B, and C are the options for the variable regions as described above. Hereby, A and B can be bound to variable region 1, and B and C can be bound to variable region 2. Finally, the process fragment A also contains a variable attribute (the timeout), with the options a and b.

As variable region 2 is directly dependant on variable region 1, only one choice has to be made for variable region 1, which then directly affects variable region 2. The dependency between the variable regions 1 and 2 is indicated by a dotted line, showing that variable region 1 needs to be bound before variable region 2, as the variable link to Receive Report in variable region 2 (see Figure 6) would have no target otherwise. Additionally we use enabling conditions to limit the choices for variable region 2 according to the choice made in variable region 1. For formal definitions of the applied variability model see [7]. We will describe a detailed concept of how to apply the variability model to our modeling approach ABIS in future work.

V. FUTURE WORK

In future work we will develop a prototype which supports the creation of process templates, process fragments, and
binding alternatives to create a process variant. Additionally we will describe the architecture of the resulting solution, the process of filling in the variability points, as well as introduce an algorithm for handling of dependencies and automatic choice of alternatives based on previous decisions. We will validate our approach using a set of real world process models. In the course of this work we might consider defining additional variable BPMN 2.0 elements if needed. Further on we will work on a methodology with corresponding role models to support the application of our concept. We will consider combining the adaptable business processes with concepts of modifying runtime business processes like for example in [23]. However, these efforts strongly depend on the future development of BPMN 2.0 runtime engines. Finally we will analyze the possibility to enhance our approach with compliance-specific features in order to support design of compliant business processes as for example in [24].

VI. CONCLUSION

In this paper we introduced a method for adaptive business process modeling in the Internet of Services called ABIS. The goal of our approach is to enable business users to create their own process variants in an interorganizational setting based on standardized variable process models. To accomplish this, we introduce two new diagram types with additional modeling elements in BPMN 2.0. The business users may separately model parts of the process using process fragments, the first new diagram type. The second diagram type is the process template. Process fragments are inserted into process templates in order to create an interorganizational process variant. While fragments may be modeled independently, creating the process variant involves all participating parties. The presented concept was applied to a real world use case.
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