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Abstract—Program assertions have been recognized as a supporting tool during software development, testing, and maintenance. Therefore, software developers place assertions within their code in positions considered to be error prone or have the potential to lead to software crash or failure. Like any other software, programs with assertions have to be maintained. Depending on the type of modification applied to the modified program, assertions also may have to go through some modifications. New assertions may also be introduced in the new version of the program while some assertions may be kept the same. This paper presents a novel approach for test cases prioritization using fuzzy logic for the purpose of regression testing programs with assertions. The proposed approach builds upon previous research in the fields of assertions-based software testing and assertions revalidation. In a first step, our method utilizes fuzzy logic concepts to measure the effectiveness of a given test case in violating a program assertion. The result of the first step is then used in prioritization test cases during the regression testing of programs with assertions. The main objective of this research is to show that fuzzy logic concepts may be employed to measure the effectiveness of a given test case in violating programs assertions during the regression testing of a modified program.
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I. INTRODUCTION

Program assertions have been recognized as a supporting tool during software development, testing, and maintenance, e.g., [1-5]. Therefore, software developers place assertions within their code in positions considered to be error prone or have the potential to lead to software crash or failure, e.g., [4]. An assertion specifies a constraint that applies to some state of computation. When an assertion evaluates to a false during program execution (this is called assertion violation), there exists an incorrect state in the program. Many programming languages support assertions by default, e.g., Java and Perl. For languages without built-in support, assertions can be added in the form of annotated statements. For example, Korel and Al-Yami [2], presents assertions as commented statements that are pre-processed and converted into Pascal code before compilation. Many types of assertions can be easily generated automatically such as boundary checks, division by zero, null pointers, variable overflow/underflow, etc. For this reason and to enhance their confidence in their software, programmers may be encouraged to write more programs with assertions.

Recognizing the importance of program assertions, some recent research efforts have been devoted for the development of algorithms and methods specifically designed for programs with assertions. For example, Korel et al. reported in [6] an algorithm for assertions revalidations during software maintenance. In [3], an algorithm is presented for the efficient processing and analysis of a large number of assertions present in the program. Also, a regression testing method for program with assertions was proposed in [7].

Like any other software, programs with assertions have to be maintained. Software maintenance usually involves activities during which the software is modified for different reasons. Some of the reasons for which software may be modified are fixing faults, introducing a new functionality, improving the performance of some parts of the software through the introduction of new algorithms, etc. A study in [8] shows that there is a probability of 50-80% of introducing faults to the modified software during software maintenance. For this reason regression testing is performed during software maintenance for the purpose of testing the modified software. There exists many regression testing methods which may be classified as specification-based or code-based. Specification-based regression testing strategies, e.g., [9-11] generate test cases based on the specification of the software, while code-base regression testing, e.g., [7], [12-15] strategies depends on the software structural elements to generate test cases.

Regression testing is a very labor intensive and may be responsible for approximately 50% of software maintenance’s cost [16]. In a systematic software development environment, all types of regression testing methods usually involve the usage of an original test suite which is used for the purpose of testing the original program before it has been modified. Sensible regression testing methods have to utilize existing test suite in some form. For example, a simple regression testing strategy would rerun existing testing suite, as it is, on the modified program while introducing new test cases to test new features. Although this method is simple, it is not practical for commercial software because existing test suite is usually very large and may take weeks to rerun on the new modified software. Therefore, regression test selection techniques, test suite minimization technique and test case prioritization techniques are proposed in the literature.

To mitigate the cost associated with running the whole existing test suite, the main objective of regression test selection techniques, e.g., [17-18], and test suite minimization techniques, e.g., [19-20], is to select a representative subset of the original test suite using information about the original program, its modified version and the original test suite. It should be noted that both of the regression test selection and test suite minimization techniques eliminate some elements of the original test suite which may undermine the performance of
these techniques. Test case prioritization techniques, e.g., [21-24] order elements of the original test suite based on a given criterion. Furthermore, test case prioritization techniques do not involve the selection of a subset of the original test suite. In this presentation, we will concentrate on test case prioritization techniques, therefore regression test selection and test suite minimization will not be discussed any further.

Depending on the type of modification applied to the modified program which includes assertions, assertions also may go through some modifications. New assertions may also be introduced in the new version of the program while some assertions may be kept the same as in the original program. This paper presents a novel approach for test cases prioritization using fuzzy logic for the purpose of regression testing programs with assertions. The main objective of this research is to show that fuzzy logic concepts may be employed to measure the effectiveness of a given test case in violating programs assertions during the regression testing of a modified program. The proposed method builds upon previous research in the fields of assertions-based software testing and assertions revalidation reported in [6-7]. In a first step, our method utilizes fuzzy logic concepts [25-27] to measure the effectiveness of a given test case in violating a program assertion. The result of the first step is then used in prioritization test cases during the regression testing of programs with assertions.

The rest of this paper is organized as follows. Related work is discussed in Section II. We present our proposed fuzzy test cases prioritization model in Section III. Our conclusions and future work is discussed in Section IV.

II. RELATED WORK

Previous research in using fuzzy logic for the purpose of test case prioritization is scant. In [28], a fuzzy expert system is reported where this system is used for a telecommunication application. To build the required knowledge base for the expert system reported in this research, the researchers had to acquire knowledge from different sources such as customer profile, past test results, system failure rate, and the history of system architecture changes. Although this expert system has shown promising results with respect to the specific application it was designed for, it is necessary to acquire a new knowledge base for new applications. Also, the proposed method in [28] treats the software under test as a black box; therefore, it cannot be used for the purpose of regressing testing programs with assertions.

A. Regression Testing for Programs with Assertions

This section briefly introduces the concept of regression testing for programs with assertions. For more detail, the reader is referred to [7]. Given an original program $P_o$ and a modified version of this program $P_m$, let $A_o=\{a_{o1}, a_{o2}, a_{o3}, \ldots a_{on}\}$ be a set of assertions found in $P_o$, and $A_m=\{a_{m1}, a_{m2}, a_{m3}, \ldots a_{mn}\}$ be a set of assertions found in $P_m$. Let $V \subseteq A_m$ be a set of assertions that are nominated for revalidation [6], using previous test suits, during the process of regression testing of $P_m$. Depending on the type of modification applied to the modified version, $P_m$, some assertions may have been kept the same; some assertions may have been modified, and new assertions may have been introduced. The main objective of regression testing for programs with assertions reported in [7] is to reduce the cost of regression testing of programs with assertions through the utilization of previous test suits that are used during the initial development process. Furthermore, this method concentrates on assertions that are kept the same and those which are modified; new assertions are not covered because new test cases must be generated to explore these assertions. The main elements of this method are described in the next paragraph.

Let $a_{m1} \in A_m$ be an assertion found in $P_m$. Assume that $a_{m1}$ was not changed from its original form in $P_o$, nor was it affected by the modifications [6] introduced to produce $P_m$. Therefore, $a_{m1}$ will be nominated, by the proposed approach, to belong to the set $V$, i.e., $a_{m1} \in V$. Suppose that assertions-oriented testing as reported in [2], has been performed on the original version $P_o$ and a set of test cases were generated during this process and were kept for later usage during regression testing. Specifically, let $a_{ok} \in A_o$ be an assertion found in $P_o$ and let $T(a_{ok})=\{t_{k1}, t_{k2}, t_{k3}, \ldots, t_{kr}\}$ be the set of test cases which were generated to explore this assertion during the application of assertion-oriented testing [2] on the original program $P_o$. In order to ensure that faults are not introduced during the production of the modified version $P_m$, regression testing has to be performed on $P_m$ which has a set of assertions $A_m$. Given $a_{ok} \in A_o$, $T(a_{ok})=\{t_{k1}, t_{k2}, t_{k3}, \ldots, t_{kr}\}$, and $a_{m1} \in V$, it has been shown in [7] that the old test suit, $T(a_{ok})$, may be used to revalidate assertion $a_{m1}$ during regression testing of the modified version $P_m$. Furthermore, it has been shown that using previous test suits to revalidate assertions may uncover faults in the modified version if these revalidated assertions were violated. Especially, faults for which assertions were originally designed to guard against in the original version of the program had these faults re-introduced in the modified version $P_m$ [7].

Although the regression testing method for programs with assertions [7] has succeeded in saving the time to develop new test cases through the utilization of previous test suits that was used during the initial testing of the program, this method still consider using all test cases found in the previous test suit. Therefore, this method may not perform well in the present of a large previous test suit with thousands of test cases. In this paper we propose a test case prioritizing method which uses fuzzy logic concepts to select only a subset of the previous test cases. The proposed method is described in Sec. III.

B. Test Case Prioritization

The main goal of the prioritization techniques is to increase the probability of detecting faults at an earlier stage of testing [21-24]. Additionally, test case prioritization techniques objective is the utilization of previous test cases for the purpose of future testing. As stated in [21], there may exists several goals of test cases prioritization such as: (1) to increase test suites fault detection rate; (2) to minimize the time required to satisfy a testing coverage criterion; (3) to enhance tester’s confidence in the reliability of the software in a shorter time period; (4) to be able to detect risky faults as early as possible; (5) to increase the chances of detecting faults related to software modification during regression testing.
In [21], an extensive study of nine different test case prioritization techniques was presented and compared according to their ability in fault detecting during regression testing. During that study a detection rate function is used to reorder test cases according to their ability to reveal program faults during regression testing. In [24], Extended Finite State Machine (EFSM) system model is proposed to be used instead of real programs to apply the same technique presented by [21] in order to reduce the cost of running test cases in real programs. Bryce et al. [22] presented a test prioritization model for Event-Driven software. This model concentrates on testing those parts related to the interface in GUI applications.

C. Assertions Revalidation

To deal with assertions in modified programs during regression testing, an assertions revalidation model was proposed in [6]. This approach is based on data dependency analysis and program slicing. In that research an algorithm is presented which is based on the computation of a static slice [29-30], for each assertion found in both the original and the modified program. These program slices are then compared to decide which assertions are to be revalidated. Although this method is very useful in identifying assertions that need to be revalidated, new test cases to revalidate assertions are generated from scratch for each assertion. For industrial size programs with a possibly large number of assertions, this approach may be very expensive.

D. Fuzzy Logic Background

In our daily life we use words and terms which are vague or fuzzy such as:

- “The server is slow” or
- “The weather is hot” or
- “John is tall.”

Fuzzy Logic concepts, e.g., [25-27], give us the ability to quantify and reason with words which have ambiguous meanings such the words (slow, hot, tall) mentioned above. In fuzzy sets [25], an object may belong partially to a set as opposed to classical or “crisp” sets in which an object may belong to a set or not. For example, in a universe of heights (in feet) for adult people defined as \( \mu = \{5, 5.5, 6, 6.5, 7, 7.5, 8\} \), a fuzzy subset TALL can be defined as follows:

\[
\text{TALL} = [0/5, .125/5.5, .5/6, .875/6.5, 1/7, 1/7.5, 1/8].
\]

In this example, the degree of membership for the members of the universe, \( \mu \), with respect to the set TALL may be interpreted as that the value “6” belongs to the set TALL 60% percent of the time while the value 8 belongs to the set TALL all the time.

III. A Fuzzy Test Cases Prioritization Technique

In this paper, our objective is to prioritize test cases according to their relative rate to violate a given program assertion. Note that it has been shown in [2] that violating an assertion implies revealing a programming fault. Our proposed fuzzy logic model for prioritization test cases during regression testing of programs with assertions is described as follows. Given an original program \( P_o \) and a modified version of this program \( P_m \), let \( A_o = \{a_{o1}, a_{o2}, a_{o3}, \ldots, a_{on}\} \) be a set of assertions found in \( P_o \) and \( A_m = \{a_{m1}, a_{m2}, a_{m3}, \ldots, a_{mn}\} \) be a set of assertions found in \( P_m \). Assume that we are performing regression testing for the modified version \( P_m \) using the regression testing method for programs with assertions as reported in [7]. Let \( T_o = \{t_1, t_2, t_3, \ldots, t_k\} \) be a previous test suite which was used during the process of assertion-oriented test data generation [2] of the original version \( P_o \). For commercial software, testers usually deal with a very large number of test cases which make running all of them impractical. Therefore, given a set of test cases, our objective is to only reorder them according to some criterion that may convince us that some test cases may have better chances in violating a given assertion than the others. In this research, our criterion is the history of the test case during the process of testing the original program \( P_o \).

Our problem is stated as follows. Given an assertion \( a_{ok} \in A_o \) and \( T(a_{ok}) = \{t_{k1}, t_{k2}, t_{k3}, \ldots, t_{kr}\} \) as the test suite which were generated to explore assertion, \( a_{ok} \) during the application of assertion-oriented testing [2] on the original program \( P_o \). Our goal is to measure the effectiveness of a given test case, \( t_{kj} \in T(a_{ok}) \), in violating a given program assertion \( a_{mr} \in A_m \), during the regression testing process of the modified version, \( P_m \). To solve this problem we propose a fuzzy logic test cases prioritization technique shown in Fig. 1. The following paragraph describes how the proposed approach works.

Let \( t_{kj} \in T(a_{ok}) \), be a test case which was used to explore assertion \( a_{ok} \in A_o \) during the initial testing of a program \( P_o \). To measure the effectiveness of \( t_{kj} \) in violating the corresponding assertion \( a_{mr} \in A_m \) in the modified version, \( P_m \), during the process of regression testing the program \( P_m \), we create a fuzzy set [25] called Effectiveness as follow. Effectiveness = \{low, moderate, high\}. Test cases related to any assertion \( a_{ak} \in A_o \) where \( a_{ak} \) belongs to the set “Affected” will have low effectiveness in exploring the corresponding assertion in the modified version of the program. Similarly, test cases related to any assertion \( a_{ak} \in A_o \) where \( a_{ak} \) belongs to the set “Partially Affected” will have moderate effectiveness in exploring the corresponding assertion in the modified version of the program. By the same token, test cases related to any assertion \( a_{ak} \in A_o \) where \( a_{ak} \) belongs to the set “Not Affected” will have high effectiveness in exploring the corresponding assertion in the modified version of the program.

\[
\delta(x, \alpha, \beta, \gamma) = \begin{cases} 
0 & \text{for } x \leq \alpha \\
\frac{2(x - \alpha)^2}{\beta - \alpha} & \text{for } \alpha \leq x \leq \beta \\
1 - \frac{2(x - \gamma)^2}{\gamma - \alpha} & \text{for } \beta \leq x \leq \gamma \\
1 & \text{for } x \geq \gamma 
\end{cases}
\]

Figure. 2. The S-function
In order to define the membership or grade values for each test case in the fuzzy set \textit{Effectiveness}, we apply fuzzy logic techniques as follows. Each test case is assigned a membership depending on its “effectiveness,” i.e., low, moderate or high. The membership value is in the interval \([0,1]\) and reflects the compatibility of each specific test case to the fuzzy set \textit{Effectiveness}. The assignment of membership values (grades) is based on the S-function [27] which is shown in Fig. 2. Note that other fuzzy clustering techniques other than the S-function may be used for the purpose of building up fuzzy sets and the assignment of membership functions. S-functions may be described as follows [27].

- A mathematical function that is used in fuzzy sets as a membership function.
- A simple but valuable tool in defining fuzzy functions such as the word “tall”.
- The objects \(\times\) are elements of some universe \(X\). In this research, \(\times\) represents the set of test cases we are dealing with during our prioritization mechanism, where these test cases are elements of the universe of the program possible input data.
- \(\alpha\), \(\beta\), and \(\gamma\) are parameters which may be adjusted to fit the desired membership data. The parameter \(\alpha\) represents the minimum boundary and \(\gamma\) represents the maximum boundary. The parameter \(\beta\) is the middle point between \(\alpha\) and \(\gamma\) and is computed as \((\alpha + \gamma) / 2\).
- Depending on the application, a membership function may be controlled from different sources [27]. For example, in an expert system, the membership function will be constructed based on the experts’ opinion modeled by the system.
- In this research, values of the parameters \(\alpha\) and \(\gamma\) are determined after extermination with the proposed approach. As described previously, the history of each test case will be monitored during this experiment with regard to the ability of this specific test case in violating a given assertion in the program under test.

The model shown in Fig. 1 may be described as follows. First, we analyze both \(P_o\) and \(P_m\) in order to classify assertions, \(A_m\), found in \(P_m\) with respect to how much the modifications inflicted on \(P_m\) had affected those assertions. To perform this analysis, we use assertions revalidations model [6] to classify the set of assertions, \(A_m\), found in \(P_m\) into three different sets: “Affected,” “Partially Affected” and “Not Affected.” Based on the categorization of assertions in the analysis’s step, the next step is to categorize test cases according to their expected effectiveness during regression testing of the modified, version of the program, i.e., \(P_m\). Because the “effectiveness” of a test case is a “fuzzy” term which is very hard to measure in crisp value, we propose using fuzzy logic techniques to deal with measuring the effectiveness of a given test case as described previously.

IV. CONCLUSION and FUTURE WORK

In this paper, we presented a new technique for test cases prioritization to be used during regression testing of programs with assertions. The proposed model employs fuzzy logic concepts to measure the \textit{effectiveness} of a given test case in violating programs assertions during the regression testing of a modified program. Our proposed method builds upon the concepts of previous research in the fields of assertions-based software testing and assertions revalidation. Furthermore, the proposed method is intended to be used in conjunction with traditional black-box and white-box software testing methods. In order to evaluate the proposed method, we intend to perform and extensive experimental study using a variety of programs with assertions. The results of this experiment will then be compared with existing test case prioritizations techniques reported in the literature.
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