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Abstract—The rise of social media has influenced many web applications, particularly in the area of e-commerce. Especially small and medium enterprises (SMEs) benefit from user-generated content, because these enterprises often do not have the dedicated resources to generate or categorize content. Moreover, SMEs often do not have the resources to create social media features by themselves. As a solution to these problems, a Cloud-based social commerce service named Rated Tags as a Service is presented in this paper. The intention of the Rated Tags system is to improve the decision making process of customers. This was already successfully evaluated in a user study. This paper discusses client- and server-side challenges for providing such a feature in a service-oriented way and proposes a corresponding Cloud-based architecture.
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I. INTRODUCTION

The rise of Web 2.0 and social media has influenced many web applications in recent years. Especially e-commerce companies make use of social media to transform their business into a more customer-centered environment [1]. The term social media stands for interactive, web-based applications that allow the creation and exchange of user-generated content [2]. The use of social media in e-commerce is often referred to as social commerce [3].

Social media, particularly user-generated content, is especially interesting for small and medium enterprises (SMEs), because it is an easy and cheap way to generate content and SMEs typically do not have dedicated resources to create or categorize content. SMEs usually also do not have the resources to implement and maintain their own infrastructure for these social interaction features. A possible solution to this is the service-oriented paradigm, i.e., the ability to use existing services instead of implementing and maintaining them by themselves.

This paper proposes a client- and server-side architecture for a novel social commerce service named Rated Tags as a Service. The Rated Tags system itself was designed to support the decision making of e-commerce customers through social tagging. The next step is the service-oriented provisioning of the system for online retailers, especially small and medium ones. This paper discusses some client- and server-side challenges and proposes an Cloud-based architecture for such a service.

The remainder of this paper is organized as follows. In Section II, the concepts behind the Rated Tags system and its related work will be briefly explained. After that, the proposed architecture and its implications are discussed in Section III. Finally, Section IV concludes this article and presents areas for future research.

II. BACKGROUND AND RELATED WORK

Many online retailers make use of user-generated product ratings and reviews. Especially consumer reviews are a helpful resource for information seeking customers. However, it is a time-consuming task to analyze the vast amount of reviews, especially because of the unstructured nature of textual reviews. A social commerce feature named Rated Tags was developed by the author of this paper to reduce this decision making effort of customers.

A Rated Tag is the combination of a user-generated tag and a 5-star rating [4]. Similar to traditional social tagging, reviewers can create a Rated Tag and assign it to their review. For example, if a reviewer writes about the picture quality and operating noise of a projector, he or she can assign the Rated Tags “picture quality” and “operating noise” to their review and rate them on a 5-star scale. An exemplary excerpt of a customer review that contains Rated Tags is shown in Figure 1. Because of the user-generated nature of Rated Tags, other reviewers can reuse the created Rated Tags and assign them in their reviews. As a consequence, other information seeking customers are able to display only reviews that discuss a specific aspect of a product, for example the picture quality of a projector. Additionally, the ratings of the Rated Tags can be aggregated, which gives customers a good overview about the discussed aspects in the reviews, as shown in Figure 2. Thus, Rated Tags can be classified as an interactive decision aid (IDA).

To determine the helpfulness of Rated Tags as an IDA, the system was evaluated in a case-control study with 34 participants. The participants were provided with 5 products, whereas each product had 20 customer reviews. The participants of the
Rated Tags group also had access to the corresponding Rated Tags (as shown in Figure 1). The instructions for the participants were to select the product with the lowest operating noise. The study results show, that Rated Tags users had a significant increase in decision quality. This was measured by comparing the selected product of the participants with the dominating product, i.e., the product with the lowest operating noise. Participants of the Rated Tags group significantly more often chose the dominating product than participants of the control group. The results also show a decrease in decision effort. This was measured by the time required to chose a product. The participants of the Rated Tags group were significantly faster in their decision making.

Similar approaches to Rated Tags were proposed by Vig et al. [5] and Lee et al. [6]. Their research also conducted the combination of user-generated tags and ratings. However, their research focused on different aspects, for example the user acceptance or user interface for the created tags. The research for Rated Tags primarily focuses on an improvement of the decision making process of e-commerce customers.

The combination of e-commerce and Cloud-based services is subject to several scientific articles [7][8][9][10]. However, these works only discuss the integration of Cloud-based e-commerce services from a theoretical point of view. In contrast to that, this paper presents a conceptual model and architecture for a concrete e-commerce service. Therefore it is more likely to find solutions for real world problems, which can later be generalized to a common Cloud-based social commerce framework.

III. RATED TAGS AS A SERVICE

This section constitutes the core of this article. It describes the proposed client- and server-side architecture to make the Rated Tags system available in a service-oriented way. As depicted in Figure 3, the three relevant actors for the architecture are service provider, service consumer and the e-commerce customer.

A. Service provider architecture

Because the proposed service needs to support a rising number of service consumers, an important aspect for the underlying system is scalability. Scalability means that the underlying system can cope with an increasing amount of load or traffic without modifying the system’s architecture [11]. For this reason, a Cloud-based solution is proposed, because Cloud-resources allow a dynamic, on-demand scaling without the need to maintain an own data center [12].

The proposed Cloud-based architecture for the service provider is depicted in Figure 4. It is based on the service orchestration architecture from the NIST cloud reference architecture [13, p. 3]. The topmost layer is the application service layer. This layer contains all the application specific logic for the service, while only a subset of all the components is displayed in Figure 4. The service layer makes use of the underlying PaaS and IaaS layers. The PaaS layer provides the execution environment for the service among other things. Finally, the bottom (IaaS) layer provides access to various resources, e.g., files or other storage structures.

An important aspect for the architecture is the underlying data model. To fully take advantage of the Software as a Service (SaaS) paradigm, a multi-tenant architecture is proposed. Multi-tenancy means, that a single software instance runs on a server, which serves multiple, independent service consumers (tenants) [14]. Therefore the data model needs to be designed for data partitioning, which is also a requirement to improve the scalability of Cloud-based applications [14].

The proposed partitioning scheme is horizontal data partitioning by tenants. This means that every tenant has its dedicated table. An example for this is shown in Table I. The name of the table is “RatedTag_ACME”, whereas the name or id of the tenant (in this case “ACME”) appears after the underscore. The shown columns do not contain any tenant-specific data. This is different from the shared table approach, where a table is shared among tenants and the identification is done via a column that identifies the tenant [15]. The advantage of the proposed dedicated table approach is that the data of tenants is physically separated from each other. It is also
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TABLE I: An example of a tenant-specific table

<table>
<thead>
<tr>
<th>RatedTag_ACME</th>
<th>Id</th>
<th>ProductCategoryId</th>
<th>ProductId</th>
<th>ReviewId</th>
<th>UserId</th>
<th>Tag</th>
<th>Rating</th>
</tr>
</thead>
</table>

assumed that this approach performs better, but this needs to be evaluated in a future simulation.

As shown in Table I, specific ids from the service consumer need to be stored to connect the reviews of the service consumers to the saved Rated Tags, for example the id of the review. Because the used format for these ids is tenant-specific and can be numeric or text-based, a common format is required. The proposed type for these columns is text, because the common types of ids (numeric ids and GUIDs) can be transformed into a textual format.

Another important aspect is the type of data storage. Traditionally, data for web applications is stored in relational databases like MySQL or Microsoft SQL Server, but with the rise of cloud computing and the increasing need for scalability the paradigm of NoSQL emerged. NoSQL databases do not require a fixed table scheme and mostly use an eventually consistent model in favor of availability and partition tolerance. Eventually consistent means that “the storage system guarantees that if no new updates are made to the object, eventually all accesses will return the last updated value” [16]. Because the Rated Tags system has no strict consistency requirements, an eventually consistent model is proposed.

B. Service consumer architecture

The main challenge for service consumers is the integration of the service in their own infrastructure. Three imaginable integration scenarios for service consumers are presented and discussed. These integration scenarios are depicted as sequence diagrams in Figures 5, 6 and 7.

One possible approach for service integration is shown in Figure 5. It shows a client (e-commerce customer), who requests a product page from the online store where Rated Tags are used. The online store (service consumer) then forwards an API call to the service provider to get all relevant data for the current context. After the completed API call, the retrieved data is included in the HTML and the rendered response is delivered back to the client. This can be considered as a synchronous approach, because the page rendering waits for the API call to complete.

Another possible approach is shown in Figure 6. This approach is similar to the previous one, but it applies an asynchronous communication. The requested page is rendered immediately and includes JavaScript code to reload additional content while loading the website. The JavaScript code calls the server of the service consumer, which forwards the API call to the service provider to fetch additional data and deliver the rendered results back to the client. This approach is more responsive than the previous one, because the Rated Tags-specific content is asynchronously loaded after the main web site is loaded.

Finally, a third approach is shown in Figure 7, where the client directly communicates with the service provider. This is different to the two previous approaches, where the service consumer acted as a proxy, that forwarded an API call to the service provider. Such a direct communication approach is typically taken by mashups or widgets, that include mainly JavaScript and do not have any server side code. An exemplary service that uses this technique is Disqus [17], which is a discussion service, that can be integrated in any website to facilitate social interactions between users of this website. The approach has the advantage that it is easy to integrate, but it also has issues that needs to be considered. Some of these issues are discussed below.

A problem of the above approach is the required cross-domain request, because the JavaScript same-origin policy forbids browsers to send and receive content from a different domain. There are two solutions to get around this problem: JSON with padding (JSONP) and cross-origin resource sharing (CORS). JSONP is a technique to include and execute JavaScript from a different domain by specifying a callback function [18]. A restriction of JSONP is that it only supports HTTP-GET requests. CORS can be used to allow JavaScript requests from other domains. For this to work, the client (browser) and server must specify special CORS HTTP-headers [19]. Unfortunately, CORS is a new mechanism, which means this technique is not supported by older browsers. The direct communication approach also lacks a server-side component, which is required to control the access to the service. Because of these issues, the integration scenario from Figure 7 is not suited for the architecture.

Eventually, the decision about the integration scenario depends upon the service consumer. If it is acceptable to use JavaScript, the approach from Figure 6 should be preferred, because it is more responsive. Alternatively, the approach from Figure 5 can be used when the online store of the
service consumer needs to be available for customers who have JavaScript disabled. The proposed architecture supports both approaches.

IV. CONCLUSION AND FUTURE WORK

This paper presented the conceptual model and a Cloud-based architecture for a novel service called Rated Tags as a Service. The challenges for client- and server-side implementation were discussed. An important aspect for the client-side is the ease of integration, for which possible integration scenarios were presented and assessed. From the server-side perspective, the overall cloud-based architecture, a tenant-specific architecture and an eventually consistent model for data storage were proposed.

In a future work, a prototype of the proposed model will be implemented and evaluated. This includes not only the server-side components of the framework, but also the client-side. We will demonstrate by example, how third party online stores can integrate the social commerce service into their system. The evaluation of the prototype will concentrate on the non-functional requirements of the service, e.g., the scalability or the ease of integration.
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