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Abstract—In the field of software development, many 
implementation methods appear one after another. It is 
necessary for them to be flexibly introduced into software. 
Model driven development is regarded as one of the most 
flexible development methods. It expects to generate source 
code from the models. However, the models and the source 
code generated from them will become out of sync if the code is 
changed. In order to solve this problem, round-trip 
engineering (RTE) has been proposed. RTE has a feature that 
keeps the models synchronized with the source code. There are 
some tools providing us with the RTE, but almost all of them 
are applicable only for static diagrams. This research adapts 
the RTE directly to activity diagrams as one of dynamic 
diagrams, and proposes a method to realize the RTE for 
activity diagrams and source code. A success transformation 
rate of the models and source code has been confirmed. As a 
result, it could be verified that the round-trip engineering 
between activity diagrams and source code is successful. 
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I.  INTRODUCTION 
Model driven architecture (MDA) [1][2] draws attention 

as a technique that can flexibly deal with changes of business 
logics or implementation technologies in the field of system 
development. Its core data are models that serve as design 
diagrams of software. It includes a transformation to various 
kinds of models and an automatic source code generation 
from the models [3][4][5].  

Development standardization is advanced as model 
driven architecture by Object Management Group (OMG). 
However, the models and the source code generated from 
them will become out of sync if the code is changed. In order 
to solve this problem, round-trip engineering (RTE) [6][7] 
[8][9] has been proposed. RTE has a feature that keeps the 
models synchronized with the source code. Therefore, it is 
possible to keep them consistent. There are some tools 
providing the RTE, but almost all of them are applicable 
only for static diagrams such as class diagrams, component 
diagrams. Therefore, it is necessary to adapt the RTE to 
dynamic diagrams. 

This research adapts the RTE to activity diagrams as one 
of the dynamic diagrams, and proposes a method to realize 
the RTE for activity diagrams and source code [10][11]. 

Activity diagrams are defined in Unified Modeling Language 
(UML), and describe flows of activities. They can also 
express processes hierarchically and are used widely from 
upper to lower processes of software development. Figure 1 
shows a basic concept of the proposed method. In 
transforming activity diagrams to source code, the proposed 
method analyzes XML metadata interchange (XMI) [12] of 
the activity entities. XML is a markup language that defines 
a set of rules for encoding documents in a format which is 
both human-readable and machine-readable. XMI is a 
standard for exchanging metadata information. Conversely, 
in transforming source code to activity diagrams, the 
proposed method analyzes the abstract syntax tree (AST) 
[13] of the source code. In mutual transformation of them, an 
intermediate representation is used. It has hierarchical 
structure, and corresponds to both activity diagrams and 
source code. For this reason, you can easily transform 
between XMI and AST. Describing conditional branches and 
loop statements, activity diagrams use the same elements. 
They cannot be transformed to source code as they are. 
Therefore, a method for analyzing them and mutual 
transforming is developed for distinguishing the conditional 
branches and loop statements. A success transformation rate 
of the models and source code has been confirmed. As a 
result, it could be verified that the validity of the proposed 
method. 

 
The contents of this paper are shown below: Section II 

describes related work. Section III explains the proposed 
method of this research. Section IV shows the results of 

Figure 1.  Schematic diagram of the proposed method. 

24Copyright (c) IARIA, 2015.     ISBN:  978-1-61208-405-3

ICAS 2015 : The Eleventh International Conference on Autonomic and Autonomous Systems



application experiments in order to confirm the validity of 
the proposed method. Finally, Section V describes 
conclusion and future work. 

II. RELATED WORK 
This study uses related work called AST and RTE. 

A. Abstract Syntax Tree 
AST that belongs to Eclipse AST implementation is a 

directed tree showing the syntactic analysis results of source 
code. It is also used in order to create byte code from the 
source code as internal expression of a compiler or an 
interpreter. AST provides us with ASTParser class which 
changes source code into AST. There are many kinds of 
nodes defined by AST. An AST node can be searched by 
using ASTVisitor class corresponding to one of design 
patterns [14]. The visitor design pattern is a way of 
separating an algorithm from an object structure on which it 
operates. A practical result of this separation is the ability to 
add new operations to existing object structures without 
modifying those structures. An example of AST is shown in 
Figure 2. Detailed analysis can be carried out by changing 
AST levels. 

B. Round-Trip Engineering 
RTE refines intermediate results by editing requirement 

definitions, design plans, and source code alternately. 
Generally, if either models or code is changed, the RTE 
automatically reflects the change on the other side. RTE has 
a feature that keeps the models synchronized with the source 
code. The outline of RTE is shown in Figure 3.  

 

Some tools, like UML Lab [15] and Fujaba [16][17], are 
proposed to maintain consistency of models and source code. 
In these tools, a template for generating source code is 
described by a template description language. Automatic 
generation of source code can be carried out from models by 
using the template. It enables to refactor source code and 
static diagrams, such as class diagrams and component 
diagrams, synchronously. It also does code generation and 
reverse engineering in real time. However, it does not deal 
with dynamic diagrams like activity diagrams which can 
describe the behavior of a system. Although Fujaba 
considers activity diagrams, the tool does not address them in 
a direct way. On the other hand, our approach deals directly 
with the activity diagrams. 

III. PROPOSED METHOD 
This section proposes a transformation method from 

activity diagrams to source code and from source code to 
activity diagrams. Activity diagrams mainly describe the 
behaviors of a system using nodes and edges. A content of 
action is described in a node. The flow of a series of actions 
is expressed by connecting nodes by edges. An activity 
diagram is described for each method in class diagrams in 
the proposed method. 

A. Transformation from Activity Diagram to Source Code 
A concrete transformation flow from activity diagrams to 

source code is as follows: 
1) XMI Analysis of Activity Diagram: An activity 

diagram is expressed in XMI form as an UML file. It begins 
with a start node and ends with a final node, following some 
nodes or groups through edges. Nodes have information on 
actions or controls of the activity diagram. Edges have 
information on control flows as some attributes and 
subelements. Group is a tag that has nodes and edges of a 
subactivity as subelements. Each tag is given an id for 
discriminating from other tags. Table I shows nodes used by 
an activity diagram.  

2) Transformation from XMI to Intermediate 
Representation: Node and edge tags have a transition 
starting id and targeting id respectively. Using these ids, you 
can extract the flow of actions of an activity diagram as a 
sequence of ids. It can be transformed to an intermediate 
representation  by  replacing  ids  with  corresponding nodes 

TABLE I.  NODES USED BY AN ACTIVITY DIAGRAM. 

Tag Node 

Node tag 

ActivityInitialNode 
ActivityFinalNode 

CallBehaviorAction 
CallOperationAction 

DecisionNode 
LoopNode 
MergeNode 

OpaqueAction 
Group tag StructuredActivityNode 
Edge tag ControlFlow 

Figure 2.  An example of AST. 

Figure 3.  Outline of RTE. 
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extracted from XMI analysis. The intermediate 
representation is a sequence of nodes as the flow of actions. 
The reason for introducing the intermediate representation is 
because it makes it easy to transform both XMI and source 
code into one another. Figure 4 shows a metamodel of 
intermediate representation, and Figure 5 shows the image 
of this transformation. 

3) Transformation from Intermediate Representation to 
AST: Analyzing  the flow of  the  actions of an intermediate 

 

 

 

representation,  you  can  transform  it  into AST.  The inter 
mediate representation is analyzed in order from the 
beginning. According to corresponding nodes, it is 
necessary to extract information, such as a branch and loop, 
from the representation structure. For example, a branch has 
a structure embraced by Decision node and Merge node, but 
a loop has a structure embraced by Decision nodes. In order 
to distinguish such structures, a stack which stores ids of 
Decision nodes is created. If a Decision node comes out, the 
id is pushed to the stack at once. It is a branch if a Merge 
node comes out before a Decision node comes out next. If a 
Decision node comes out and its id is the same id pop from 
the stack, then it is a loop. Otherwise, a new Decision node 
comes out and its id is stacked. Figure 6 shows this 
transformation. 

4) Transformation from AST to Source Code: Target 
source skeleton code is transformed from class diagrams by 
using Acceleo templates for classes. Acceleo [18] is the 
Eclisp Foundation’s open-source code generator which 
provides us with templates for skeleton code. Transformed 
activity diagrams and classes of a target source skeleton 
code are expressed by AST. A method whose name is 
identical with that of an activity diagram can be searched by 
using ASTVisitor class. The method code transformed from 
AST of the activity diagram is added to the method body to 
which corresponds in the target source skeleton code for 
every activity diagram. 

B.  Transformation from Source Code to Activity Diagram 
A concrete flow of transforming from source code to 

activity diagrams is as follows: 
1) AST Analysis of Source Code: ASTParser class 

transforms source code into AST, and ASTVisitor class 
searches AST nodes to deal with. These are defined as AST 
library. The structure of source code is analyzed by using 
these classes. 

2) Transformation from AST to Intermediate 
Representation: Required information is extracted by 
analyzing AST. Whenever an AST node is searched, the 
information on the AST node is saved in detail. Required 
AST nodes are DeclarationStatement node (like variables, 
call of methods), IfStatement node, WhileStatement node, 
ForStatement, and so on. The flow of the processing is 
almost the same as that of the transformation from XMI of 
an activity diagram to intermediate representation. Figure 7 
shows this transformation. 

3) Transformation from Intermediate Representation to 
XMI: A sequence of ids could be extracted from nodes, 
groups, and edges in the transformation from activity 
diagrams to source code. If this transformation is carried on 
in reverse, nodes, groups, and edges are generated by 
analyzing the flow of actions. Specifically, nodes or groups 
are generated for each action of the intermediate 
representation. They are transformed to XML according to Figure 6.  From  intermediate representation to AST. 

Figure 5.  From XMI to intermediate representation. 

Figure 4.  Metamodel of intermediate representaion. 
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the kind of actions. Simultaneously, edges which connect 
between nodes or groups are generated. A transition starting 
id and targeting id are generable from the sequence of 
intermediate representation. Generating Decision or Merge 
nodes expressing branches or loops, a stack which is similar 
to that of the transformation from activity diagrams to 
intermediate representation is used. 

4) Adding XMI to Activity Diagram: Generated nodes, 
groups, and edges are added to XMI file of an activity 
diagram. In case of adding, you refer to the activity diagram 
in the package where the source code is allocated. If the 
diagram already exists, adding is performed after deleting 
the contents of the existing file. Otherwise, adding is 
performed after generating a new diagram.  
 

 

IV. APPLICATION EXPERIMENTS 
The proposed method is applied to a hunter game [19] to 

confirm the effectiveness of the proposed method. We have 
both activity diagrams and source code of the hunter game. 
The number of AST nodes of original hunter game is 4971. 
Mutual transformations of the activity diagrams and the 
source code are carried out by the proposed method. As a 
result, Figure 8 describes comparison results of the number 
of AST nodes. Tables II and III show the comparison of the 
number of XMI and AST nodes respectively. 

The transformation rate is computed by comparing the 
number of XMI nodes of activity diagrams. The objects to 
compare are handwritten activity diagrams and the activity 
diagrams automatically generated from the source code. 

TABLE II.  COMPARISON OF THE NUMBER OF XMI NODES. 

XMI node Automatic Original Difference 
group   47    47 0 
guard   155   159 -4 
edge 1137 1142 -5 
node 1367 1369 -2 

TABLE III.  COMPARISON OF THE NUMBER OF AST NODES. 

AST node Automatic Original 
SwitchCase 0 4 

SwitchStatement 0 1 
CatchClause 0 8 
TryStatement 0 8 

VariableDeclaration 69 77 
Block 364 315 

 
 Figure 7.  From AST to intermediate representation. 

 

Figure 8.  Comparison results of AST nodes. 
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The transformation rate is 99.6% (= generated XMI 
nodes * 100 / original XMI nodes). XMI nodes which are not 
transformed are shown in Table II. There are three kinds of 
nodes: guard, edge, and node. A switch statement cannot be 
described in an activity diagram, but the same processing can 
be described by using if statements. Guard nodes decreases 
in the same number of switch statements in generated 
activity diagrams. The number of edges is also decreasing in 
connection with it. 

After adding change to source code, an activity diagram 
is generated from the changed source code. It is verified 
whether the generated activity diagram reflects the added 
change. For example, original source code and activity 
diagram of bubble sorting are shown in Figure 9. The source 
code is changed as presented in Figure 10. The activity 
diagram in Figure10 reflects the added change as intended. 
 

 
 
 
 

 
 
 
 
 
 
 
 

A reverse transformation is investigated by generating 
activity diagrams from handwritten source code and 
transforming from these activity diagrams to source code. 
The objects to compare are handwritten source code and the 
automatic generated source code. The transformation rate is 
99.8%. Except for switch statements and the positions of 
block, they are almost similar. It is verified that the generated 
source code is functionally equivalent to the handwritten 
source code. The transformation rates for forward and 
reverse transformation are not 100% because there is no 
standard expression to describe switch and try-catch 
statements in an activity diagram. They are not transformed 
by the proposed method as shown in Table III. 

Figure 10.  Modified source code and activity diagram. 

Figure 9.  Original source code and activity diagram. 
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V. CONCLUSION 
This paper has pointed out a problem in model driven 

development and proposed a method of applying round-trip 
engineering to activity diagrams in order to solve the 
problem. The effectiveness of the proposed method is 
verified by the application experiments for the source code 
of a hunter game. Consequently, it has confirmed that the 
round-trip engineering between activity diagrams and source 
code is successful. The characteristics of the activity 
diagrams accepted by this approach are as follows: They 
consist of actions of the same granularity, not so many 
multilayered group nodes. 

Since activity diagrams cannot yet deal with switch and 
try-catch statements, defining of these description methods 
and increasing convertible elements are important as future 
work. 
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