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Abstract—The mandatory and most deployed authentication
method used in the Session Initiaton Protocol, the Digest Access
Authentication method, is weak. Other, more secure authentica-
tion methods have emerged, but have seen little adoption yet. In
this paper, support for using a generic authentication method, the
Generic Security Services API, is added to the Session Initiaton
Protocol. When using this method, the Session Initation Protocol
does not need to support nor implement other authentication
methods, only use the provided API library. This enables the
Session Initiation Protocol to transparently support and use
more secure authentication methods in a unified and generic
way. As the suggested method includes a modification of the
Session Initiation Protocol, an initial deployment strategy towards
the Generic Security Services API authentication methods is
added. To negotiate an authentication service, we use the pseudo
security mechanism Simple and Protected GSS-API Negotiation
Mechanism.
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I. INTRODUCTION

Voice over IP (VoIP) is taking over for the traditional Public
Switched Telephony Network (PSTN). At the end of 2009,
29.1 % of the private market in Norway was using VoIP (not
including mobile phones). There has been a steady increase in
the number of VoIP users since 2002, as well as a decrease in
PSTN [1]. With two billion users worldwide having access to
the Internet by the end of 2010 [2], the VoIP growth potential
is huge.

Several proprietary and non-proprietary VoIP protocols have
been created, but the protocol pair Session Initiation Protocol
(SIP) and Real-time Transport Protocol (RTP) is emerging as
the industry standard. RTP transfers the media content (voice),
while SIP handles the signaling, i.e., setup, modification and
termination of sessions between two or more participants. SIP
is an open standard developed by the Internet Engineering
Task Force (IETF) and specified in RFC3261 [3]. Additional
functionality is specified in numerous Request For Comments
(RFC) standard documents, making the SIP standard large and
complex [4].

PSTN is a mature and stable technology providing 99.999%
uptime [5], and users will expect VoIP to perform at similar
service level. But with an increasing number of VoIP users,
VoIP will become a target for attackers looking for financial
gain or mischief. A clear threat taxonomy is given by the

“VoIP Security Alliance” [6] and is discussed by Keromytis
[7]. Several vulnerabilities exist [8] and securing SIP based
installation is far from trivial [9].

In the EUX2010sec research project [10], we revealed, in
close collaboration with our project partners, that most VoIP
installations only use the mandatory, but weak, Digest Access
Authentication (DAA) method [11]. In two case studies,
with a VoIP installation supporting 3000 and 4700 phones
respectively, the public tender for those VoIP installations
greatly emphasized security and authentication requirements;
requirements that DAA does not cover adequately. We have
replicated the project partner’s VoIP installation in our VoIP
lab [12]. An attack against authentication has been analyzed
[13] and countered [14].

The main contribution of this paper is to present and add
support for the Generic Security Services Application Program
Interface (GSS-API) to SIP. Different security requirements
may require different authentication mechanisms. Instead of
adding support for many different authentication mechanisms
in SIP, support for GSS-API will provide a generic interface
that makes different authentication methods transparent to the
SIP protocol. To negotiate the best available authentication
service between two peers, the Simple and Protected GSS-
API NEGOtiation (SPNEGO) mechanism is used on top of
GSS-API.

The rest of the paper is organized as follows: a brief
overview of other SIP authentication methods is given in Sec-
tion II. The GSS-API and SPNEGO as a GSS-API mechanism
are explained in Section III and how the GSS-API can be
supported and implemented in SIP is shown in Section IV.
The industry evolution uptake strategy is briefly discussed in
Section V before future work and the conclusion are presented
in Section VI.

II. AUTHENTICATION IN SIP

When SIP was designed, functionality — and not security
— was the primary goal. The results today are a number of
uncovered vulnerabilites and attacks [15], [16]. SIP supports
a wide range of functionalities that can be utilized, ranging
from mobile handsets to high-end servers, each with dif-
ferent security requirements. Different security requirements
may use different authentication methods depending on the
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usage and threat scenario. For example, a mobile handset
may have different requirements for authentication than that
authentication between SIP servers. Additional requirements
like power consumption and computational power must also
be considered. Thus, adding new security services to SIP
to improve the security design and meet different security
requirements can be challenging.

The Digest Access Authentication (DAA) method is the
mandatory and most used authentication method used with
SIP [17]. DAA is heavily influenced by HTTP digest au-
thentication. It relies on a cryptographic verification of a
plaintext password shared between client and server. The client
computes a MD5 hash value using the password, a nonce
value received from the server, and a few SIP header values.
The server computes the same digest, which then is compared
against the one received from the client. If these digests are
identical, the client has proven its identity and is authenticated.
Unfortunately, the DAA is considered weak and is vulnerable
to a series of attacks [8], including registration hijacking [14].

A more secure authentication method can be achieved by
using Secure MIME (S/MIME) [18]. There, the entire SIP
message is encapsulated in a MIME body that is signed and
optionally encrypted. When the S/MIME header is received,
the receiver checks whether the sender’s certificate is signed
by a trusted authority. A client must support multiple root
certificates since there is no consolidated root authority that is
trusted by all clients. This and other certificate handling issues
like revoking and renewing complicates the use of certificates.
Industry support for S/MIME has been limited [19].

Two other authentication methods have emerged within the
Internet Engineering Task Force (IETF):

1) The Asserted Identity [20] is intended to work within
a trusted environment. An additional, unprotected SIP
header is sent in clear that informs that the identity of
the client has been checked. Since the SIP header is sent
in clear rather than protected by cryptography methods,
it can easily be removed by an attacker without any of
the communicating peers noticing this.

2) The SIP Strong Identity [21] introduces a new SIP ser-
vice, the “authentication service”, which signs a hash over
selected SIP header values, and includes the signature
as a SIP header along with a URI that points to the
sender’s certificate. The receiver computes the same hash
and compares the results. Using this method, only the
client is authenticated. As above, an attacker can remove
these headers without implications.

Note that both of these authentication methods rely on a
successful DAA authentication to be applicable. These are also
applied by the SIP servers rather than the clients themselves,
and are thus only providing indirect authentication of the client
since the server is authenticating on behalf of the client.

III. GSS-API WITH SPNEGO
The GSS-API [22] provides a generic interface for appli-

cation layer protocols like SIP, with a layer of abstraction
for different security services like authentication, integrity or

Figure 1: The GSS-API protocol stack with the SPNEGO
negotiation mechanism and underlying security mechanisms.

confidentiality. With the GSS-API, an application does not
need to support or implement every authentication method, but
use the provided security API [23]. The GSS-API is developed
by the IETF and has been scrutinized by security professionals
over the years. It has been extensively tested, and is now
classified as a mature standard by the IETF. Further extensions
and improvements to GSS-API are done by IETF’s “kitten”
Working Group [24].

The GSS-API is not a communication protocol in itself, but
relies on the application to encapsulate, send, and extract data
messages called “tokens” between the client and server. The
tokens’ content are opaque from the viewpoint of the calling
application, and contain authentication data, or, once the
authentication is complete, portion of data that the client and
server want to sign or encrypt. The tokens are passed through
the GSS-API to a range of underlying security mechanisms,
ranging from secret-key cryptography, like Kerberos [25], to
public-key cryptography, like the Simple Public-Key GSS-API
Mechanism (SPKM) [26]. For an application, the use of the
GSS-API becomes a standard interface to request authentica-
tion, integrity, and confidentiality services in a uniform way.
However, GSS-API does not provide credentials needed by the
underlying security mechanisms. Both server and client must
aquire their respective credentials before GSS-API functions
are called.

To establish peer entity authentication, a security con-
text is initialized and established. After the security con-
text has been established, additional messages can be ex-
changed, that are integrity and, optionally, confidentially
protected. To initiate and manage a security context, the
peers use the context-level GSS-API calls. The client
calls GSS_Init_sec_context() that produces a “out-
put token” that is passed to the server. The server then calls
GSS_Accept_sec_context() with the received token
as input. Depending on the underlying security mechanism,
additional token exchanges may be required in the course
of context establishment. If so, GSS_S_CONTINUE_NEEDED
status is set and additional tokens are passed between the client
and server until a security context is established, as depicted
in Figure 4.

After a security context has been established, per-message
GSS-API calls can be used to protect a message by adding
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Figure 2: The GSS-API interface in SIP.

a Message Integrity Code (MIC) with GSS_GetMIC() and
verifying the message with GSS_VerifyMIC(). To encrypt
and decrypt messages, the peers can use GSS_Wrap() and
GSS_Unwrap(). Thus, two different token types exist:

1) Context-level tokens are used when a context is estab-
lished.

2) Per-message tokens are used after a context has been
established, and are used to integrity or confidentiality
protect data.

In addition to send and receive tokens, the application is
responsible to distinguish between token types. This is neces-
sary because different tokens types are sent by the application
to different GSS-API functions. But since the tokens are
opaque to the application, the application must use a method
to distinguish between the token types. In our solution, we use
explicit tagging of the token type that accompanies the token
message.

SPNEGO [27] is a pseudo security mechanism that enables
peers to negotiate a common set of one or more GSS-
API security mechanisms. The GSS-API stack with SPNEGO
is shown in Figure 1. The client sends a prioritized list
of supported authentication mechanisms to the server. The
server then chooses the preferred authentication method based
on the received list from the client. The client initiates
GSS_Init_sec_context() as with an ordinary GSS-API
security mechanism, but requests that SPNEGO is used as
the underlying GSS-API mechanism (“mech type”). The SP-
NEGO handshake between client and server is communicated
by sending and receiving tokens. After the handshake, the
client and server initiate and set up a security context (au-
thentication) using the agreed GSS-API security mechanism.

IV. GSS-API SUPPORT FOR SIP

Instead of adding numerous different authentication meth-
ods to SIP based on different security requirements, it is
desirable to keep the changes to the SIP standard to a mini-
mum. The industry might also be reluctant to adopt immature
and non-standardized security services, like different authen-
tication methods. Adding support for the GSS-API requires
only one small change to the SIP standard, and will open up

for a wide range of different authentication methods. In the
following subsections, we outline how to include support for
the GSS-API into the SIP authentication to replace the original
weak DAA.

A. SIP authentication using DAA

When a SIP client is authenticated to a server using
DAA, the authentication handshake data is encapsulated in
the WWW-Authenticate header from server to client, and
the Authorization header from client to server. We
reuse these headers for GSS-API support, and instead of
encapsulate DAA data, we send the GSS-API tokens. An
example of both DAA Authorization header and the new
Authorization header with GSS-API data is depicted in
Figure 3.

During the initialization of a security context it is necessary
to identify the underlying security mechanism to be used.
The caller initiating the context indicates at the start of the
token the security (authentication) mechanism to be used. The
security mechanism is denoted by a unique Object Identifier
(OID). For example, the OID for the Kerberos V5 mechanism
is 1.2.840.113554.1.2.2. However, there is no way
for the initiating peer to know which security mechanism
the receiving peer supports. If an unsupported “mech type”
is requested, the authentication fails. The GSS-API standard
resolves this by recommending to manually standardizing on
a fixed “mech type” within a domain. Since SIP addresses are
designed to be global [28], and not confined to a local domain,
a GSS-API negotiation mechanism is required. The SPNEGO
is such a GSS-API negotiation mechanism.

B. SIP authentication using GSS-API and SPNEGO

When using GSS-API with the SPNEGO mechanism, the
number of SIP messages between client and server during
authentication needs to be increased. During a DAA authen-
tication, the client sends a REGISTER message to the server.
The server, upon receiving a REGISTER, challenges the client
with a nonce. The client then generates a digest response,
a hash value computed over several SIP header values, the
nonce, and a shared secret. The client then re-sends the
REGISTER message with the digest response embedded. The
message flow of a SIP DAA handshake is shown in the first
four messages depicted in Figure 4.

In the following paragraphs, the numbers in parentheses
refer to the numbers in Figure 4. When a client comes online
and registers itself to a “location service” (SIP server), it does
so by sending a SIP REGISTER message (1). We define the
token type in the variable ttype. In the following messages,
the ttype is set to “context” indicating that these tokens are
context-level tokens. The first message (1) does not contain
any Authorization header. The server responds with an
empty WWW-Authenticate header (3):

REGISTER SIP/2.0
WWW-Authenticate: GSSAPI ttype="context"
token=""
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Figure 3: A SIP REGISTER message with the original DAA Authorization header to the left, and the same header
carrying GSS-API data to the right.

The client then calls GSS_Init_sec_context() with
SPNEGO as underlying GSS-API mechanism to negotiate
a common authentication mechanism (4). The GSS-API
“mech type” is set to SPNEGOs OID 1.3.6.1.5.5.2.
The token data might be in binary format, depending on the
security mechanism used. Since the SIP headers are in ASCII
string format, the token data is base64 encoded:

SIP/2.0 401 Unauthorized
Authorization: GSSAPI ttype="context"

token="0401000B06092A864886F7120..."

The server retrieves the GSS-API data, the token, and
passes this to the SPNEGO GSS-API mechanism. In this
first initial token, the client embeds authentication data for
its first preferred authentication mechanism. This way, should
the server accept the clients preferred mechanism, we avoid an
extra SIP message round trip. If the client’s preferred method
was accepted by the server, the server passes the relevant
authentication data to the selected authentication mechanism
in a 401 SIP message (5). The selected authentication method
continues to pass tokens between client and server as many
times as necessary to complete the authentication (6-7-N)
and establish a security context. Once the security context is
established, it sends a 200 OK SIP message (N+2). Should
the server have some last GSS-API data to be communicated
to the client to complete the security context, it can be carried
in a WWW-Authenticate header embedded in the 200 OK
message:

SIP/2.0 200 OK
WWW-Authenticate: GSSAPI ttype="context"

token="dd02c7c2232759874e1c20558701..."

If the client’s preferred mechanism is not the server’s most
preferred mechanism, the server outputs a negotiation token
and sends it to the client embedded in a new 401 SIP
message (5). The client processes the received SIP message
and passes the authentication data to the correct authentication
mechanism. The GSS-API then continues as described in the
previous paragraph.

V. EVOLUTION STRATEGY

Industrial uptake of new ideas and protocols requires an
evolution strategy, especially in the telecom world where
standards are used to serve more than four billion people.

TCP/IP, IPv6, and UMTS are all examples of technologies
where the evolutionary path was not clearly identified, and
the technological uptake was significantly delayed.

Authentication for SIP-based services will not only be
limited to mobile handsets and SIP authentication servers, it
will be used for sensors and devices in the future Internet
of Things (IoT). Thus the basic requirement of an advanced
authentication scheme is modularity and flexibility: both of
these are provided by the suggested approach. Support for
the GSS-API will extend the SIP protocol with an improved
security mechanism that offers more flexibility in different
scenarios.

An industrial uptake will first be envisaged for mobile
devices such as smartphones or tabs, where SIP clients can
be provided with the new functionality. Discussions with
industrial actors are ongoing to ensure the compatibility on
the server side. After this initial phase, an extension of the
approach is envisaged including access to services in a sensor
network.

VI. CONCLUSION AND FUTURE WORK

Since the only mandatory and widely deployed Digest
Access Authentication method in SIP is weak, other more
secure authentication methods are desired. In this paper, we
have added support for GSS-API in SIP, as well as for the
SPNEGO mechanism that is used to negotiate the preferred
GSS-API security mechanism supported by both client and
server. The required change to the SIP protocol has been kept
to a minimum, and the authentication header from DAA has
been reused to prevent adding additional SIP headers to the
standard.

Different VoIP installations have different security require-
ments that may require different security services. We have
shown that the use of the GSS-API provides SIP with a
wide range of different authentication methods in a uniform
and standardized way. Different authentication methods can
be used depending on the different security requirements for
each SIP installation. This adds to the flexibility of SIP, like
adding a new authentication method, without requiring further
changes to the SIP standard, once the GSS-API is supported.

In our earlier work, we have shown that the DAA is weak
[14]. Therefore, we want to replace DAA with support for a
better, more robust authentication scheme that authentication
methods like GSS-API supports. This implies that we replace
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Figure 4: SIP REGISTER message flow with GSS-API security context establishment (authentication).

the original DAA header content with GSS-API data content.
However, since the GSS-API only is an interface to underlying
security mechanisms, the use of the GSS-API does not in
itself provide any security service. Thus, the security of the
GSS-API is no stronger than the weakest security mechanism
acceptable to the client and server using the GSS-API. So,
if the underlying GSS-API authentication mechanism does
not protect relevant SIP headers, it might be as vulnerable
to the attack shown previously with the DAA. We still need
to examine what kind of SIP message integrity protection is
offered by the different GSS-API authentication mechanisms.

The credential acquisition between peers must also be
completed before initiating the GSS-API. Also, if the SP-
NEGO negotiation is not integrity-protected, the negotiation
is vulnerable to a man-in-the-middle “down-grade” attack. An
attacker can intercept and modify the negotiation messages so
that the least favorable authentication method is used.

Future work will look into different GSS-API security
mechanisms and their implications for SIP, including overhead
evaluation benchmark. Implementing a proof of concept with
GSS-API support for SIP is also desired. We plan to co-
operate with the IETF and the “kitten” WG to further elaborate
the GSS-API for SIP. Further challenges are the Simple
Authentication and Security Layer (SASL) [29] for SIP, and
a comparison of SASL with GSS-API, as well as the support
for using GSS-API mechanisms within SASL [30].
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